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Abstract—Delivering configurable solutions, that is products

tailored to the requirements of a particular customer, is a

priority of most B2B and B2C markets. These markets now

heavily rely on interactive configurators that help customers

build complete and correct products. Reliability is thus a

critical requirement for configurators. Yet, our experience in

industry reveals that many configurators are developed in an

ad hoc manner, raising correctness and maintenance issues.

In this paper, we present a vision to re-engineering more

reliable configurators and the challenges it poses. The first

challenge is to reverse engineer from an existing configurator

the variability information, including complex rules, and to

consolidate it in a variability model, namely a feature model.

The second challenge is to forward engineer a new configurator

that uses the feature model to generate a customized graphical

user interface and the underlying reasoning engine.

Keywords-Configuration, Re-engineering, Graphical User In-

terface.

I. OVERVIEW

Nowadays, both large and small companies adapt their
production strategies to meet customization needs. To assist
their customers in the customization, also termed configu-
ration, of their products, they provide customization tools,
more commonly called configurators. The cornerstone of
advanced configurators is the reasoning engine that is re-
sponsible for keeping the configuration environment consis-
tent by handling user’s decisions, instantiating constraints,
propagating the results and managing (usually preventing)
conflictual decisions.

A growing share of these companies now propose web-
based configurators, more than 800 of which are listed and
categorized in 28 domains in [1]. The investigation of these
configurators and our experience in industry reveal that
existing configurators are developed in an ad hoc fashion:
(i) the reasoning operations are not formally defined, raising
correctness or runtime efficiency issues; (ii) the logical
relationships between configuration options are hard coded,
inducing severe maintenance overheads; (iii) the graphical
user interface (GUI) itself is very rigid, hindering reuse
across platforms (e.g., web-based vs standalone vs mobile)
and its customization to user profiles.

Some of our partners expressed their need to migrate
their legacy configurators towards more reliable, efficient,

maintainable, and flexible solutions. This paper presents our
vision to re-engineer web-based configurators (see Figure 1),
and discusses the challenges we tackle. Our goal is to reach
software as well as industrial (bikes, cars, etc.) domains.

The first challenge is to extract configuration options and
their dependencies. Many heterogeneous artefacts are used
during the reverse engineering process (Section II), e.g. GUI,
web page source, code base, textual requirements, config-
uration files, etc. In this work, we focus on the elements
accessible from the web page, i.e., the graphical widgets, the
source of the web page, and its behaviour in order to extract
variability information. We formally capture the output of
the reverse engineering phase in a variability model. One of
the most popular forms of variability model is the feature
model (FM). Originally, FMs were developed in the context
of Software Product Line (SPL) engineering [2] but our
reengineering vision is agnostic regarding SPL methodolo-
gies. We chose the FM because its formal semantics makes
it a very good candidate to pilot the configuration process
and automate reasoning [3], [4]. Specifically, we rely on the
Text-based Variability Language (TVL) to represent FMs [5].

The second challenge is to produce a revised version of
the configurator. In this forward engineering phase (Sec-
tion IV), the FM is augmented with styling directives to
render the new GUI, and used to produce an API containing
the reasoning engine (Section III). Together, the variability
model, the styling properties, and the reasoning engine
provide a generic, efficient and reliable solution. On top
of these assets, designers can implement specific GUIs that
respect the graphical standards imposed by a particular
customer or platform. This latter stage is, however, not in
the scope of this paper.

II. REVERSE ENGINEERING A LEGACY CONFIGURATOR

The migration of legacy applications is an age-old prob-
lem and different solutions have been proposed in several do-
mains. To decrease the cost of migration and avoid creating
new applications from scratch, most of these solutions are
based on a reverse engineering process [6], [7]. We propose a
semi-automatic and supervised reverse engineering approach
to migrate a web configurator into a new configurator with
an embedded constraint solver.
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Figure 1. Re-engineering process

During reverse engineering, valuable configuration data
(configuration options, hierarchy, constraints, etc.) is gath-
ered by analyzing the existing GUI. As many yet different
configuration GUIs exist, configuration data can be struc-
tured, organized and represented in a different way. Nev-
ertheless variability patterns, i.e. elements of GUIs related
to variability concerns that repeat in a predictable manner,
can be identified, implemented, and reused within the reverse
engineering process. A user can specify high-level directives
to parameterize reverse engineering and make possible or
improve the identification of variability patterns.

The goal of the reverse engineering process is to gather
graphical widgets (e.g. HTML or jQuery elements and
images) and determine their types (e.g. option, description
field, and constraint). To guide the reverse engineering
process, we sampled some existing web-based configurators
from different industries and listed variability patterns that
implement options and attributes, and mechanisms to de-
scribe and instantiate constraints. An example of variability
patterns is using radio buttons to represent options contained
in a group. It means that only one option can be selected
in this group. This pattern is a directive to find options that
are mutually exclusive in the configurator.

One important issue during reverse engineering is the
detection of constraints. We discovered several constraint
patterns. In one case, constraints are expressed in natural
language and the element which contains this sentence
is an inner child of the option element. In another case,
constraints are wrapped into a jQuery object, which requires
the execution of the associated code to actually observe the
constraint it imposes. This task typically uses automated
tools such as web crawlers.

Until now, our progress in supporting reverse engineering
consisted in the design and development of a Firebug1

extension. We chose Firebug because it is open source, and
can be extended to support more functionalities. In essence
the extension offers a search engine with ability to look
for special patterns parametrized by the user. When a user
browses a web page she can inspect which patterns are used
and how they are implemented in the source code. Then, she
initiates the search engine with these patterns and executes
it. At the moment the search engine supports a few number
of simple patterns and other patterns are currently being
developed. To prevent the search engine from crawling the
whole web page, the user can highlight a special part of
the page and set the engine to just consider the highlighted
region. The extension’s settings also allow the user to define
which attributes need to be recorded during the process. For
example, the user might prepare the search engine to track
attributes such as class, type, checked, etc. that usually hold
valuable data about the GUI.

Reverse engineering yields an XML file that contains
all extracted variability information. The extracted elements
hierarchy is also kept unchanged. The XML model then is
the input for the configuration GUI modelling part.

III. CONFIGURATION GUI MODELLING

The textual elements extracted during reverse engineering
are only option, attribute and constraint candidates. The user
then has to validate this pre-typing, remove irrelevant ele-
ments, add new elements, rename elements, and recategorize
elements. Currently, the post-processing step is supported by

1http://getfirebug.com/



an interactive GWT2 application that lays out in a collapsible
tree the updated model. Once the user is satisfied with the
raw extracted data, a TVL model is generated.

A first step is to exploit the tree hierarchy to create and
organize TVL features. This is an opportunity to refactor
configuration options and to create new ones if needed. To
identify the variability and constraints between these options,
a set of patterns, derived from our survey, can be provided
to the modeller as guidelines. For example, from constraint
patterns, we know that a constraint can either be part of an
option description (hint) or is its first inner child.

The next step is to add visualisation aspects to the TVL
model. To cope with this issue, we encode this information
in a property sheet linking GUI properties to constructs of
the FM. This mapping is based on the retrieved GUI data in
the pruned model. This property sheet is expressed in FCSS
(Featured Cascading Styles Sheets), a CSS-like language we
are currently designing. As in usual CSS, properties include
layout information but also feature-specific visualisation
strategies (e.g. hide, grey out, default value, etc.). Other
properties may be related to the rendering of enumeration
attributes depending on the number of available values,
e.g. small ones may be represented as radio buttons in the
final interface, while larger ones can be more efficiently
represented as combo boxes. The availability of certain
options may also depend on the target language (HTML,
XUL, GWT, etc.).

We are currently designing an integrated textual editor
for TVL and FCSS using the Xtext project3. In addition to
syntax highlighting and checking facilities, Xtext eases the
integration with the model transformation environment we
exploit for the configuration interface generation.

IV. FORWARD ENGINEERING A NEW CONFIGURATOR

In this step, a set of model transformations needs to be
applied to the integrated TVL-FCSS model to progressively
derive the final configuration GUI in a given implementation
language. So far, we have been experimenting model-to-
text transformations (M2T) to generate configuration GUIs
in the XUL language4. Based on MTL (MOF Model to
Text Language), the upcoming OMG standard for M2T5 and
supported within the Acceleo environment6, we defined a
set of transformation patterns for mapping TVL constructs
such as feature groups (or, xor, cardinality-based) and fea-
ture attributes (numbers, strings, enumerations...) to XUL
widgets. These transformations patterns can be flexibly com-
bined to generate the whole configuration GUI. Our initial
experiments targeted Mozilla’s XUL although these patterns
are easily convertible to other XML-based user interface

2http://code.google.com/webtoolkit/
3http://www.eclipse.org/Xtext/
4https://developer.mozilla.org/en/XUL
5http://www.omg.org/spec/MOFM2T/1.0/
6http://www.eclipse.org/acceleo/

description languages. These patterns are platform-specific,
though. We will evolve these patterns as model-to-model
transformations between TVL-FCSS and UsiXML [8], a
model-based standard for describing interfaces in a platform-
independent way. Then, M2T transformations would be
used to bridge the gap between the platform-independent
model and the final GUI language. Additionally, we will
devise solutions to incorporate existing designs (such as page
templates) during the transformation process [9].

As noted in [9], integrating the configuration GUI with the
reasoning code is a challenge. We offer a MVC-like archi-
tecture enabling the integration between the TVL model, the
GUI and the configuration reasoning facilities. This explicit
separation of concerns allows for more scalable configu-
ration based on solvers in sharp contrast to ad hoc, hard-
wired dependencies in most existing configurators. Further-
more, maintenance is greatly simplified by an independent
variability model, FCSS and the automation of configurator
generation.

V. RELATED WORK

Reverse engineering the variability of existing systems has
already been applied to different kinds of artifacts [10], [11],
[12], [13], [14], [15], e.g., legacy system documentation,
textual requirements, configuration files, source code, etc.
For example, She et al. present procedures for reverse
engineering FMs from operating systems [15]. Our work
focuses on a specific kind of artifact: web-based config-
urators. We are not aware of existing works tackling the
problem of reverse engineering variability models from such
configurators.

Several tools provide support for reverse engineering
GUIs but not for the specific purpose of retrieving variability.
For example, Memon et al. [7] propose to reverse engineer
web applications for the purpose of testing. Vanderdon-
ckt et al. [16] developed VAQUISTA to reverse engineer
a presentation model of a web page. In our work, the
extraction of variability information from a web page is only
the foundation stone upon which we build to re-engineer
configurators.

Model-based generation of GUIs is an important research
field in the human computer interface community. Sev-
eral Model-based User Interface Development Environments
(MBUIDEs) have been proposed. Each MBUIDE defines its
own set of models to describe the interface. The different
MBUIDEs and the associated models have been surveyed
by Gomaa et al. [17] but none of them address the specific
problem of generating configuration interfaces.

GUI generation based on FMs has been considered by
existing works (see [9] for a more complete and detailed
overview). For example, Pleuss et al. combine the concepts
from MBUIDEs and FMs to automatically derive individual
GUIs corresponding to selected features [18]. Schlee and
Vanderdonckt [19] model the variability of the interface



with an FM, which will be used to derive the corresponding
GUI. Ultimately, our ambition is to include all the advanced
feature of configurators such as beautification, configuration
scheduling, views, etc. into the re-engineering process [9].

VI. CONCLUSION

The development and maintenance of configurators is a
central yet difficult activity for many organisations. This
difficulty is often amplified by the ad hoc nature of config-
urators in which the variability model, styling information
and reasoning engine are all entangled. This paper presented
our vision to re-engineering more reliable configurators and
the challenges it poses.

Before implementing this vision, some other challenges
still have to be dealt with. From a reverse engineering
perspective, variability patterns should be identified in a
more systematic way, formally defined and comprehensively
implemented. The degree of automation and the quality
of the models generated as output should be carefully
evaluated. From a forward engineering perspective, different
languages and transformations are still to be defined and
combined. In particular, facilities to specify views (for
structuring configuration screens) and feature configuration
workflows [20] (for specifying configuration sequences)
should be provided and integrated in the toolchain.

Our goal is to provide more systematic and flexible
solutions for re-engineering legacy configurators. The huge
number of existing configurators (e.g., see [1]) gives us a
good opportunity to validate our procedures.
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