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Abstract

In this work, we first present the basic principles of Object-Oriented
languages; this concerns a general presentation and a presentation of the
Objective-C language. This language is the base of the RMG (Real-time
Measurement Graphics) environment presented next, which is the Object-
Oriented environment used in the COLOS (COnceptual Learning Of Science)
project to build interactive simulation applications. We give a small guide to this
environment which enables a programmer to start developing applications inside
it. We introduce also the different projects which are born from the Namur
University for the COLOS project and concerning telecommunications using ISO
(International Standard Organization) OSI (Open Systems Interconnection)
standard. Finally, we present one of the applications created in Namur by its
COLOS team: the 'OSI on X-25' application.

Résumé

Dans ce travail, nous présentons tout d'abord les principes de base des langages
orienté-objets; ceci concerne une présentation générale et une présentation du
langage Objective-C. Ce langage est la base de I'environnement RMG (Real-time
Measurement Graphics) qui est présenté ensuite et qui est l'environnement
orienté-objets utilisé dans le projet COLOS (COnceptual Learning Of Science)
afin de construire des applications interactives de simulation. Nous donnons un
petit guide de cet environnement qui permet & un programmeur de commencer a y
développer des applications. Nous introduisons aussi les différents projets nés a
I'Université de Namur pour le projet COLOS et qui concernent les
télécommunications utilisant le standard OSI (Open Systems Interconnection) de
I'ISO (International Standard Organization). Finalement, nous présentons une des
applications créées & Namur par son équipe COLOS: l'application 'OSI on X-25".
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Chapter 1: Introduction

This thesis is concerned with the collaboration to a European project: the
COLOS! project. Within this project and with the use of an Object-Oriented
environment -RMG (Real-time Measurement Graphics)-, several programmers in
different European universities try to realize some interactive simulation applications
to be utilized as a help to Computer Assisted Learning -CAL- in universities.

The RMG environment which is used within the COLOS project was developed
by the laboratories of the Hewlett-Packard company which sponsors the project.
This environment is only available to educational institutions and lacks greatly of
works or books explaining its use and its programming technique. This lack of
references explains the fact that it is an environment difficult to learn and to master.
This is why in this work we try to provide the future RMG programmers with a basic
guide of RMG programming.

The university of Namur is part of the COLOS project and is mainly interested
with the building of applications concerning telecommunications. We realized one
of these applications which is presented in this thesis: the 'OSI on X-25' application.
It concerns telecommunications using the ISO (International Standard Organization)
OSI (Open Systems Interconnection) standard and concerns particularly the opening
and closing of a connection between two machines.

This thesis is divided into three parts.

The first part concerns a presentation of Object-Oriented languages and RMG.
We see what is hidden behind Object-Oriented programming (chapter 2) and give a
specific example, the Objective-C language (chapter 3). In chapter 4, we look for
the first time at the RMG environment and give a first description of it.

In a second part, we give a little guide to RMG programming. In chapter 5, we
give a small bibliography useful for the one who wants to start programming in
RMG. We see which is the process to be followed to create an application in RMG
(chapter 6) and we give an introduction to the first useful RMG classes (chapter 7).
This is followed by a presentation of new notions concerning the programming in
RMG (chapter 9) and by a small illustration of what can be done with the
environment: the Video application (chapter 9).

The third part concerns the illustration of telecommunication principles under
RMG. We present the projects of the university of Namur concerning the COLOS
project, that is projects concerning the representation of computer
telecommunication in RMG (chapter 10). This is followed by the presentation of
one of these projects which takes the shape of the 'OSI on X-25' application (chapter
11). We end by a conclusion and a critique of the COLOS project (chapter 12).

1': COnceptual Learning Of Science



FIRST PART: Object-Oriented languages and RMG

Chapter 2: What is Object-Oriented programming ?

Object-Orientation, nowadays fashion in the computer world. Everybody is using
it, everybody has a different meaning for it, as says Brad J.Cox in [COX, 87] (p.29):
"It is hard to imagine two languages more different than Smalltalk-80 and Ada, yet
both are sometimes called object-oriented languages. Others think of objects as
primarily a way of expressing concurrency, and yet others as a way of organizing
complex facts into hierarchies."

Nothing will be said about the implementation of Object-Oriented languages,
mainly because it differs from language to language and we want to stay in a fairly
general presentation. We try also to stay fairly objective and concise, swimming in a
sea of opposite definitions and views on the subject!. We do not pretend to give here
an exhaustive description of 'Object-Orientation'; our goal is only to introduce a few
notions in order to facilitate the reader's comprehension of the next chapters.

So now, what is hidden behind these two words: Object-Oriented ? We will start
by reviewing the principles of Object-Oriented programming (2.1) introducing the
different basic concepts. Then we will try to describe the type of programming that
has to be done with Object-Oriented languages (2.2). In a third point we will see
which are the main differences between traditional programming and 'Object-
Orientedness' (2.3).

2.1. Principles of Object-Oriented languages

Object-Oriented languages is "a way to organize resources very much like the way
we organize objects in everyday life." ([STEPSTONE, 88], p.1.1.). It is difficult to
find a better general definition of an Object-Oriented language without entering
details. That is why we will not give another one, but will just proceed on the
subject. ‘

The principles of Object-Oriented languages can be separated in two. A first
point describes what an object is, with reference to internal data, methods and
classes. The second point concerns the concepts of encapsulation, inheritance and
messages.

1: Though we want to stay in a general presentation of Object-Oriented languages, the reader will notice that
the syntax used in the examples and some other parts of this chapter are 'impregnated' of the Objective-C
language which is the language presented in the next chapter. This is done so that the reader does not feel to
desoriented while migrating to this next chapter




Chapter 2: What is Object-Oriented programming ? 3

2.1.1. Objects, data, methods and classes

We see in this point what an object is, with reference to internal data, methods
and classes.

The main starting point of Object-Oriented languages is that the part of the
world that has to be represented can be seen as a set of individual objects. Indeed,
if one looks at a square, it is composed of four equal edges and four right angles
and each of these can be taken as individual objects. This is a very simple and
basic view of the matter, but we think that it is a nice way to introduce the
subject; so we will say that an object represents a certain part of the analyzed
world. We can make here a distinction, for clarity, between external objects
which are the objects of the real world and internal objects which are a
representation of the reality in the computer's memory.

In real life each object has a certain number of properties or parameters. For
example: a point has X and Y coordinates; a line has a certain length, etc; thus we
could see, for the time being, internal objects as records with a certain number of
fields. An object can also be changed, by modifying one or many of its
parameters or properties. A point can be erased and put elsewhere; a line can be
stretched. So in our system the objects must contain the parameters that
characterize themselves and we must also have a way to change these parameters.

We just introduced one of the great characteristics of Object-Oriented languages: ,
one object contains BOTH the data and the 'procedures’ to modify or access this WA

N IR/
- . YA

data. o po S IR
X ‘ o fl -

If we look at this in ;moféboncrete way, an 6,bject2 is a part of a system that ¢
contains somq/inte;naf data, the static side, and éome procedures, the dynamic
side. Theéuit@ side will be represented by a certain number of variables
contained in the object itself; they will take kdfffeieﬁ values depending on the
evolution of the object during the system's execution; so they represent the
STATE of the object. The dynamic side will be represented in the object by a
certain number of procedures, called methods, whose goal is to internally manage
the set of variables (print their value, change their value ...); so they characterize
the actions that can be performed by the objects to change their state or to |
compute some values deduced from their state. J

et

But object is a very abstract term. In fact, the Object-Oriented languages
supply a way to create what is called a class; that is the code that represents the
definition of an object, it iS a "technical term that will be applied in Object-
Oriented languages to describe such sets of data structures characterized by
common properties” (IMEYER, 88], p.52). Thus a class is the description of a
family of objects having the same characteristics and behavior. So now we will
see a class as the definition of reality (precedently called object) in which the

Z ; Internal object, as described above
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variables are called instance variables® and the set of methods, the class'
protocol. An object will be an instance of a class, that is a structure occupying
memory Space during system execution. In this "the basic idea is just that the
class describes the structure of its instances, and the objects themselves contain
the variable data" ([STEPSTONE, 88], p.2.3.). To illustrate this a little bit
further we can take the example from {COX, 87] (p.65): "Betsy is a cow means
also that Betsy is an instance of class cow" "Betsy is a cow but Betsy is also
Betsy, the individual" "The instance, Betsy, is a tangible flesh and blood creature,
but a class is an abstraction. Betsy, the instance, can moo, but cow, the class, can
not." |

As an example we can take an object 'Point’, which has as internal data: |
'x_coord', 'y_coord' (both reals), and has as method: 'location’ -which returns the
location of the point in a two dimensional space. (Example 2.1) i

Now we can go a little further and say that a difference can be made between
two types of methods :

- Factory Methods : methods used §6/create>new instances of a class; methods
“which are the behaviors of the class" (ISTEPSTONE, 88], p.2-4).

- Instance Methods : methods used to consult or modify the state of the
instances of a class; methods "which are behaviors of an instance of a class"
(ISTEPSTONE, 88], p.2-4).

2.1.2. Encapsulation, inheritance and messages
This point concerns the concepts of encapsulation, inheritance and messages.

Encapsulation is the right word to represent what we saw in the former point; it
means that the consumer can only see and use the services* of an object that are
available through an interface (see Figure 2.1, from [MASINI, 89]); the entire set
of data and methods described in a class are only available to the supplier of the
class. It is one of the most important points of Object-Oriented languages,
information hiding. It follows that the object -the instance of the class- decides
itself how to respond to a demand; the consumer asks and the object provides, all
the implementation details are hidden. As well, all the internal data contained in
the instance variables and the methods not accessible by the consumer are calle
the private part, mainly because the object ONLY has access to this data; th ;\'rest
is called the public part’. All this allows the builder of the object to present
"cleanly specified interfaces around the services they provide" "How an object
implements its actions and how its internal data is arranged, is encapsulated

3. We will only talk here about instance variables to characterize the type of data one can find in one’s classes;
we can find a lot of other different 'types' of variables but this depends mainly on the language analyzed, and
they are not common to all of them

4+ We will see later that these services are mainly the use of certain methods

5 : The methods accessible to the consumer through the interface
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inside a procedural shell that mediates all access to the object" ([COX, 87],
p.52).

ctho

N

moimtmtz_

Figure 2.1 The consumer can only see and use the services
available through the interface.

To illustrate this point, we can deepen example 2.1. A point is characterized
by its coordinates, we will represent them by two variables: 'X_coord' and
'Y_coord'. This internal data is not available directly to the consumer, as shown
in Figure 2.2 (based on [COX, 87], p.52).

The consumer can access these variables and thus their value through two
methods: 'location' -that returns the value of 'X_coord' and 'Y_coord- and
‘changePoint:' -that changes the values of 'X_coord' and "Y_coord' to the values
given by the consumer. (Example 2.2)

Consumer Supplier

X_coord
Y _coord

Figure 2.2 Consumer can access variables
only through methods available to him.
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Now that we have seen what encapsulation means, we can ask ourselves if a
class on its own is really worth-while and sufficient? Of course it is not,
otherwise one class would be representing a whole system, without differentiation
between individual objects and the whole concept of Object-Orientation would be
useless. That is why in an Object-Oriented programming environment one is able
to create many classes representing a lot of different things, but also, and this is
the important point here, one can create a hierarchy of classes. For example a
square is a particular type of polygon, we can thus create two classes, a first one
quite general named 'Polygon' -it is a shape with a certain number of sides-, a
second, more precise, named 'Square’ -a polygon with four sides, all of the same
length, and four right angles. This second one will be called subclass of Polygon,
the superclass. But Polygon could also be a subclass of another class 'Shape', and
So on ... (see Figure 2.3)

It does not make a lot of sense to talk about a hierarchy of classes, of
subclasses and superclasses, without talking about inheritance; in Object-
Oriented languages one goes with the other. Inheritance is a RELATION of
interdependence established between some classes; it means that within a
specified hierarchy, a subclass A of a class B inherits all the features of B, the
instance variables and the methods, this principle being TRANSITIVE. So a class
will be an extension, a specialization or a combination of others; we will just
mention here that some languages enable simple inheritance -one class inherits
directly the characteristics of a single other class- as well as multiple inheritance -
one class inherits directly the characteristics of several other classes. Inheritance
provides the ability to create classes that will automatically model themselves on
other classes, just by specifying their difference(s) from the existing ones. Says
[COX, 87] (p.69): "Without inheritance, every class would be a free-standing
Unit, each developed from the ground up." "Inheritance makes it possible to
define new software in the same way we introduce any concept to a newcomer, by
comparing it with something that is already familiar."

We can illustrate this by starting again with our polygon and square. Let us

say we will build a class Polygon' which will contain one instance variable:
'numberOfSides' -containing the number of sides of the polygon-, and one
method: 'howmanySides' -that returns the number of sides of the polygon.
Let us also build another class named 'Square' with two instance variables:
lengthOfSide' -containing the length of one side- and 'stringSquare’ -containing
the value: "This is a Square"-; and a method: ‘changeLength:" -that changes the
length of one side. We will also say that Square is a subclass of Polygon and so
inherits of all the characteristics of Polygon. This means that an object Square -
an instance of class Square- will also have a variable 'numberOfSides' and will be
able to consult the value stored into this variable through the method
‘howmanySides'.(see Figure 2.3) (Example 2.3)
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XX Polygon

numberQOfSides
howManySides

]

Square 6o
lengthOfSide

changelLength:

Figure 2.3 inheritance graph
for example 2.3

So inheritance is a nice way to avoid duplication in code writing and to nicely
take advantage of already existing code. We can still say two things on
inheritance; the first is that a kind of redefinition is available which means that
there is a possibility to redefine ‘'features' owned primarily by one of the
superclasses. For example, in our class Square we could redefine the method
'howmanySides', so that it returns the number of sides AND print the value of the
instance variable 'stringSquare'. This will be done by first 'calling’ the method
'howmanySides' of the class Polygon and then printing the content of the instance
variable 'stringSquare’. As said in [PUGH, 90] (p.18): "A specialized class
inherits all the attributes and operations of the more general class and may:

- have additional operations

- have some modified operations

- override existing operations

- have additional data attributes." ‘
The second thing we can stress about inheritance is renaming; by this we mean
that methods of superclasses can be renamed in the subclasses, one of the
purposes being clarity.

6 This ‘calling’ will be done by message-passing, which is explained in the next point
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There is at least one last concept that so far we failed to talk about, that is
'messaging' or message-passing. Behind this stands the key to several questions:
how do objects communicate between themselves? How does a consumer have
access to services through an object's interface? (see Figure 2.2) and many more.
To explain this we must first bear in our minds that an object controls the access
to its state. After this we can state that a message is in fact a request for an object
to 'execute' one of its methods; it specifies what kind of operation has to be
carried out but does not say how to perform it, this is indeed hidden inside the
object itself.

A message-expression, usually called message, can be divided in three
different parts :

- the name of the object one wants to access (in other words the receiver of
the message);

- the name of the selector (or name of the requested method in the object);

- a number of arguments, if needed.

One thing must be said about the name of the object. If the message has to be
sent to a class -so in this case we are talking of sending a message that concerns a
factory method- the name of the object will be the name of the class; this name is
indeed unique, each class being uniquely present in the system. This leads to the
conclusion that a class is itself an object, unique in the system. For example if
one wants to send a message to class Square, the message will be :

Square <selector> <arguments>
In the case of a message being-sent to an instance, one has to know the identifier
of this instance. This(ié/ possible due to the facét};@ hen an instance is created
the system returns the-address of this-instance to the user which has asked the
creation’. The user has just to store it in a variable and from then on is able to
access the instance. We can illustrate this by extending example 2.3. If we want
to know the number of sides of an instance of class Square, we will issue to this

instance the message (without particular attention paid to the syntax) :
aSquare howmanySides?
where 'aSquare' is a variable containing the address of the instance of the class
'‘Square'.
This is indeed correct by inheritance and it will return the value 4. If we want to

change the length of the sides of this square to 20, we will issue the message :

aSquare changeLength: 20

7: An instance is created using a factory method called an initialization method, this will be explained in detail

later on

8 : 'aSquare’ is written following a naming convention, which specifies that each word except the first one
composing a variable name will take a starting capital letter
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Supposing that the argument must be a numeral. (Example 2.4)

By what we just said, we are now able to give a simple definition to our
interface of figure 2.1 :

An interface is a set of messages to which an object
is able to respond by selecting and executing one of

its methods.

When an object receives a message?, it determines itself how to carry on the
operation; it responds to the message by first choosing the method that
implements the selector specified in the message, executes this method, and then
returns control to the caller; even in some cases, an object can accept OR reject
one's message, depending on the fact that it recognizes it or not. To explain this a
little bit more, let us say that each class structure -that is in a run-time system-
has a table listing the names of each method defined in this class and an address
of a function that implements the behavior. When an instance receives a message,
the messaging 'system' finds the class by following a link from the instance of this
class to the class itselfl® and searches the table to find a correspondent to the
selector contained in the message. If this fails, the search continues through the
tables of each class composing the inheritance graph until it finds something or
nothing at all, in this last case the message-passing fails and an error occurs. So
we can see that objects have, through message-passing, a very special kind of
autonomy, but also that the interactions between objects are carefully controlled;
all this furnishes a very powerful tool in the whole.

2.2. Programming with Object-Oriented languages

Now that we have more informations on Object-Oriented languages and what
they imply, we are going to look briefly at the programming itself. This will require
two points; the first one will discuss the questions of what is really an Object-
Oriented program, how it is composed ...; the second will mainly concern the
problem of finding the right objects for the right applications.

2.2.1. Object-Oriented programs

We are now asking ourselves how it is possible to create a tangible and running
program with all the raw material we presented in point 2.1. An important thing
to say is that in an Object-Oriented language, creating a program is first analyzing
the real world to divide it into objects which will be represented in the system.
Then after this one must create the program. This program will in fact be based

9. Here we are talking about a combination of a selector and zero or more arguments
10: This is possible due to the fact that the instance of a class contains a pointer to the class itself
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on a certain number of classes, which when instantiated will interact with each
other by sending messages, this to execute a certain number of things depending
on the current situation. We could describe programming in such an
environment, in three different steps!! :

1) Creating classes
2) Creating instances of classes
3) Specifying sequences of message exchanges among objects

After designing formally the different new objects one will use in a system,
one must create a class for each of them (step one). Creating a class is going
through multiple phases, which will be described later, but mainly we can
introduce the subject by saying that a class is composed of:

- a name, which will identify it among the other classes of the system;

- a declaration part which specifies the superclass(es) of the current class; so a
definition of a part of the inheritance tree;

- & declaration part for the new instance variables that are not inherited from
the superclass(es);

- a 'method part' which will declare and define all the new methods of the
class.

Here we will not enter the implementation and syntax details because they all
depend highly on the type of language used; but as an example, we could extend
Example 2.4 by giving a 'definition’ of the class Square, following the structure
given above :

Class Square;
Superclass Polygon;

Instance Variables Definition Part:

{
Integer lengthOfSide;

}

Methods Definition Part:

{
changeLength: (integer)aLength

{
lengthOfSide = aLength;

}
}

Each method name is defined in the Methods Definition Part, here 'changeLength:
(integer)alength', where 'alength’ is a formal parameter which will give the new
value to be put in the instance variable 'lengthOfSide’ defined in the Instances

I1: Note that steps 2 and 3 are not specially sequential
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Definition Part. This method name definition is followed by the code itself, here
lengthOfSide = alength;'. (Example 2.5)

The second step is creating instances of classes. So how can we create these
instances? We can divide this problem in two, the first part concerns the matter
of creating an instance of a particular class, while the second part deals with the
problem of knowing how instances can use other objects.

Concerning the first part, the general principle is that each class must contain
an initialization method!2. The effects of this method is that a 'live'
representation of the class -an instang_:ﬁfé’f/the cla@ is created in memory with
default parameters. Also it returns the address of the new instance which will be
stored in a variable; this will indeed enable the user to send the instance messages.
This method can be particular for each class!® but in any case refers through
inheritance to the initialization method of the root class of the hierarchy tree. So
when one tells the system!* to run a class, it will send a message -which contains
the selector of this initialization method- to this class.

The elements involved so far are a class present in the system, a dedicated
method in this class, and a possible message sent to this class to execute this
method. Again here, we will not go further due to the fact that implementations
of this mechanism, of memory managements, of the exact 'location' of the
classes... are different from language to language.

So from now on we have in memory an instance of the class we want to Tun'.
But, second part, what does this instance do? The first thing is it can 'play around
with itself', so executing its methods in a certain order, according to the instance
itself, without anybody asking anything, so far this is not very useful. The second
thing, it can 'play’ with other objects by creating them and coping with them in a
certain defined way: sending them messages to reach certain informations or to
change their state, etc. Thus it underlies that an existing object can act
dynamically on the system by sending classes their initialization message; this
will change the state of the whole system by incorporating new instances of
classes among the already existing ones.

To explain this a little bit more, we can extend our example 2.5 by saying that
our class Square, to be 'accepted’ in our system must contain a new instance
variable called 'aSquare' -which will contain the address of the instance- and a
method called 'new', defined in the Methods Definition Part:

Instance Variables Definition Part
{
Pointer aSquare;
Integer lengthOfSide;
}

12 . This method is a factory method
13: This means that it can do particular things depending on the class' purpose
14 By selecting an option in a menu, selecting a name in a list ...
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Methods Definition Part

{

new
{
aSquare = Polygon new: 4;15
}

This method 'new' when executed!6 /)

- creates an instance of Square in memory by allocating a certain amount of
memory to store the data of the instance; this will be done by invoking the
new method of its superclass -'Polygon new: 4', where 4 is the number of
sides of the new polygon-;

- can ask the execution of the method 'changeLength:' with a parameter to
effectively change the state of the object:

new

aSquarél%z Polygon new: 4;
aSquare changeLength: 10;
}

- can send a message 'save: lengthOfSide' to an already existing object in the
system -called 'aFile'-; this will result in the object aFile storing the value of
lengthOfSide’ on a disk!?® :

new

{

aSquare = Polygon new: 4,
aSquare changeLength: 10;
aFile save: lengthOfSide;

}

- can do any other thing necessary at the instantiation of the class, like
variable initialization for example.

It is thus possible to create an instance of class Square from scratch by sending it
an initialization message that will have as effect the execution of the class' Square
'new' method. This is what is illustrated in figure 2.4 with the black 'new arrow'
which goes from the system to the class Square and which has as effect the
creation in memory of an instance of Square. (Example 2.6)

13 : Note that this syntax was chosen for clarity and is not to be found in every language

16 ; Afier sending a message of the type 'Square new' to the class Square

17 aSquare is here a variable that will contain the address of the newly created object

18 : To make things easier, we take the liberty of assuming that the object identified by 'aFile' already exists in
the system
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SYSTEM
Class Square I '
Instance
Mehods [ 7 of
- Square

' : Messages sent
:>: Creation of instances

Figure 2.4 Creating instances of classes

The third and last step is about message exchanges. How can one specify a
sequence of messages to be executed? One solution is to program this sequence
in a method to be executed later. So when the method is called, each message,
one after the other, is sent to the right object; this is what we call the static way.
The second solution is the dynamic way. When an instance of a class exists in a
system, the user!® can send it any 'legal' message?® through a special editor,
browser, list of methods name ...2!

2.2.2. Finding the right objects

To the problem of finding the right objects to describe a defined problem or to
describe accurately a part of the real world, we will not give direct solutions or
'magic tricks', but just a few suggestions among which the reader will have to
choose. But before directly considering the point of finding right objects for right
applications, we must again ask ourselves what programming is all about? We
can reply by naming three different purposes for which we use software:

- obtaining certain answers about questions over the real world;
- interacting with the world;
- creating new world representations.

In this prospect, the software must be based in any case on an analysis of this
world in terms of interesting points relevant to the application. In this optic,

19: By user, we mean any person that has to use instances from a terminal
20 : Message accepted by the instance
21 : Note that in certain languages, the user has to build a main program in order to use his classes



Chapter 2: What is Object-Oriented programming ? 14

understanding Object-Oriented modeling is quite simple: "the world being
modeled is made of objects" "and it is appropriate to organize the model around
computer representations of these objects” (IMEYER,1], p.51).

Usually, in this type of programming, one does not ask oneself a lot of design
questions, a programmer just picks up the external objects of the real world. So
says [MEYER,1] (p.51): "The software will simply reflect these external objects"
"... just use as your first software objects, representations of the obvious external
objects". This is the external objects optic.

A second optic, yet less creative, is the existing classes view. In this case, the
programmer tries to find what he looks for in the existing libraries of classes. If
one or many of the classes do not meet exactly his needs, adaptation is possible.
This adaptation can be done by directly changing the original class, but unless
there is a big mistake lying in the code, it is preferable not to do it; let us think of
the interesting mechanism we dispose of, inheritance, and let us use it to add or
change some methods or variables by defining a new subclass. This enables the
class to be undisturbed, thus preserving its clients against 'misfunctioning'.

Every programmer should document his classes sufficiently to explain their
existence in a system so that every other person could understand why a class was |
created, in regard of the problem. This can lead another programmer to apply the | ¢ ,
same techniques to his own problem. Unfortunately classes are not always well f /
documented, thus another optic is the evaluation one. In the first place, we can |
analyze a bunch of classes and the world they represent, and try to discover the ]
underlying 'philosophy'. When it is found, we can just try to apply it to our case. !

We can analyze existing classes or the new founded ones, on a theoretical
design point of view : 'Are the interactions between two classes not too high?'; 'Is
the application domain of one class not too large?'; 'Is the messaging not too
complicated?'; etc... If replies can be found to these questions, a great pace can be
made towards a better design of the considered applications. "The rule ‘criticize
and improve existing designs' is not itself a solution to the design problem. But
good Object-Oriented design, as good design in any discipline, must be taught in
part by apprenticeship and experience." ((MEYER,1], P.327)

Usually, something should only be formalized into a class if it describes, in the
real world, some objects characterized by interesting operations, typical
particularities. But everyone must bear in mind that in some cases external
objects or facts must be represented or must not be, depending on the type of
application and the meaning that they yield in the environment.

The beginner must particularly beware of two nasty habits:

- designing unneeded classes
- designing classes that are not classes.

The first habit depends mainly on the experience of the programmer and the
type and complexity of the applications; the solution is getting more and more
used to this type of programming, by generating code and testing it on a design
and functional point of view. Designing classes that are not is often the case
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when someone builds a class around a routine, a procedure, without a solid
object's base under it. As says [MEYER,1] (p.328): "In contrast with a routine, a
class should not DO something but offer a number of services (features) on
objects of a certain type." Thus each class has to correspond to "a meaningful
data abstraction" ((MEYER,1], p.328) to be valid.

We just saw that finding the right objects for the right applications is not so |
easy, there is no magic trick. The only solution is habit, training and practice.

2.3. Differences between tradition and 'Object-Orientedness'

Now that we know a little bit better what Object-Oriented languages are all
about, what makes the difference between them and a traditional language? Why is
it that a lot of people in the programming world are venerating this new kind of
programming? :

We will try here to underline a few of the main topics that make Object-Oriented
languages or techniques different and in some cases more advantageous??. To
introduce the subject, we will start by looking at language implementation details; let
us first recall that in many cases, in the traditional type of programming, variables
may be local to a procedure, that procedures pass arguments of various types -
strings, numerals...-, etc; in Object-Oriented programming the building block is the
object, an autonomous piece of information which contains some local data and local
ways to modify it. Further on, these blocks do not just interact with each other by
passing arguments -like in structured programming- but the local methods enable the
mechanism of messaging between objects. As says [TELLO, 89] (p.11): "objects K\\ L
resemble smaller computers within the host computer, each with its own data and \’i
code areas"; or [DUFF, 90]: "Object-Oriented technology improves software systems .,
because it facilitates better factoring of functionality and related data than do
traditional structured-programming techniques.". .
Through the few ideas just suggested, we can deduce two important statements :

.
- =

- Object-Oriented programming is different because of its MESSAGING
MECHANISM, which enables the communication via messages, referring to
methods reachable through an interface unique to each class;

- Object-Oriented programming 1is different because of its 'DESIGN
PHILOSOPHY', an object is designed around its data and incorporates fully
the methods to modify it; this is the concept of encapsulation or data
abstraction, it means that one does not have to know the implementation of
the object to ask it something; it all alone decides how it will execute the
demand, depending on its physical implementation. It is very important to
realize this at a design stage, because all the 'thinking' will be made on a
data point of view -identify the objects/ identify inter-relationships between

L
(\}ﬂ,i o

22 ; Note that Object-Oriented languages have also disadvantages, but they do not enter the scope of this part
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them/ ...- this has to be opposed to a function point of view -identify the
functions/ the inter-relationships between them/ ... .

An other concept that makes the difference is INHERITANCE. This makes the

design of programs much more modular and distributed than the one usually
incorporated in traditional programming. Indeed the programmer disposes of a
complete set of existing classes -distributed in various libraries-, a complete
rewriting of the code is thus useless; it is quite enough to write classes for the new

concepts present in the problem and inheritance will do the rest. So the fact is that
the represented part of the world is MODULARIZED -structured- into objects EASILY

MODIFIABLE without too much interaction with other objects, due mainly to
inheritance, redefinition, etc. So we are talking of EXTENSIBILITY here. X
An other advantage is COMPREHENSIBILITY. Through the modularization of | ,
systems, the encapsulation, the hidden implementation details, etc, code is more | ./
easily read, understood. In the same way GENERALITY is yet an other point, indeed
the different components to be built have to be very general to enable a future /-
reusability. This is not the case in some 'usual' programming languages. Thus the | "{ _
overall concept developed here, is the one of reusability -being defined by ltS' |
behavior, the object is easily reachable through its interface-, which is one key. e
concept of Object-Oriented programming and which is not present at this stage in thex
more classic languages and types of programming. As says [DUFF, 90]: "OOP —l
Object-Oriented programming- nnpmves code reuse by using less complex, loosely|
coupled, highly cohesive components.". You do not bother on how it is done, yod
just bother on what you want to do. —

We can still go further and state that 'Object-Orientedness' provides the ability to
handle complexity in a more transparent manner. Indeed an object view of the world
seems to be easier to understand and to formalize than a structured and procedural
one, it gives the programmer more liberty and more possibilities to work on big
projects. On the other hand using an Object-Oriented 'technique’ does not mean
better design, one can do awful coding and designing in such languages, so in the
whole it is something that takes time to acquire but that makes life a lot easier when
mastered.

On a more technical point of view, we will stress three more points:

- one can have as many instances of a class present in a system at the same
time as memory will allow, without them interfering with each other. This
is surely not a prerogative of these types of languages, but it is a very
important factor.

- inheritance enables to deal with a greater and greater specialization of
functions, just by adding the new features, the rest is inherited. Thus we
face LIMITED REDUNDANCY in coding.

- a uniform interface can be provided over the widest possible range of object
types. For example, a method 'divide' can be implemented for types of
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object like Integer and Real, so the same name can be found but the code
and the behavior are different.

We could not possibly go through all the differences between Object-Oriented
languages and the others, so we tried to underline the major ones. But to conclude
this point, let us say that Object-Oriented programming is not in the whole a
revolution, but an evolution. 'Object-Orientedness' is not 'a panacea’, it has benefits
but they are not for free. To exploit it at the maximum, needs a significant
organizational support on a design point of view but also for the apprenticeship of
this type of programming. It is a whole philosophy to adopt and to master, and this
is even more important than language or application design problems. That is why
the few advantages and differences brought in the light above are vital to understand.

2.4, Summary

We tried in this chapter to produce a simple and general overview of what is an
Object-Oriented language. We started with a general presentation of the main and
most important principles of 'Object-Orientedness' :

- objects, data, methods and classes
- encapsulation, inheritance, messages.

By analyzing different ways to find the 'right objects', we exposed what a program
was in these kind of systems and in a very simple and basic way how to build one.
The steps we followed were :

- creating classes

- creating instances of classes

- specifying sequences of message exchanges among objects
- analyzing briefly Object-Oriented modeling.

We asked ourselves, after that, what made these languages really different from
the traditional ones. We underlined a few differences :

- the messaging mechanism

- the design philosophy

- the concept of inheritance

- the generality of the components
- the handling of complexity.

To strengthen the preceding point, we stressed a few advantages of Object-Oriented
languages, among which the main ones were :

- the data abstraction
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- the extensibility
- the reusability.



Chapter 3: A specific approach: Objective-C

We will give here an example and illustration of Object-Oriented language, by
analyzing Objective-C!. The goal of this chapter is not to give a complete and
thorough description of Objective-C but to give the reader sufficient bases to
understand the following chapters.

Objective-C is a C based Object-Oriented language designed by Brad J. Cox and
distributed by the Stepstone corporation (Productivity Products International Inc.).

We will proceed in three steps; the first of which will present the main topics of
the language (3.1), the second will show briefly how it works (3.2) and the last one
will give an example of an Objective-C program (3.3) to illustrate what will have
been said in the two preceding points. We assume from now on that the reader is
accustomed to the C language and therefore we will not explain the C code used in
this work.

3.1. Main topics of the language

Objective-C implements the style of Object-Oriented programming used in
Smalltalk-80 as a set of extensions to the C language. Thus it is a good example of
how 'Object-Orientation’ can be introduced in other more conventional languages.

Objective-C is a tool to write applications involving Object-Orientation and all
the features of C itself.
It brings two things to C:

- a new daia type
- a new operation.

The new data type is the object? and the new operation is the message expression;
apart from that, Objective-C works just like a usual C compiler. As says [COX, 87]:
"Objective-C is a hybrid language that combines the object-oriented features of
Smalltalk-80 with the C language.” "Since it is hybrid, it allows the programmer to
use object-oriented tools when they suit the task at hand, yet all of C remains
convenient for when hand-tools are sufficient."

One important thing to see is that Objective-C is simply a 'supplementary' layer of
C, which enables construction of classes and objects, without touching to the C
mechanisms. For example, variable types are not integrated in the language, an
integer variable is not an instance of a class 'Integer', on the contrary of Smalltalk-
80.

1. Note that everything said here applies to Objective-C version 3.3
Z ; This new data type is in the language the type 'id'. A variable of type id is in fact a pointer which is NULL or
represents the address of an instance of a class
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We start now with a short introduction on the language. This is followed by a
description of the Objective-C syntax and a description of the main program that has
to be built. Finally we give a small syntax summary.

3.1.1. Introduction

This part will describe in short the main characteristics of the language.

A class, in Objective-C, is the description of informations related to a group of
similar objects; this description is done in terms of methods and instance variables
and contained in a file called Class Description File. Each class, in this
language, has only a role of description; at run-time and after their compilation,
each one will be represented in the system by a single particular object called a
factory object, that will help the system building the instances.

The second thing to be said concerns the new type added by Objective-C , id,
which is in fact a pointer to a data structure representing the object in memory.
Into each class description file, Objective-C generates a 'typedef’ statement which
defines it in terms of another well-known C type: pointers to structures. Each
instance of a class used in a program will be represented by a variable of this type,
which will contain the instance's address in memory. An instance identifier -
variable of type id representing an object- enables manipulation of this object in a
message expression, which is the only legal operation on an id.

In Objective-C, the instance variables represent the data -called private data-
composing the private part of an instance of a class; this means that it is only
accessible by the instance itself -principle of encapsulation- and is different from
instance to instance; to oppose to the shared part, which is the part common to
all instances of a class -this concerns the methods. But as says [COX, 87] (p.53)
concerning the private part: "it is also true that it is always possible to bypass the
Objective-C machinery to access an object's private information directly.". The
methods are usually represented, in Objective-C, by a kind of C function, able to
contain usual C coding as well as 'message sendings' and as C functions, these
methods are able to return a value. This will be described later in further detail.

Inheritance appears in this language as a simple inheritance, in short one class
can only have one parent. It has to be noted that the root of Objective-C
hierarchy tree? is a class called 'Object'.

When one has created his own classes, one needs to build a main program in
Objective-C that will enable the different classes to be instantiated and the
different instances to interact with each other.

3 : Called also hierarchy graph
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3.1.2. The syntax

The syntax of an Objective-C program is slightly different from a normal C
program. But before starting its description we will give a number of conventions
useful for the comprehension of the continuation. A first one concerns class
names; if they are composed of several words put in one, each of these words will
have its first letter in capital (example: MyNewClass); the same is applicable for
each method name*, except for the first word composing this name (example:
myNewClassMethod). A second convention concerns the name of a class source
file3; it will be composed of the name of the class followed by 'm' (example:
MyNewClass.m). Concerning method's return types and values, if a method has
anything useful to return, it should return it, otherwise it should return the address
of the receiver.

A class is defined in a Class Description File and is composed of several parts :

- the definition of its name and the name of its superclass;
- the definition of the instance variables;
- the definition of the factory and instance methods;

To that, one must add possibly the traditional C code with definition of functions,
of local or global variables, etc.

The description of a class begins with the definition of its name, following the
symbol '=" and followed by a colon. Immediately after comes the superclass
name, from which the new object will inherit everything; this is followed by a list
of names called the Message groups. In the case of Objective-C, the result is :

= <class name>: <superclass name> (Message
Groups)

where ‘Message Groups' is a list of file names. Each of these files contains
informations concerning the return types of methods. Objective-C provides three
message groups which concern the methods implemented in the classes provided
with the language :

- 'Primitive’, which concerns the methods implemented in primitive classes;

- 'Collection', which concerns the methods implemented in all the collection
classes;

- 'Geometry', which concerns the methods implemented in the graphical

classes.b

4 : Note that we use the name 'selector' in the case of a message and the name 'method name' in the case of a
method definition

51 Also called Class Description file

6 . For further informations on these classes, the reader will consult [STEPSTONE, 88]
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As the user writes code, he has to use his own message group; he only specifies it
and the system will create it if it is non-existent, It is better to always specify the
message group 'Primitive’, as one probably always uses messages from the built-in
Objective-C library. 'Message Groups' is of type:

<User Message Group name> /, <Other Message
Group>J*7

For example, if we define a class MyObject', we will have:
= MyObject: Object (MyGroup, Primitive)

where 'MyObject' is the name of the new class and 'Object' its superclass.
(Example 3.1)

Note that all the principles exposed here and below will be further illustrated in

point 3.3. Note also before going further that C comments are allowed, as the

Objective-C ones, introduced by //.

Just afterwards comes the definition of the private data or instance variables:

{

<type> <variable name> [, <variable name> ]*;
<type> <variable name> [, <variable name>/ *

For example:

int aNumber, anOtherNumber, ¢, d;
id anObjectAddress;

(Example 3.2)

As said earlier, in Objective-C, a method is a sort of C function in which can
be combined some C programming and Object-Oriented messaging. As said in
the previous chapter, there are two types of methods: factory methods and
instance methods. The first ones are methods describing the behavior of the class
and designed to create an instance of this class, they are prefixed by a '+'; the
second ones are methods used to consult or modify the state of an instance of a
class and are prefixed by a -' in Objective-C. Methods can have zero, one or
many arguments. Note that it is compulsory to specify the type of each argument

7. From now on, * means that the preceding item can be repeated; /] means that the items between the square
brackets are optional, the reader must not confound the latter with the message-sending syntax defined later
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just before its name -between parenthesis-, like in C, except if the argument is of
type 'id'".

A method name can be composed of a unique keyword :
- <keyword> 3
For example :

- myMethod (Example 3.3)

A method name can have also one keyword with one argument, with the type
of the argument preceding its name :

- <keyword>: (<type>) <argument>?
Examples of method names as defined above, are :

- numberOfSides: (int)aNumber
or :
- objectPointer: anAddress

In the first case, the argument passed to the method is of type integer; in the
second case, the argument is of type id. (Example 3.4)

It is very important not to leave blank spaces between a keyword and the colon in
this keyword, if any. Indeed, this colon is entirely part of the keyword and
changing its place will have as result the system interpreting the method name
completely differently. For example 'myMethod;" is entirely different of
'myMethod :'. On the other hand one can insert as many blank spaces as wanted
between a keyword and its argument.

A method name can also have any necessary combination of keywords and

arguments :
- <keyword>: <argument>: <argument>
f)r<keyword>: <argument> <keyword>: <argument>
ete, ..

For example :

- coordinate: (int)x: (int)y
or

8 : The starting minus could be a plus, depending on the method desired; this will be true for each syntax
illustration
9 : The type of the argument is not compulsory if it is of type 'id'
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- coordinateX: (int)x coordinateY: (int)y
etc, ...

where in the latter the method name is 'coordinateX: coordinateY:'

(Example 3.5)

The methods are defined like C functions; if the type of the returned value is
different from the type id, it must be specified before the method's name, this can
be applied to each type of method name definition given above. A method
definition is thus :

- [(<return type>)/ <method name>

{
Method's Body

}

where 'Method's Body' is C code with possibly Objective-C messaging. To
illustrate this, we can extend the last example of example 3.5, specifying that the
two arguments passed have to be stored in two local variables, 'varX' and 'varY',
and among other things their sum as to be returned. This gives a very simple
example :

- (int)coordinateX: (int)x coordinateY: (int)y

{

int varX, varY, sum; /* line 1 */

varX = x; /* line 2 */
varY =y; /* line 3 */
sum = varX + varY; /* line 4 ¥/

return sum; /* line 5%/

The C variables local to the method are defined at line 1. The arguments are
stored in the local variables, at lines 2 and 3. The sum of the two variables is
'done' at line 4. This sum is returned at line 5.

Now that we saw a little bit further the syntax of a method definition, we can say
that method names composed of a single keyword and no arguments are usually
used to identify methods which are designed only to return the value of specific
instance variables or to perform an operation on instance variables without
changing them to new external values!C. (Example 3.6)

The main differences with a C function are that the name of the method need
not be unique across several classes, that methods are not called by name but
indirectly by messaging, that methods must address an additional space which is
the private data inside the object.

10: By new external values, we mean a value given from the outside of the instance by the user of the method,
by mean of an argument
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To send a message, one just specifies the receiver of the message and then the
selector with the right arguments :

[<receiver> <selector>];!!

In the case of a class, '<receiver>' is replaced by the class name which identifies
the class uniquely in the system. In the case of an instance, '<receiver>' is
replaced by the instance address.

For example :

aSum =  [oneMyObject  coordinateX: 5
coordinateY: 10];

where 'oneMyObject' is a variable of type id containing the address of an
instance!? of the class 'MyObject' to which the message must be sent; where
‘coordinateX: 5 coordinateY: 10' is the selector.

In this case, the value returned by this method ‘coordinateX: coordinateY:' after
execution, is stored in a variable 'aSum' that can be a local C variable, a global C
variable or an instance variable. (Example 3.7)

The following is also valid in message-passing :

[[<receiver> <selectorl>] <selector2>];

or

[[[<receiver><selector1>] <selector2>]<selector3>];
ete, ..

In this case, the return value of the method identified by 'selectorl’ must
imperatively be of type id and must be the address of the instance to which one
wants to send the message composed of this address and 'selector2’. It is in fact
equal to :

rec = [<receiver> <selectorl>];
followed by :

[rec <selector2>];

where 'rec' is an id variable which receives from the execution of the method
identified by 'selectorl’, the address of an instance to which the message '[rec
<selector2>]' is sent afterwards.

11': Note that in this case and for every messages, the [] are integrally part of the syntax and are thus obligatory,
as for the items between them. Note also that the semicolon is obligatory in Objective-C, following the same
rules asin C

12'; We will see later that this address is the value returned at the creation of the instance of the class
‘MyObject’, by the initialization method.
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So this syntax is valid only in the case of the 'selector(n-1)' method return value
being an id, so that 'selector(n)’ can be sent to the instance identified by this id.
For example :

[[oneMyObject myMethod]
coordinateX: 5 coordinateY: 10];

where the method identified by 'myMethod' performs a set of actions on the
instance identified by ‘'oneMyObject’ AND returns a value of type id which

identifies an instance to which will be sent the selector 'coordinateX: 35

coordinateY: 10'. (Example 3.8)

One last thing we want to say about the syntax is that each class definition will
end with the sign: '=:",

3.1.3. The main program

When the user has defined several classes, he has to build a main program to
make possible instances of these classes interact with each other. The overall
aspect of this program is very much the one of a traditional C program, except for
particular details. Note that a simple example will also be given in point 3.3.

A program starts with an equal sign followed by the definition of the message
groups that have to be used in the program :

= (Message Groups)

The message groups that have to be specified are the ones used in the different
classes that will be used in the program.
For example :

= (MyGroup, Primitive) (Example 3.9)

Then comes the definition of the body of the main program itself, which is
done exactly in the same manner as for a C program. As said in [STEPSTONE,
88] (p. 3.10): "...the only difference between a C program and an Objective-C
program is that messages are sent in Objective-C programs.". One remark that
has to be made is that the methods must be made available so that the system
knows which classes are used. This is made with a C 'extern' declaration, using
the id type, as follows :

extern id <name of class> [<other class name>J*;
For example :

extern id MyObject; (Example 3.10)
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The last things that must be enclosed after the definition of the body of the
main program are two clauses. The first one is '@classes()' and the second one is
'@messages()’. These clauses are necessary to the compiler so that it can
combine the classes and the messages used, to build tables so that it can reference
them. One just has to add these two lines after the program :

@classes (List of used classes);
@messages (List of message groups);

where 'List of used classes' is a list of all the class names used, separated by
commas and enclosed in parenthesis; 'List of message groups' is a list of all the
message groups used, also separated by commas and enclosed in parenthesis.

For example :

@classes(MyObject);
@messages(MyGroup, Primitive); (Example 3.11)

Note that the file containing these two clauses and thus the main program must be
compiled AFTER all the classes used have been compiled.

3.1.4 Syntax summary for a class definition

= <class name>: <superclass name> ( Message Groups)

{

. . L3
<type> <variable name> [, <variable name>]";
. . L3
<type> <variable name> /[, <variable name>/";

}

+ [(return type)]/ <method name>

{
Method's Body

}

- [(return type)] <method name>

{
Method's Body

}

where 'Message Groups' is :

<User Message Group name> [, <Other Message
Group>J*



Chapter 3: A specific approach: Objective-C 28

'«method name>' is :

<keyword>

or

<keyword>: (<type>) <argument>!3

or

- <keyword>: <argument>: <argument>

or

- <keyword>: <argument> <keyword>: <argument>
or any necessary combination of keyword and arguments.

And 'Method's Body' is C code with eventually Objective-C messaging.
Objective-C messaging takes the shape of :

[<receiver> <selector>];!4

or

[[<receiver> <selector1>] <selector2>];

or

[[[<receiver><selectorl>] <selector2>]<selector3>];

etc.

We will just recall here that a main program has the same structure as a C
program except for the definition of message groups at the beginning :

= (Message Groups)
except for the declaration of the classes used, inside the program :
extern id <name of class> [<other class' name>]*;

except for the possible Objective-C messages present in the code and for the
clauses ending the file of the program :

@classes (List of used classes);
@messages (List of message groups);

3.2. How it works

We will try to see in this part, how the language works without entering the
details.

13 : The type of the argument is not compulsory if it is of type 'id'
14 : Note that in this case, the [] are integrally part of the syntax and are thus obligatory, as for the items
between them.
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This part takes in concern the compilation and the creation of instances. It is
followed by an explanation concerning messages, inheritance and methods. Finally
we introduce the notions of 'self' and 'super’.

3.2.1. Compiling

The compilation of an Objective-C program or a class description file by the
Objective-C compiler is done in several stages. First we must say that when
compiling, Objective-C uses a script to control the compilation and the linking:
objcce!’,

Class
Bescription
e

Phjective-C
frowtend

@Chjective-C
Compriller

CORBE

Figure 3.1 The Objective-C
compiler composition

A first stage concerns a C Preprocessor which translates statements like
*#include' or ‘#define’ into C source; concretely, objcc transforms the ".m' files into
'.¢' files with the help of the Objective-C compiler.

The second stage concerns an Objective-C frontend, which checks the accuracy
of the Object-Oriented code. Then the third stage is the compilation of the
generated '.¢' files into assembler .o’ files by the C compiler into assembler source
code!® during a third stage. (see figure 3.1, inspired of [COX, 87]).

15 ; This script works very much like the C script: cc. The reader will refer to [STEPSTONE, 88] to have all the
existing compiling options for objcc
16 ; Note that after this, the assembler code is compiled into binary by an assembler
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3.2.2. Instances

An instance of a class is created from a factory object. This factory object is
the result of the compilation of a class; it is its representation in the system. The
user must recall here that a factory object is a real object which purpose is to
provide a way to create instances of a class. We will only say here concerning
compilation of classes that at compile time, two tables are created, one for the
instance methods and another for the factory methods. These tables contain a
pointer to the superclass -so that the inheritance tree can be followed- but also all
the pointers to the C functions representing the methods.

At an instance creation request, the factory object knows the amount of bytes
to allocate in memory. This memory block will contain a part from the data
structure and will constitute the private part of the instance; it will also contain a
pointer to the ‘owning' factory object containing the methods -both instance and
factory methods. This method part contained by the factory object will be called
the shared part of the instance, because shared by all the instances of one same
class (see figure 3.2). Note that a factory object, as it is an object like every other
one, has also a private and a shared part composed essentially of respectively the
instance and factory methods of the class.

A factory Object

Part Part
(@)

Or—>
Enstance Instance Factory
Variables Methods Methods

Private Shared
Part Part

An Instance

Figure 3.2 Link between
instances and factory objects

But we could ask ourselves how can objects be created in the system when
nothing already exists? First we saw that when the whole system is running, all
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the classes exist under the shape of factory objects. Their purpose is to provide a
way to create instances of their class, they are automatically present and available
at run-time, because built by the compiler and the linker. So all the material is
ready to build instances, one just has to send to the factory objects the right
messages. Secondly, an instance of a class is built by sending the class a message
referring to a factory method; the result will be the allocation of memory, the
initialization of this memory and the 'return' of the address of the newly created
instance. This address is stored by the ‘caller’ in an id variable; only at this stage
does a new instance of the class exist. This method allocates memory for the new
object's private part ONLY, but also initializes the link between this part and the
already existing shared part (see figure 3.2).

This initialization message contains a selector identifying a factory method
which is implemented by the class one wants to instantiate or which is inherited
by the class one wants to instantiate. In any case the method identified by this
selector refers to the 'new' method owned by the root factory object -'Object’- and
inherited by any factory object.

3.2.3. Messages

Once a user has an object's identifier, he can send this object messages. The
principle is similar to calling a procedure, except that here dynamic binding is
involved. When a message is specified in a program, it is in fact translated by the
Objective-C preprocessor into a call to a function :

_msg() or _msgSuper()!’

in which the first parameter is the receiver of the message and the rest is the
message selector. In general, the class receiving the message or the class linked
to the instance receiving the message contributes to furnish a table that the routine
searches to determine how the object implements the selector. The table in
question is composed of the selector of every message that the object knows how
to perform and a pointer to the procedure -or function- that implements this
message.

3.2.4. Inheritance

Inheritance has multiple aspects, in the sense that one can inherit instance
variables, instance methods or factory methods.

As a subclass inherits everything of its superclass the variables present in the
private part of an object are the duplication of the variables in the private part of
its superclass, plus the newly defined ones. At least every class will inherit the
only instance variable contained in the root class!® -variable 'isa'-, which links
every object to its shared part!®.

17.. The difference between these two functions is explained later
18. The class 'Object’, as it is the root of the inheritance tree
19 In other words, which contains the address of its shared part
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Concerning the inheritance of instance methods, the shared part is not
represented by one sole block containing the local and inherited information,
instead the inherited information is attached to the eventually new one by linking
the shared parts together. Each shared part has a table composed of names and
implementation for each method. The messager function?® only, has access to
these links and disposes of two or more arguments, the receiver's identifier and
the message selector. This function takes the receiver's identifier to find the
private part and follow the 'isa' variable to the table of methods and
implementations. If the selector is recognized in this table, the implementation
identifies the C function to be executed. If this fails, the search is continued
across the superclass shared part table by following the specified link to the next
inherited shared part, and so on until it finds something or reports an error
because ending the inheritance chain without success.

The case is the same for the inheritance of factory methods. All this seems
complicated until one realizes that each object has a private and a shared part and
that this last one is a chain of inherited subparts.

3.2.5. Methods

Looking at methods, we can see that the compiler builds a factory object by
generating its two parts -shared and private- from information provided by the
programmer, essentially through the method definitions. Each of these definitions
contain several informations :

- whether it is an instance or a factory method

- the return type of the method,;

- the selector -or method name-, composed possibly of argument names with
their types;

- the method's body.

Note that inside any method, one is able to access a variable 'self’ that identifies
the object that performs the method. This is detailed later.

We talked earlier about a factory object knowing the amount of memory to be
reserved for an instance. In fact when a class is compiled, a variable is created in
the private part of the factory with as value, the amount of memory required to
hold the class' instance variables. Then, when a factory method is called in a
particular class, it stores in the first word of the new block of memory reserved
for the new instance the address of the concerned factory object and then returns
the address of this block to the caller as the id of the new object. So a new
instance has been created -through the C 'alloc' function-, initialized to default
values and is thus fully operational as a new, fully functional, instance of a class.

20: _msg()
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3.2.6. Self and Super

Before going further and illustrating what we have said until now, we must
introduce two new notions: self and super.

Methods are called by sending a message to a receiver. The messaging routine
chooses the proper implementation for the message and invokes the C function
with a formal parameter, 'self’, that contains the address of the object receiving the
message and enables the system to remember to which object the message was
being sent.

Instance variables within an object are described as a C structure
declaration?!, The methods can access these variables by Objective-C looking in
the method body for the instance variable names and replacing them by a
structure member reference. So the variable 'self’ is implicitly used each time an
instance variable is accessed in the code. In short, it is a predefined object
identifier designating 'a priori' the receiver of the message and enabling access to
the private data of this object in the body of a method. As says [FAZARINC, 89]
(p.32): "The variable self has been reserved to always contain the address of the
object receiving the message.”

Sometimes it is necessary to access directly a method in the superclass, for
example when a method is inherited but overridden in the current class. Unlike
self, 'super' is not a variable, it is really, as says [COX, 87} (p. 83), "a syntactic
device". lts effect is to 'short-circuit' the messaging process, by calling the
function '_msgSuper()' in place of '_msg()'. What changes is the first argument of
the function; it is no longer the receiver of the message, but the address of the
shared structure in which the selector search should begin. So the pseudo-
variable super is defined to cope with the situation where the message search
begins in the object's superclass 'method table' and not in its own.

3.3. Illustration through an example of Objective-C program

We tried in the two preceding points to give a general review of Objective-C in
terms of concepts and principles found in nearly every Object-Oriented languages.
To illustrate these points, we are going to develop a very simple example of class
definition based on example 2.6 and with a few added 'items'.

Let us create a class Polygon:

=Polygon: Object (MyGroup, Primitive) /* line 1 */

21 gtruct _PRIVATE
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[RFRdkk kR ko okok ok Instance variables definition Part Fkdoksokkokkokkokdokk f

{
int numberOfSides; /*line 2 */
)
JREE R o Rk ook ok Factory methods definition Part *%#® %k sokskkskokskok |
+new: (int)sides /* line 3 */
( )
self = [self new]; /% line 4 */ "
numberOfSides = sides; /* line 5 */
return self; /* line 6 */
}
JRFsR Rk R ok Tpotance methods definition Part %% %% skt otk
-(int)howManySides /* line 7 */
{ »
return numberOfSides;  /* line 8 */
}
= /*line 9 */

/******************* End of class Polygon definition ***************/

And another class Square, subclass of Polygon:
= Square: Polygon (MyGroup, Primitive) /* line 10 */

/******************* InStance Vafiables definition Part ***************/

{

int lengthOfSide; /*line 11 a*/

char stringSquare; /*line 11 b */

}
/****************** FaC[Ol'y methods deﬁnition Part ****************/
+new: (int)aLength /* line 12 ¥/

{

self = [self new: 4]; /* line 13 %/

lengthOfSide = aLength; /*line 14 a */

strepy(stringSquare, "This is a Square"); /* line 14 b */
return self’

}

/****************** Instance methOdS deﬁnition Par[ ****************/
- changeLength: (int)aLength /* line 15 */

{
lengthOfSide = aLength; /* line 16 */
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return self;

}

- (int)howManySides /* line 17 */
{
int sides; /* line 18 */

sides = [super howManySides]; /* line 19 */
printf (" %s and it has %d sides !!!", stringSquare, sides); /* line 20 */
return sides;

}

-t
-

/******************End of definition of class Square******************/

A few comments are necessary. At line 1 in our example, comes the definition of
the name of the new class, 'Polygon’, and the specification of its superclass, 'Object’,
immediately followed by the definition of the message groups, '(MyGroup,
Primitive)'.

At line 2 one finds the instance variable definition part, with 'numberOfSides’
defined as an integer. Note that as standard C can be used, the programmer can
define global C variables, define some constants, define some local variables inside
methods and so on, just as in a normal C program.

At line 3 starts the definition part of the factory methods. Note that no order is
imposed to define factory or instance methods, but by convention one will first
define all the factory methods and then the instance methods. So line 3 defines a
factory method -'new:'- for this class, with an integer argument, 'sides', which
represents the desired number of sides of the new instance of Polygon. Line 4 is
where the instance is really created. In '[self new]’, 'self' designates the Polygon
factory object, in other words the receiver of the message and 'mew' designates the
method invoked, inherited from 'Object'; the result of this message will be the return
of the address of the new instance created. This address will be stored in 'self’, but
could indeed be stored in another variable. This is a principle adopted by many
Objective-C programmers so that the 'self’ variable references directly the instance of
a class.

Line 5 initializes Polygon's only instance variable with the value of 'sides'. Line 6
specifies the returned value of this method, which is 'self’ as this method has nothing
important to return. This will enable imbrication of messages, as said in point 3.1.2.

With line 7 starts the instance methods definition part and the definition of
method 'howManySides'. This method has no argument and is only designed to
return the value of an instance variable, ‘numberOfSides' which is an integer (see line
8); this is why the returned variable type is specified before the method name. Line
9 means that the class definition is finished.

Line 10 starts the definition of another class with the definition of its name -
'Square'- and its superclass which will be here the class Polygon. This is followed by
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the definition of the message groups. Line 11 a and line 11 b define the two instance
variables of class Square: 'lengthOfSide' and 'stringSquare’'.

At line 12 starts the definition part of the factory methods. It defines a factory
method for this class, with an integer argument, 'alength', which represents the
desired side length of the new instance of Square.

Line 13 is where the instance is created. In '[self new: 4], 'self' designates the
Square factory object, 'new:" designates the factory method inherited from Polygon
and 4 is the desired number of sides of the polygon; the result of this message will
be the return of the address of the newly created instance. This address will be
stored in self.

Line 14 a initializes Square's instance variable -'lengthOfSide'- with the value of
'alength' and line 14 b copies into Square's second instance variable -'stringSquare'-,
the value "This is a Square".

Line 15 starts the instance methods definition part by defining the method
‘changeLength' which has one integer argument -'aLength’. This argument represents
the desired side length to be stored into lengthOfSide. Line 16 stores the argument's
value into the instance variable.

Line 17 starts the redefinition of Polygon's method 'howManySides'. Line 18
defines a local C variable named 'sides’ which is an integer. Line 19 stores into the
local variable 'sides', the value returned by the method ‘howManySides' in the
superclass. '[super howManySides]' causes the message to be directly sent to the
superclass. Line 20 prints a string on the screen composed of Square's instance
variable 'stringSquare' and of the local variable 'sides'.

Now that we have created our two classes, let us build a main program to test
them :

= (MyGroup, Primitive) /* line 1 */

/********************Ma‘ln program to test Polygon and Square****************/

main() /* line 2 */
{
extern id Polygon, Square; /* line 3 */
id aPolygon, aSquare; /* line 4 */
int numSquSides; /*line 5 */
aPolygon = [Polygon new: 5]; /* line 6 */
aSquare = [Square new: 10]; /* line 7 %/

printf ("This is a Polygon with %d sides \n\r", [aPolygon howManySides]);
‘ - /*line 8 */
numSquSides = [aSquare howManySides]; /* line 9 */

}

/********************End of the program*******************************/

@classes (Polygon, Square) /* line 10 */
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@messages (MyGroup,Primitive) /*line 11 */
/********************End Of the definition Of the test progrm***************/

Line 1 declares the message groups to be used in the program, of course one must
take in consideration the message groups of the different classes used in the program.
Here the message groups are 'MyGroup' and 'Primitive’.

Line 2 starts the main program as any C program. Line 3 is the line where the
factory objects are made available; in our case we use the classes Polygon and
Square.

Line 4 declares two local variables that will be used to point at instances,
respectively of Polygon and Square.  These two variables are 'aPolygon' and
'aSquare’. Line 5 is also the declaration of a local variable -an integer-,
'numSquSides’, that will contain the number of sides of the instance of class Square
pointed at by aSquare.

Line 6 contains a message which creates an instance of class Polygon; it will also
have as effect, if we look at the method 'new:' in Polygon, the 'storage’ of the value
5, passed as parameter, into the instance variable of Polygon: 'numberOfSides' and
the return of the address of the newly created instance. This address will be stored in
the variable 'aPolygon'. Note that the receiver is explicitly specified -'Polygon'-,
because we are not currently in a class -we are in a program- and thus the variable
'self' can not be used, the system not knowing at which factory object this variable
would be pointing. ‘

Line 7 creates an instance of class Square. By calling the method 'new:' of class
Square, this will create a Polygon of 4 sides, store the value 10, passed as parameter,
into class Square's instance variable 'lengthOfSide' and copy the string ‘This is a
Square' into class Square's other instance variable 'stringSquare’.

At line 8, one can see that in the message '[aPolygon howManySides]', aPolygon
is the receiver of the message, so we are sending the message to the instance of
Polygon created above and one can see also that the selector is 'howManySides',
causing this method to be executed. The overall result of line 8 is the printing on the
screen of the string 'This is a Polygon with %d sides', where '%d' will be replaced by
the value returned by the message '[aPolygon howManySides]'.

At line 9, one can see that in the message '[aSquare howManySides]', aSquare is
the receiver of the message, so we are sending the message to the instance of Square
created above and one can see also that the selector is 'ThowManySides', causing this
method to be executed. This execution will cause the message '[super
howManySides]' to be sent to aSquare's superclass, the result of this message-passing
to be stored into the local variable 'sides’ and the string "%s and it has %d sides !!!"
to be printed, where '%s' will be replaced by aSquare's instance variable
'stringSquare’ and %d by the value of 'sides’. The overall result of line 9 will be the
'storage’ of the result of the message-passing -'[aSquare howManySides]'-, which is
the number of sides of a square, into the variable 'numSquSides'.

Line 10 and 11 are required by the Objective-C compiler to be able to combine all
the classes and messages used in a program so that it can build accurate tables to
reference them. Line 10 defines the classes used in the program: Polygon and
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Square. Line 11 defines the message groups used in the program: MyGroup and

Primitive. (Example 3.12)

We can see through this example how a class definition is really structured and
how all the principles of Object-Oriented languages apply to Objective-C :

- ENCAPSULATION : to access the instance variable 'mumberOfSides' -in
Polygon-, one must use method 'howManySides'.

- INHERITANCE : class 'Square' inherits of the instance variable
‘numberOfSides’ of Polygon and the method 'howManySides' which is
however overwritten in this class. Class 'Polygon' inherits of factory
method 'new' from its superclass 'Object’.

- MESSAGING CAPABILITY : messages can be found in the two classes, as
"[self new]' in method 'new:' of class Polygon or as '[super howManySides]'
in method 'homManySides' of class Square, etc.

This example is very simple but provides a good view of a class structure, of the
utilization that can be made of classes and finally a good illustration of what has
been said about Objective-C in the preceding points.

3.4, Summary

In this chapter, we reviewed quickly an Object-Oriented language: Objective-C.
With the presentation of the main topics we saw that it was an extension of the C
language, Smalltalk-80 based and bringing to C two things :

- a new data type, id
- a new operation, messaging.

We saw also that in Objective-C, the classes are merely the description of
informations related to a group of similar objects and that they are represented at
run-time by what is called a factory object. This object is unique in the system, is
also composed of a private and a shared part and its goal is to produce instances.

Concerning the instances, they are composed of a private part, the data specific to
each instance, and a shared part composed mainly of the methods shared by each
instance -methods inherited or newly built.

We described the main points of the syntax and tried to explain the functioning of
this language :

- COMPILATION is carried on through three different steps.
- INSTANCES are built 'using' factory objects. These objects are built at
compile time and are always present in the system. They keep the necessary

informations to be able to create the instances.
- MESSAGES are implemented using two C functions, _msg() and

_msgSuper().
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- SIMPLE INHERITANCE concerns instance variables by duplication of the
superclass variables in the object's private part; it concerns also instance
methods and factory methods, by linking the object's shared part to the

shared part of its superclass.
- the 'new' METHOD reserves a certain amount of memory -known from a

variable kept in the factory object's private part- and places the address of
the factory object at the beginning of the block, before returning the address
of this block.

After that we introduced two new notions :

- self : an object identifier designating 'a priori' the receiver of the message
and enabling access to the private data of this object in the body of a
method.

- super : a pseudo-variable defined to cope with a situation where the
message search begins in the object's superclass 'method table' and not in its
own.

To finish we gave a short example to illustrate what had been said.
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Our goal in this chapter is to look at an Object-Oriented environment: RMG (Real
time Measurement Graphics). Designed by Hewlett-Packard laboratories, RMG is
used in a European project called COLOS (COnceptual Learning Of Science), whose
goal is to build simulation tools for Computer Assisted Learning (CAL).

In the first place we see what the COLOS project and RMG imply (4.1), stressing
the fact that RMG can be seen as a Graphical User Interface. Then we try to lead the
user in his first steps in the RMG environment (4.2). The last point describes more
in depth two RMG applications (4.3)!.

4.1. The COLOS project and RMG

We are going to describe briefly the ins and outs of the COLOS project and
RMG.

The COLOS (COnceptual Learning Of Science) project is a European project
initiated and sponsored by the Hewlett-Packard company. It gathers approximately
ten European universities whose goal is to create graphical, interactive simulation
applications in the RMG (Real time Measurement Graphics) Object-Oriented
environment. These applications are designed to be used mainly in universities as
pedagogical tools for teachers and students. The applications concern fields as
different as electricity, integrated circuits design, computer communications, etc.

The software base of the project is the RMG environment. It was written in
Objective-C by Charles Young? and currently runs on a Hewlett-Packard workstation
-9000/360 series- with HPUX (UNIX) as operating system. This environment is
designed to be highly graphical and highly interactive, offering to the user a great
suppleness of utilization.

RMG can be seen as a Graphical User Interface, as we see in a first point. But it
can also be seen as an application development platform, as we see in a second point.

4.1.1. RMG as a Graphical User Interface

RMG can be seen by some users merely as a Graphical User Interface -GUI-
designed to run applications. GUI usually implies for the ‘common user' :

- using a mouse;

1. The reader will notice from now on that very few authors are quoted. This is due to the near complete lack of
books and works on the RMG environment. The following work done on the RMG environment is the result of
our working experience in this environment and is thus 'non-exhaustive’

2 Charles Young, Hewlett-Packard research laboratories, Palo Alto, California, USA.
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- coping with various windows?;
- clicking* with the mouse on icons representing programs or files;
- coping with roll-down or pop-up menus;

all this on the display screen.

RMG fully enables all this®. It is a mouse-driven environment; so once inside,
the user is able to control it using a two buttons mouse, represented on the screen
by an icon® -usually a hand or an arrow.

The actions that can be performed with the mouse are among others :

- clicking on objects present on the screen -icons, boxes, etc-;
- dragging’ the mouse -to move an object on the screen for example.

Windows are also present in RMG. Each application that runs in RMG runs
inside an independent window, enabling the user to run various applications at the
same time, in different windows.

Icons are omnipresent in RMG. They usually represent two different things :

- an application's window that the user does not want fully present on the
screen at the current moment;

- an action (making some text scroll up or down in a text editor, enlarging an
application's window, etc) that can be performed if the user clicks on this
icon.

These icons take the shape of little squares with a drawing or a string inside them.

Menus are something that the user can also find in RMG. The principal reason
to this is that, as we explain in a following point, menus are one of the
communication means that enables the user to interact with the environment and
its applications. For example, when the uscr enters the environment and wants to
start a particular application, he has to select an option in a menu.

Note that it could be a very interesting thing to compare RMG to other GUIs
like "X Window' for example? and could be the subject of a future work.

In regard of what was just said now, we can state that the four aspects
reviewed above and concerning a GUTI are to be found in each RMG application.

3: By 'window', we mean a rectangle displayed on a part of the screen representing and containing a running
application

4. By clicking we mean depressing one of the mouse buttons, while the icon representing the mouse is
positioned on an object present on the screen

5: The reader will see in a following point how to use RMG as a Graphical User Interface only

6 : We call this particular icon the ' RMG cursor’

7: By dragging we mean depressing one of the mouse buttons and holding it down while moving the mouse

8 ; This is not done in this work as it is outside its scope and because of our lack of knowledge concerning the X
Window environment
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We talk later about developing an application in RMG and we see that a certain
number of classes shipped with the environment enable the programmer to create
these graphical screen objects -icons, menus, etc- and enable the programmer to
include in his applications every mouse functionality, allowing them to be highly
'mouse-interactive'.

Another important parameter in a GUI is the graphical speed. It brings many
advantages :

- it enables the user not to wait too long for the graphical information;

- it enables the creation of applications using more complicated graphics;

- it enables the creation of applications using graphical animation;

- it enables the creation of applications which 'redrawing time' is faster than
the user perception time.

The particularity of RMG on this point is that it is able to redraw the whole screen
and to manage the graphical memory at a very high speed?®; this enables the use of
complicated graphics in the applications and in the general graphical presentation
of the environment. This is of course a big advantage for the creation of COLOS
simulation applications using animation.

To conclude this point, we just want to say that RMG is reinforced in its role
of GUI by the gist of the COLOS project itself, which is the creation of
simulation applications to be used in the RMG environment possibly by non-
programmers. This is supported by the presence of many graphical applications
designed by the Hewlett-Packard laboratories and the members of the COLOS
project. Indeed, one can find various tools like a text editor or a graphical editor.
But one can mainly find various simulation programs as 'Particle Physics' or
‘Elstat' which simulate particles interaction or electrical fields interaction,
'TCDesign' which simulates the elaboration of an integrated circuit design, etc.

4.1.2. RMG as an application development platform!°

The second aspect of RMG is the application development platform aspect.

As RMG is an Object-Oriented environment and was created with the
Objective-C language, the development of applications follows an Object-
Oriented 'philosophy'’!. Nevertheless, we can say that the creation of an
application in the RMG environment can be summarized into three steps :

- creation of the classes that composes the application;

9 : Due mainly to the management of the graphical memory by assembler routines
10 Note that everything about the creation of an application is fully detailed in a following chapter
11 Except for some little changes, we will see later that it uses Objective-C's syntax
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- compilation of these classes;
- incorporation of the application in the environment.

For the moment we do not have to know how an application and its classes are
created, it is explained later. We just have to know that RMG enables the user to
create applications outside the environment or inside the environment using some
of its applications. If the applications are developed inside the environment,
various tools are offered to the programmer. Among these tools, the basic ones
are editors -both text and graphical editors- and a certain number of browsers.
These browsers are very useful tools that enable the user to consult a class' code,
to obtain the address of an instance or to obtain the address and value of all its
instance variables, etc. One also finds : '

- a menu tool which enables the user to easily create an application's menu;

- a prototyping tool which enables the user to create applications by
graphically defining scenarios under the shape of flow charts. The various
objects in the flow charts are controlled by attaching algorithms or
equations to each scenario;

- a program interpreter that enables the user to utilize RMG classes without
compiling Objective-C code.

RMG also provides the user with a certain number of classes. First the user
disposes of all the classes present in the Objective-C libraries. Among these
Objective-C classes, one can find classes designed to cope with arrays, graphical
objects, etc. Secondly the user disposes of all the classes present in RMG. These
classes are mainly designed to create graphical objects such as squares, boxes,
windows but also strings, menus, etc.

4.2. First steps in RMG

In this part we are going to try and lead the user in his first steps in the RMG
environment.

One thing one needs to recall before starting RMG is that nearly everything is
mouse-driven. This means that 90% of the things done by the user are mouse
directed, the 10% left being mainly some text typing, imperatively done from the
keyboard.

‘env.out' is the name of the executable file to be typed by the user at the Unix
prompt in order to start the RMG environment. This file is located in the
'RMG/ENVIR' directory. After typing 'env.out', hitting the 'Return’ key and waiting
a few seconds the screen goes blank and the user is able to see the RMG cursor!? by
moving the mouse up. Says [FAZARINC, 89] : "The appearance of the hand-cursor
indicates that you have a working RMG environment literally at your fingertips."

12. The cursor takes the shape of a hand
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From now on the user is inside the RMG environment, everything depends on his
actions, on his requests. The user is not prompted to reply any questions, no window
is created without him asking for it. In other words the user has got the initiative.

At this stage the user is not very far; no application is running; nothing appears on
the screen except the RMG cursor. By depressing the right-hand side button of the
mouse the user sees a pop-up menu appear on the screen -at the current location of
the RMG cursor-, this is the environment's main menu. As we said earlier, menus
are one of the main means of action in the RMG environment and each application
has its own particular one!3. While holding down the right button in order to make
the menu appear and pushing the mouse up and down, one can see the RMG cursor
and the highlights of the menu items!'* following the motions of the mouse. Now,
when one wants to select something from a menu!5, one depresses the right-hand
side button to make the menu appear, moves the mouse until the desired menu item
is highlighted and releases the button; the action associated with the menu item is
performed. Note that if the number of menu items exceeds the length of the menu,
non-displayed menu items can be reached by moving the highlights of the menu
items towards the top or the bottom of the menu, the hidden menu items appear with
the menu scrolling up or down. Note also that to access the menu of a particular
application, the user has to position the RMG cursor into the desired application and
then proceed as depicted above. This introduces one of the conventions of RMG, the
right-hand side button of the mouse, when depressed, makes pop-up menus appear.
It is valid for each RMG application. Note that concerning the RMG cursor, its
shape can vary depending on its position on the screen; in some cases it becomes a
simple arrow, a cross, etc.

The environment's main menu (see figure 4.1) is the menu from which each
application can be started, from which various parameters of the environment can be
changed, etc.

For the moment, the two most interesting menu items in this menu are :

- the ! QUIT !!' item;
- the 'NEW >'item!®,

The first one is the item one chooses when one wants to quit the environment!”.
The second one hides a submenu, listing all the applications executable in the
environment. If one wants to run a particular application, one just has to go and see

13 : If some applications don't have any menu this is only a design decision of the programmer

14 : We call here a menu item, a line appearing in a menu and representing a possible choice for the user. A
highlight is a menu item appearing in reverse video or in an other color

15 Select an item in a menu to execute an action, change some parameters, etc (further details on menus will
be given in a following part)

16 Note that when the '>' sign appears in a menu item, it means that a sub menu is hidden by this menu item
and is accessible by dragging the mouse rightward (the sub menu appears beside the current one)

17 Normally this menu item is always present in a menu. If this menu item is selected by the user inside an
application's menu, the resulting effect is the 'closing’ of the application's window
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in this submenu and select -like explained above- the desired menu item representing
the name of the application; this application soon appears on the screen. The menu
is a very important concept in RMG because of the user using it very often to
'‘communicate’ with the system.
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Figure 4.1 Pop-up menu of the
environment

We talked above of an application 'that appears on the screen', without explaining
anything on how it appears. We just want to say that if the user selects an
application to be run, in the main menu of the environment, a window appears on the
screen with the application running inside it. So each application can be run as many
times as wanted. Different applications can be run at the same time, each of them
taking place on the screen in different windows completely independent from one
another. The user is able to interact with one or the other just by positioning the
RMG cursor inside the desired window and depressing the left-hand side button of
the mouse.

Other features are often available in applications menu, among which the major
ones are :

- a 'Size’ item, which enables the user to stretch or reduce the application’s
window with the mouse;

- a 'Iconize' item, which enables the user to reduce the application's window
to an icon!3;

- & 'color>" item which enables the user to change the background color and
the text color of the window.

18 . These two items are very often listed in a sub-mmenu accessible from the item 'OTHER >' in the application's
menu
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The other items available in application menus depend highly on the kind of
application. Indeed, we see later that a programmer can build his own application's
menu and thus include in this menu any menu item useful for the application.

We can say now that as soon as the user runs an application, he is able to work
with it. 'Work with it' means that the user is able to execute a certain number of
things inside this application by selecting menu items in the application’s menu or by
coping directly with different objects on the screen, among which one can find :

- buttons to click on,

- scroll bars to drag,

- graphical objects to move,
- etc.

This other way of communicating with the system is done by depressing the left-
hand side button of the mouse while the RMG cursor is positioned on a screen
object; we call this 'clicking' on a screen object. Here comes a second RMG
convention: the left-hand side button of the mouse is used to click on screen objects.
For example if the user places the RMG cursor into an application's window,
depresses the left-hand side button of the mouse and drags the mouse, the user is able
to make the outline of the window follow the motions of the mouse; if the user
releases the button, the window is redrawn at the new place where the outline of the
window is situated!®. This convention is also valid when an application's window
contains :

- buttons or icons designed to perform actions when clicked on with the
mouse (see figure 4.2.b and 4.2.¢);

- scroll bars capable of being dragged up and down (making some text scroll
for example) (see figure 4.2.¢);

- graphical objects that can be moved around in the application's window;

- etc.

Now we just want to say a few words about actions. Indeed, we talked above
of actions attached to menu items, to buttons and icons, but what is an action? An
action is something performed by the system that modifies the current state of the
application or of the environment -we see later that this 'something' can be a
method or a C function. For example, when one selects an application to be run,
into the main menu of the environment, a window is created with the application
running inside it, thus changing the state of the whole environment. Actions can
be attached to menu items, this means that when one selects this menu item the
action linked to it is performed. They can also be attached to icons, to buttons,

19: Note that this is only an example and that the implementation or 'not-implementation' of this type of action
in an application is the responsibility of the programmer
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etc; this means that when the user clicks?® on one of these screen objects, the
action linked to it is performed.

114.2.a

42b
Button

42.c

J

Figure 4.2 Various screen objects

We just saw here a little portion of what the RMG environment and the user are
able to do together. We just saw the basic principles that one has to master to use
RMG as a Graphical User Interface and get accustomed to it by 'playing' around with
the different applications available. The next point analyses two RMG applications.

4.3. Getting accustomed to RMG with two applications

In this part, we analyze two traditional applications one can find and use in the
environment. This is done so that the user can get accustomed with the overall
handling of RMG applications. The first one is a graphical editor -'IconEdit'- and
the second one an application called 'MoleView'.

Note that more applications are available in the environment, we chose the first
one because it is usually available in other environments -in the shape of bitmap
editors or 'painting softwares'- so we want here to present something that is usually
found in GUIs. We chose the second one because it represents a tiny fragment of
what is tried to be done in the COLOS project with RMG.

20 : We recall that from now on 'clicking' on a screen object always mean that the user positions the RMG
cursor on the screen object and depresses the Left-hand side button of the mouse
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4.3.1. IconEdit

IconEdit is a graphical editor which was designed initially to enable users of
the environment to create easily icons and images.

This application is started by selecting the menu item 'IconEdit' in the 'NEW
>"1 menu item of the main menu. When started, the application appears on the
screen in a window, if one looks at this window with attention one can see several
things.

The first thing is a large black square in the middle of the window, which is the
area where the image can be created?2. Secondly, in the lower right-hand side
corner of the window, one can see the current width and height -in pixels- of the
drawing area. Note that the drawing area has a starting width and height of 16 by
16 pixels. If the image is larger than the window, it can be scrolled using the icon
situated in the lower right-hand side corner of the window. One can see also the
current position of the RMG cursor in the upper left-hand side corner, this
position is relative to the origin of the drawing areaZ?. The little icon in the upper
right-hand side corner is the icon one uses in order to stretch the application's
window?4. Last is the sub-window situated at the bottom of the icon editor, which
displays the status of the editor and the current color used in the editor.

Let us now press the right-hand side button of the mouse, with the RMG cursor
in the application's window; the main menu of the application appears (see figure
4.3). We are going to detail certain menu items.

We are familiar with the first menu item, '! QUIT !!, that quits the
application by closing the application's window.

The user is able to specify individually the width and height of the drawing
area, using the option: 'Specify >'.

One of the menu item is: 'Gain >'. This menu item enables the user to change
the magnification of the drawing area by selecting a value in the submenu it hides.
The default magnification at creation is 8; by changing it to 1, one can see the true
size of the drawing area.

When working with IconEdit, one could like to have a grid on the drawing
area, enabling the user to see the magnified pixel size. This is possible, using the
menu item: '‘Border >'. When selecting the value 1 in the submenu, a grid soon
appears in the drawing area. This grid disappears when selecting the value 0 in
this same submenu.

21. The reader must recall that when the '>' sign appears in a menu item, it means that a sub menu is accessible
by dragging the mouse rightward (the sub menu appears beside the current one)

22 : We call this area the drawing area.

23 ; This position is measured in pixels and is relative to the X and Y axis

24 : This is done by clicking on the icon and dragging the mouse while holding down the button
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application

Another important menu item is 'Edit >'. If one selects the menu item 'ON' in
its submenu, a set of colors appears at the right of the drawing area. These colors
are the colors one can choose to work in IconEdit. One selects the desired color
by just clicking on it in the set of displayed colors. When a new color is selected,
the status subwindow displays the newly selected color and points to it with the
string: '<- current color’.

Now if one positions the RMG cursor on the drawing area and clicks once, a
pixel appears in the selected color. If one clicks and drags the mouse while
holding the mouse button depressed, a trace of pixels appears in the selected
color, following the motions of the mouse. The user notices that his actions are
reproduced in true size within the little window at the left edge of the application's
window. This little window can be enlarged by positioning the RMG cursor on
its right edge, clicking on it and dragging the mouse while holding the button
depressed. :

The 'Draw >' menu item enables the user, through its submenu, to draw a
certain number of shapes, such has circles, boxes, etc. When the user selects one
of these shapes, the choice made is echoed in the status subwindow and the RMG
cursor changes from an arrow to a pen tip. The user has just to position the RMG
cursor into the drawing area and click while dragging the mouse to see the desired
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shape being created. The user is able to draw the selected shape anywhere in the
drawing area, until he clicks once on the right-hand side button of the mouse; by
doing it the user sees the RMG cursor revert to normal. Note that the user is able
to create any desired shape by drawing lines connected to each other, thereby
creating a polygon.

The user is able to store a drawing in a temporary place, called a clipboard.
This enables him to start a new drawing while keeping the initial drawing
somewhere where he can access it immediately. This is possible going through
the sequence?’ of menu items: 'ClpBrd >', 'Cut To >', 'whole image'. When this
is done, the user sees a new window appear on the screen containing the saved
drawing. The user is also able to cut out a defined portion of a drawing by
selecting 'Cut To >' in the submenu of the 'ClpBrd >' menu item. At this stage
and returning to the drawing area, the RMG cursor is replaced by two cross-hairs
whose intersection defines the upper left corner of the area which is cut out to the
clipboard. By clicking and dragging the mouse while holding down the button, a
rectangular shape is drawn, defining the area to be cut. When the button is
released, the defined area appears in the icon clipboard.

If one wants to suppress a drawing, one has just to select the black color and go
through the sequence: 'Edit >', 'ON >', 'replace >', 'all with CurColor'. Note that
this operation is valid with every color in the set of colors, except that the drawing
is not 'erased’ if the selected color is not the same color as the background color of
the drawing area.

The sequence 'Edit >', 'ON >', 'replace >', 'picked with CurColor' enables the
user to replace with the selected color, each portion of the drawing colored with a
particular color. One has just to go through this sequence and then click on the
desired color in the drawing, the change is automatic.

The sequence 'Edit >', "'ON >', 'replace >', 'region with CurColor' enables the
user to change the color of a defined area into the selected color. To do this, one
goes through this sequence and goes back to the drawing area, where the RMG
cursor is changed to two cross-hairs whose intersection defines the upper left
corner of the area which has to be transformed. By clicking and dragging the
mouse while holding down the button, a rectangular shape is drawn, defining the
area to be changed.

One can also enlarge the surface of the drawing area by going through the
sequence: 'Edit >', 'ON >', 'enlarge >' and then select a number representing the
coefficient by which the height and width of the drawing area has to be
multiplied. The new height and width is displayed in the lower right corner of the
application's window.

As one can see, there is a 'Fill >' menu item present in the main menu. This
menu item is chosen to fill a shape or an area with a particular color. It has three
possibilities. If the menu item 'Fill >' is selected, the area pointed at by the RMG

25 : By "going through the sequence”, we mean going down in the successive sub-menus, starting from the main

menu
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cursor is filled, stopping at the current color boundary. If the menu item 'border
color >'is selected in the 'Fill >' submenu, everything bordered with the specified
color is filled, without paying attention to shapes or structures. Finally, if the
menu item 'Flood Fill' is selected in the 'Fill >' submenu, the shape pointed by the
RMG cursor is filled with the selected color. Note that it is always possible to
undo the last change made to a drawing by selecting the 'UNDO' menu item in the
main menu.

Now let us go back to the drawing we saved via the clipboard. By going
through the sequence: 'ClpBrd >', Pattern Fill >', 'border color >' and selecting a
color in the color bar hidden at the right of 'border color >', the user is able to fill
shapes delimited by the selected border color with the drawing contained in the
clipboard. Note that many drawings can be saved one after the other in the icon
clipboard, the user can skip from one drawing to another with the six tape-
recorder type buttons at the bottom of the icon clipboard window. Note also that
the drawing restored with sequence 'CipBrd >', 'Pattern Fill >', 'border color >'
is the one currently displayed in the icon clipboard.

From the clipboard, one is also able to restore a portion of a drawing cut out
earlier. To do this, one must go through the sequence: 'CipBrd >', "Paste From >'
and one of the four menu items contained in the submenu. For example if one
selects 'Replace’ and returns to the drawing area, he sees the RMG cursor
replaced by a rectangle and the status window warning that the IconEditor is in
‘Paste From Clipboard' mode. The above mentioned rectangle figures the
outline of the former cut out. When clicking, the cut out appears at the location
of the rectangle. One is able to do this as many times as wanted and one can stop
it by depressing the right-hand side button of the mouse. Recall that the desired
cut out must be displayed in the icon clipboard.

We just reviewed the basic possibilities of this very rich application. The user
is able to find more of the particularities of IconEdit by 'playing’ around with it.

4.3.2. MoleView

MoleView is an application designed to view three-dimensional representations
of molecules?®, It can be seen as "the rotation of three-dimensional objects
consisting of spheres of varied sizes and colors around the azimuthal and polar
axes at controllable speeds." (says [FAZARINC, 89] p.16).

The overall functionalities of this application are that :

- the displayed structures can be modified in terms of positions of the
spheres;

- the displayed structures can be zoomed, either in or out;

- the displayed structures can rotate;

26 ; We call structures the 'representations of molecules'
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- the structure's center of rotation can be chosen to be any sphere composing
it.

This application can be started by selecting the menu item 'MoleView' in the
'NEW >' menu item of the environment's main menu. When started, the
application appears on the screen in a window; if one looks at this window with
attention one can see several things.

The first thing one notices when starting the application is the presence of one
structure, constituted of six spheres connected to the seventh central one by
'straight bonds'.

The second thing is the presence of four arrows on the right-hand side of the
window. Two of them are placed respectively above and underneath the '0' sign
and are used to make the structure rotate around the azimuthal axis. The two
others are placed respectively above and underneath the '0' sign and are used to
make the structure rotate around the polar axis.

At the top of the application, one finds three labels. When the user clicks on
the first one -starting from the left-, 'Zoom In', the structure currently displayed is
enlarged as long as the mouse button is depressed. The second is the status of the
application. The third, 'Zoom Out', enables the user to reduce the size of the
currently displayed structure.

At the bottom of the application, one finds two labels -'Remove’ and 'Restore'-
which are respectively used to make the spheres disappear in order to view the
center of the structure and to restore the initial state of the structure -that is with
all its spheres. Note that when the user clicks on one of the spheres, its number is
displayed in the status window.

One is also able to change the positions of the spheres by positioning the RMG
cursor on the desired sphere and by clicking and dragging while holding down the
mouse button, the sphere then follows the motions of the mouse with the bonds
stretching or shrinking accordingly.

Looking at MoleView's main menu (see figure 4.4), one can see several menu
items; 'START' is one of them. This item makes the displayed object rotate
automatically on both axis. The 'STOP' menu item stops this rotation.

One can find two other menu items, 'Connect' and '‘Disconnect’, that enable
the user to change the bonds between the spheres. For example, to remove a bond
between two spheres the user has to select the 'Disconnect’ menu item in the main
menu and has next to click on the spheres linked by the bond, each in turn; the
bond between them will disappear. Note that this suppression is only graphical,
this process does not affect the positions of the spheres in the structure. The
'Connect' menu item works following the same principles, but for the connection
of two spheres.
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application

The 'RotateCtr >' menu item enables the user to define the sphere that is the
center of rotation of the structure. Two menu items are present in this menu
item's submenu: 'Center Mass' and 'Atom No >'. The first one, when chosen,
specifies that the center of rotation is the center sphere. The second one enables
the user to choose, in a third level submenu, the number of the sphere he wants to
be the center of rotation.

The 'Rotate >' menu item enables the user to specify the angular velocity
around the two axes. Two menu items are present in this menu item's submenu:
'Azimuthal >' and 'Polar >'. Both can be adjusted by the user highlighting the
desired menu item and dragging the mouse to the right. A third level submenu
appears under the shape of a box containing a number -the angular velocity. This
number can be changed by the user pushing the mouse up or down. This is of
course done with the user always holding down the right-hand side button. The
menu item 'Angle >' enables the user to adjust the '0' and '¢' angles, with the same
manipulations.

Note that other structures can be brought into MoleView, using the 'FILE >'
menu item and its submenu.

As for IconEdit, it would be too long to describe each menu item and their
possibilities in full. But we reviewed through these two traditional RMG
applications, some of the basic manipulations one finds in nearly all RMG
applications.

4.4. Summary

Our goal in this chapter was to look at an Object-Oriented environment: RMG
(Real time Measurement Graphics).
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In the first place, we saw that RMG was an environment used in a European
project: the COLOS (COnceptual Learning Of Science) project. This project's
goal is to create interactive simulation applications to be used in universities as a
pedagogical tool.

The next point showed that one could consider RMG as a GUI (Graphical User
Interface), because it implies among other things :

- the use of a mouse;

- the management of various windows;

- the management of icons representing programs;
- the use of menus.

Another point described RMG as an application development platform,
because it enables the user to create his applications using or not the various tools
and classes shipped with RMG.

Then we gave a little survey on how to make ones first steps in the
environment, by explaining how to use RMG's first communication means: the
menu. We saw also that the user could control the application through icons,
buttons and other screen objects.

We finished by describing more in depth two RMG applications: 'IconEdit' and
‘MoleView'.




SECOND PART: A little guide to RMG

Chapter S: Interesting bibliography

In this chapter, we give the reader a non-exhaustive bibliography that we advise
him to consult if he wants to start programming in RMG.

As we saw in the preceding chapters, RMG is an Object-Oriented environment,
constructed with Objective-C. Therefore one has to acquire certain notions before
starting developing applications in this environment. These notions include :

- knowledge of Object-Oriented mechanisms;
- knowledge of the C language;

- knowledge of the Objective-C language;

- notions of the Unix operating system.

Concerning the knowledge of Object-Oriented mechanisms, we advise the reader
Bertrand Meyer's :

Object-Oriented Software Construction,;

Prentice Hall International Series in Computer
Science, C.A.R. Hoare series editor;

Englewood Cliffs;

1988.

This provides a good introduction on Object-Orientation, with references to the
EIFFEL Object-Oriented language.
The second book we advise is Brad J. Cox':

Object Oriented Programming, an Evolutionary
Approach;

Addison-Wesley Publishing Company;

Reading (Mass.);

April 1987.

This book is of great help for the user as Brad J. Cox is the creator of the Objective-
C language. It provides a good introduction to Object-Orientation and to Objective-
C.

If one wants a more 'language centered' approach, he can read the first part of Adele
Goldberd and David Robson's :

Smalltalk-80, the language and its implementation;
Addison-Wesley Publishing Company;

Reading (Mass.);

1988.
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This book provides a good explanation of the Object-Oriented mechanisms with the
always present concern of applying them directly to Smalltalk-80.

Concerning the knowledge of the C language, one can find a tremendous lot of
books. Among the ones we consulted, we advise :

KERNIGHAN, Brian W., Dennis M. RITCHIE;
The C Programming Language;

Prentice-Hall;

2nd ed, Englewood Cliffs;

1988.

Herbert SCHILDT;
Teach Yourself C;
Osborne McGraw-Hill;
Berkeley;

1990.

Bruce HUNTER;

Introduction a C;

Translated from English by Dominique Pitt;
Sybex;

Paris;

1986.

Concerning the knowledge of Objective-C, we already named Brad J. Cox' book,
"Object Oriented Programming, an Evolutionary Approach". We would like also to
advise the reading of the Objective-C manual that provides a very useful 'thirty
minutes tutorial' :

THE STEPSTONE CORPORATION;

Objective-C compiler with IC pack 101: Foundation
class library. Objective-C 3.3 Reference Manual,
Productivity Products International Inc;

1988.

Concerning notions of Unix, the reader can go through the documentations of the
Unix language provided with the language itself, but this seems to be a very long
task indeed. So we advise Steve Bourne's :

The Unix System;

Addison-Wesley Publishing Company;
Reading (Mass.);

1982,

for a general survey on how to use the Unix operating system.
For a conceptual approach of Unix, we advise James Groff and Paul Weinberg's :

Unix, une approche conceptuelle;
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Translated from English by Dimitri Stoquart;
QUE InterEditions;

Paris;

1989.

To conclude, we would like to introduce some works concerning the RMG
environment. The first one constitutes a guide for the inexperienced user :

Zvonko FAZARINC;
RMG User's First Aid Kit,
Hewlett-Packard company;
Palo-Alto (Calif.);

1989.

The second one contains all the references to RMG basic classes ;

HEWLETT PACKARD COMPANY;

RMG, a Tool Kit For Development of Visualization
Courseware;

Reference Manuals N° 1 and 2;

Hewlett-Packard Company;

Palo-Alto (Calif.);

1989.

The two following ones can be of a certain use for a more experienced user. These
are two thesis written by two German students who worked within the COLOS
project :

Uwe HEIMBURGER;

Entwicklung zweier interaktiver
Simulationsanwendungen zu Lehr- und Lernzwecken
unter Verwendung einer objektorientierten
Graphikumgebung: Benutzerschnittstelle und
Realisierung physikalischer Gesetze,

Institut Fiir Informatik und Praktische Mathematik,
Christian- Albrechts-Universitét;

Kiel,;

Mai 1990.

Detlev WEGENER;

Entwicklung zweier interaktiver
Simulationsanwendungen zu Lehr- und Lernzwecken
unter Verwendung einer objektorientierten
Graphikumgebung: Konzeption und Realisierung
der grundlegenden Klassen,

Institut Fiir Informatik und Praktische Mathematik,
Christian-Albrechts-Universitit;

Kiel,

Mai 1990.



Chapter 6: How to create a new application in RMG ?

In this chapter, we see how one has to proceed to create a new application in the
RMG environment. We first explain shortly what is an RMG application (6.1).
Then we talk of what has to be included in a class description and is different of
Objective-C (6.2). The next point encompasses the creation of an RMG application
without the use of RMG tools (6.3). And the last point takes in concern the creation
of an application using RMG tools (6.4).

6.1. What is an RMG application ?

We explain in this part, without entering implementation details, what is an RMG
application.

The interior of an RMG application is composed of one or many classes written
in Objective-C. Let us just say for the moment that these classes can be already
existing classes -RMG or Objective-C classes- or classes newly created by the
programmer.

The relations existing between classes in an application can be multiple. Among
these relations, one usually finds :

- an inheritance relation;
- a utilization relation.

The first one implies that one of the classes involved in the relation is subclass of the
other one. The second one implies that the two classes do not have any direct
inheritance relation, but they can instantiate one another and when they are
instantiated, they use one another through messaging.

In the set of classes composing an application, the programmer has to choose a
‘master-class’. It is the first class instantiated when the application is started by the
user selecting its name in the 'WNEW >' menu item submenu of the environment's
main menu. From this class, starts the instantiation of each class directly linked to it
by a utilization or inheritance relation in the application and necessary to the
progress of the application. We said 'directly linked' because each class instantiated
in the case of an application can also instantiate any class necessary to the good
progress of the application. Furthermore, this master-class has the responsibility of
creating the application's window on the screen. In other words, the master-class
plays the role of manager of the application, it is the black-box, the main controller
of the application. To compare it to Objective-C, it is really, in combination with the
environment, the main program we talked about in chapter 3, necessary to enable the
'testing' and the use of Objective-C classes.

Each master-class, in order to play correctly its role in the environment, has to be
a subclass of a class called 'Envir'! or of any class below Envir and linked to it in the

1. This class is detailed in the following chapter
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inheritance tree. As says [HP, 89] (Envir, p.1) : "This is the main environment
window. It is the background for all the additional applications that are brought
up.".  This 'Envir' class, directly or through inheritance, handles the screen
management. It enables the programmer to use some already existing methods that
permits him to :

- move a window on the screen;
- enlarge a window;
- efC.

This class also handles, directly or through inheritance, the mouse management. It
enables the programmer to use some methods that permits him to :

- test the state of each mouse button;
- know the coordinates of the RMG cursor's location;
- etc.

In short, this class supplies the programmer with methods enabling him to manage
the mouse and cope with an application window. Note that it is not compulsory that
the other classes eventually composing an application be subclasses of 'Envir'; they
can be subclasses of the master-class or of any other class. Note also that the name
of the master-class has to be the same as the application's name.

We talked above of the master-class being instantiated. This is done when the
user selects the application name from the 'NEW >' menu item of the environment's
main menu. At this moment, the environment sends a message to the master-class of
the application. This message contains the name of the master-class and a selector
which is always the same: 'newlIn:'. This selector identifies in each master-class the
factory method that instantiates this class and thus starts the application. As says
[FAZARINC, 89] (p.76) : "This -newlIn:- contains the instructions for creation of a
new instance of the subclass of Envir.". We see in a following point which are the
other additional items a class must absolutely contain in RMG and which are
different from those in an Objective-C class.

We insisted earlier on the fact that the menu is one of the important
communication means of the RMG environment. This is why nearly each
application has its own main menu. This menu is created once at the instantiation of
the master-class, through the instantiation of a menu class which is integrally part of
the set of classes composing an application.

This menu class is always subclass of the 'EnvMTree' class, which is the class
that enables the creation of a menu for the environment itself and for an application
of the environment. Further details are given about menu classes in a following
chapter.
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The other classes composing an application can not be described precisely here.
They are entirely the programmer's creation and depend highly of the application
itself.

6.2. What to include in a new class

We see in this point which are the things one has to include in a new RMG class
description. There are few differences between Objective-C and RMG concerning
what must be included in a class description; though the overall syntax does not
change and one can always refer to chapter 3 for more precisions.

When one starts the definition of an RMG class, one has to specify, like in C, the
names of some header files necessary to RMG. Recall that a header file is a file
containing information about the standard library functions, that they all end with a
"h' extension and that these files are included in a program using the preprocessor
directive '#include'. Three header files are compulsory in an RMG class description :

- 'objc.h';
- rmg.h’;
- 'envir.h'.

The first one can be found in the directory /ust/local/lib/objc3.3, is supplied with the
Objective-C compiler and contains some special definitions of data types and
variables. The two following ones can be found in the directory RMG/INCLUDE
and define special RMG variables, structures, etc2. In addition to these three header
files, the programmer can include other ones depending on the application. For
example, one can include 'math.h' if one uses mathematical functions®. So this
declaration is of type :

#include "objc.h"

#include "rmg.h"

#include "envir.h"

[#include "<other header file name>" J*4

The next step involves the declaration of global and static variables, just like in C.
Usually, all the global variables are defined as static variables, this enables the
suppression of name conflicts between variables or constants included in header files
and the other ones declared in the classes description files themselves.

This is followed by the '@requires’ clause. This clause lists all the classes used
in the application, other than the superclass of the programmer's class. It takes the
shape :

@requires <class name> [,<class name>/*

2: Note that the user can directly access these files to consult their content
3 : For further informations on the available C header files, the reader can consult the C user manual
4 : Where [] means that the enclosed items are not compulsory and * means that this item can be repeated
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Note that this line is not obligatory as long as the programmer does not make any use
of other classes than the superclass of his class.

Then follows the declaration of the class name, its superclass and the message
groups, just like in Objective-C. Note again that if the class is a master-class, the
superclass is 'Envir' or any class below 'Envir' and attached to it through inheritance.
The declaration is of type :

= <class name>: <superclass name> ( Message
Groups)

Four groups are obligatory in the 'MessageGroups' list :

- 'working'’;

- 'Collection';
- "Primitive';
- ' RMGVW'.

The first three groups are relative to the Objective-C classes -see chapter 3. The last
one is relative to RMG base classes such has 'RMGView' for example -see chapter 7.
To these message groups must be added the user message group, as in Objective-C.

The programmer lists next the instance variables or private data of an instance.
One could declare each variable used within a class as instance variables but
unfortunately this would occupy to much memory space as the whole set of variables
plus the inherited ones would have to be contained in memory for each instance.
That is why some variables :

- that are common to all instances but are not considered as private data are
declared before the require clause;

- that are considered as local variables can be declared within a method itself,
just as local variables can be declared inside C functions.

Now comes the method definitions, both factory and instance methods. Their
syntax is exactly the same as in Objective-C. But in the case of a master-class, one
has to include special methods :

- 'newin:';
- 'delaylnit’;
- 'extraNewlIn:'.

The first one, 'newln:', is a factory method -thus prefixed by '+'- which goal is to
create a new instance of the subclass of 'Envir'. When a call from the environment is
addressed to the class in order to instantiate itself -through the 'mewln:' factory
method-, the address of the environment is passed as argument to the method in the
variable 'anEnvironment'. Note that this variable name is arbitrary as long as it is
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being used consistently. The shape of the 'newIn:' method is :

+ newln: anEnvironment

{

[self delayInit]; [*1%/

self = [self <method name for window creation>];
[*2*/

return self;

}

The first thing done is '[self delayInit]' (line 1). Recall that self, at instantiation of a
class contains the address of this class. This is thus a message sent to the class
‘asking for execution' of another factory method: 'delayInit. This method is
described below.

The second thing done is the creation of the instance of the class as a window : 'self
= [self <method name for window creation>]' (line 2). The method identified by the
selector taking the place of '<method name for window creation>' is a method
enabling the creation of a window, a method that the class can access through
inheritance. We see in a following chapter which are the inherited methods that one
can use for this creation. The result of the creation of the instance -an address- is
stored, by convention, in the variable self -see chapter 3. In short, one has just to
remember for the moment that this line is the place where the instance of the class is
really created, in the shape of a window.

The "..." denotes the fact that many other things can be done in this method, among
which one can find :

- creations of subwindows;

- initialization of global or local variables;
- definition of actions’;

- etc.

The second method that must be included in a master-class is 'delayInit’. It is also
a factory method, which is called at the beginning of the newIn:' method. Its goal is
to instantiate the only instance of the menu class, in order to create the application's
menu, if it has a menu®. Its shape is usually :

+ delaylInit

{
static BOOL beenHere = FALSE; [*1%/
if ('beenHere) [*¥2%/

{

if (self == <class name>) [%3%*/

5 : Explanation about actions is given in a following chapter
6 ; Indeed it is not indispensable for an application to have a menu as long as all the actions that would have
been performed through a menu are present in the application under the shape of buttons or icons
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{

[<menu class> delaylnit]; /*4*/
beenHere = TRUE; [%5%/
}

else

[<class name> delayInit]; /*6*/

}

return self;

}

This method uses a static local variable (line 1) defined as a boolean, to keep track of
possible previous visits, as this method has only to be executed once per instantiation
of the master-class.

Line 2 checks if a visit has already been made. If this is the case, the method is
directly skipped; if not, it checks the 'identity' of the caller (line 3). If it is not the
class itself, the message is sent again to the class itself (line 6).

Line 4 is one of the common things one can find in this method, a message sent to a
menu class in order to create an instance of it for the application.

Line 5 sets the variable beenHere to TRUE in order to avoid other visits.

The last method is an instance method -prefixed by a -' -, ‘extraNewln:'. This
method is used whenever one wants to do special initializations. It takes the shape :

- extraNewlIn: anEnvironment

{
[self showAll]; [¥1%/

menuTree = [<menu class> getlt]; /*2%/

return self;

}

Line 1 is the message sent to the instance itself, which selector corresponds to a
method contained in Envir's superclass: 'RMGView"7. This line contributes to make
every created window appear on the screen.

Line 2 calls up the menu tree for the instance and stores its address in the variable
'menuTree’ which is an instance variable inherited from the class 'Envir'.

Of course any other factory or instance method may be added by the programmer
in addition to these three. Note that the class description ends also with the sign '=:".

Table 6.1 gives a summary of what has to be included in a class description.

7 : The class RMGView is detailed in chapter 7
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Header
Files

#include "objc.h"

#include "rmg.h"

#include "envir.h"

[#include "<other header file name>" J*

C variables
declaration

Declaration of global variables

Declaration of
classes used

@requires <class name> [,<class name>/*

Class name
declaration

= <class name>: <superclass name> (
<personal message group>,
RMGVW, Primitive,
Collection, /,<other message
groups>/*)

Instance variables

{

declaration Declaration of instance variables
}
+ newln: anEnvironment
{..}
+ delayInit
Methods {...}
definition
Any other factory method
- extraNewIn: anEnvironment 8
{..}
Any other Instance method
End of class
description =

Table 6.1 What has to be included in a RMG class description

8 . The three methods specified are only obligatory in the case of a master-class
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6.3. Programming without RMG tools

We see in this part which are the different steps one has to follow to create an

RMG application without using the RMG tools described briefly in point 4.1.2.

We have isolated three different steps. The first one concerns the edition of the
class description. The second one concerns the compilation and linking of the
classes. Finally, the last one concerns the inclusion of the application in the

environment’s main menu.

6.3.1. Editing

The first thing to do when one wants to create a class description file is to
'write' it or edit it, thus using an editor.

The only things we have to say is that every editor available under Unix is of
course valid, for example 'Vi' or 'Emacs’. The thing to bear in mind is that the
class description must be absolutely saved with a '.m' extension.

6.3.2. Makefiles, mainClasses and compilation

After creating a class description file, one wants to compile it. In order to
facilitate this process, one uses three particular files: two 'makefiles’ and a
‘mainClass.m'’ file.

The compilation of a class description file involves the invocation of the ObjC
compiler in order to obtain a relocatable class definition. Then this file has to be
added to a library archive and linked to the other libraries. As says [FAZARINC,
89] (p.80) : "The process is quite involved and not particularly interesting, but
does require additional skills". So to make life easier, we are going to use two
makefiles. These files are sorts of scripts which purpose is to compile class
descriptions and archive them in a library. They must also manage the
distribution of message declaration files and remove all unnecessary compilation
remnants.

This process is divided into two parts. The first part involves the compilation
of one's new classes in one's own directory. This involves a makefile contained in
one's individual directory. The second part involves the reconstruction of a new
environment. This involves a makefile found in the RMG/ENVIR directory and
which is described later.

Table 6.2 gives a template for an individual makefile®.

9 : Note that the reader can find in the appendices a full example of each file discussed in this part
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COMPILE = objcc3.3

OPT =-q -O -N -nRetain -I../PANEL -I.. -1../../CP -1.././INCLUDE
OPTISL = -I/usr/local/lib/ink

<message group name>.a:<message group name>.a(<class name>.o)\
<message group name>.a(<class name>.o)\

<message group name>.a(<class name>.o0);
objcc3.3 $(OPT) -¢ $(?:.0=.m)
ar ruv <message group name>.a $7;
cp [CP]_* ../CP
/bin/rm -f $7

Table 6.2 Template of an individual makefile

Explanation of the total makefile presented in table 6.2 is not relevant here. We
just want to say that '<message group name>' with the '.a' extension corresponds
to the user's message group name. Every class using the message group must be
listed following the scheme: '<class group name>.a(<class name>.0)', where
'<class name>' is the name of the class. Note that the \' symbol means that the
declaration is continued on the following line. This file can be saved into a file
named 'makefile' for example.

To compile its classes, the user has only to issue the command 'make <message
group name>.a' at the unix prompt; the compiler shows on the screen which step
it is currently going through. If the compilation fails, the user has to watch
carefully the screen for the causes of this failure. Indeed, the errors -Objective-C
errors or C errors- are usually reported with the number of the line where they
occur in the class description file and the type of error. The user just has to go
and correct them in the source class description file.

The next step for the user is to notify RMG that new classes are being added
and that they must be linked into the system. All the informations concerning this
notification can be found in a file called 'mainClass.m' into the RMG/ENVIR
directory. We reproduce a portion of the mainClass.m file in order to show the
user what he needs to add to it (see table 6.3).
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#define RMG_CLASSES Syslcon, RMGLine, RMGVLine,
RMGHLINE,\

#define COLOR_MAP ClrMapEdit, ClrMTree

#define <macro name> List all classes belonging to the message group
corresponding to the macro name [*1%/

@classes(
RMG_CLASSES,
#ifdef STAGE1

COLOR_MAP,
#endif

#ifdef STAGE1S
<macro name>,
#endif
PPI_CLASSES

Table 6.3 Interesting portion of the mainClass.m file

In table 6.3, the '<macro name>' is a name in capital letters that is usually the
same as the message group name. Line 1 corresponds to the definition of a
macro; this definition means that from now on this macro name can replace the
list of classes placed at its side.

Now that we have changed the 'mainClass.m' file it is time to change the
makefile placed in the RMG/ENVIR directory. We present a portion of this file
at table 6.4. If one looks through this file before changing anything, one notices
that its STAGE -STAGEI18 in our case- has been identified with its macro name
and message group name with a '.a' extension -see line 1. Two lines are missing
and must be added, line 2 and 3.

Now that these different files are modified, we are ready to ask the rebuild of
a new environment including our new classes and message groups. In order to do
just that, the user has to issue the two following commands at the Unix prompt
and while in the RMG/ENVIR directory :

make cp
make env.out
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STAGEI1S5 =PTY/pty.a
STAGEI18 = <macro name>/<message group name>.a /*1*/

ALL = $(STAGE)\

$(STAGE15)\
$(STAGE18) 1%2%/

ALLSTAGE = -DSTAGEI1\

-DSTAGEI5\
-DSTAGE18 [%3%*/

Table 6.4 Portion of the environment's makefile

The first command touches the mainClass.m file and forces its recompilation.
The second one causes a recompilation of modified class descriptions and the
relinking of the environment. Note that the entire process appears on the screen
with the program 'telling' the user which step it is currently going through.

6.3.3. Including the application in the RMG environment

Now that the environment is successfully recompiled including one's new
classes, one has still to include the application in the RMG environment and
particularly in the main menu of the environment.

A list of all the applications appearing in the 'NEW >' menu item of the
environment main menu is maintained in a file called 'A.menu’. This file is
situated in the directory RMG/ENVIR/CONFIG. We present a portion of this file
at table 6.5.

301210
AnalogClock
BarMeter

Voltmeter
PtyApp
/*30 items;
maximum 12 characters;
display 10 items on screen */
/* note the names above must correspond to class names */

Table 6.5 Portion of the A.menu file
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Each name in the file represented at table 6.5 is the name of an application with
the restriction that this name must correspond to the name of the master-class, as
specified at the last line of the file. When one wants to add an application in the
environment's main menu, one has to add the master-class name in this file,
preferably in alphabetical order. The user must not forget to update the first
number of the first line which denotes the total number of items that appears in
the submenu of the 'NEW >' menu item.

When this is done the user can start the environment and see that his
application is contained in the main menu and can be started.

6.4. Programming with RMG tools

Programming with the tools included in the RMG environment is another
solution. Indeed, it seems less tedious to be able to work entirely from the
environment in place of getting out of the environment, getting to one's directory,
running the editor, correcting the file(s), recompiling it/them, etc.

We discussed shortly in a preceding point -point 4.1.2- some of the different tools
available in the environment. It is our purpose in this point to show the user how he
can do some traditional programming -editing, compiling, running- directly from the
environment. It is not our purpose to develop explanations about the prototyping
tool -called the 'Fast Prototyping Facility'- or the program interpreter. One of the
reasons is that we did not have the occasion of using in detail both these tools.

Three steps have been underscored. The first one concerns the edition of class
description files. The second one concerns the compilation of the classes. The last
one concerns the different browsers one can use to facilitate one's work.

Before starting our explanations, we must attract the attention of the reader on the
fact that programming directly inside RMG can only be done on an already existing
application. It is not possible for a programmer to design directly new classes and
thus a new application, from the environment itself. This is due to the fact that to
take into account new applications, the environment has to be recompiled completely
in order to take into account the changes made in certain files -'A.menu’ for example-
and the presence of new classes. This can not be done from the environment itself.
Thus the tools available inside the RMG environment enable only this environment
to take into account changes made to classes composing applications already present /]
in the environment. It is thus a process that enables the programmer to fix existing |
applications but not to create them from scratch.

6.4.1. Editing

In order to do some file 'editing', RMG furnishes a very powerful tool called
'DocEdit'. This editor has a set of 'Emacs style’ commands and many others
uncommon ones.
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This application is called by the user selecting 'DocEdit' in the 'NEW >' menu
item of the environment's main menu. A window appears on the screen,
containing a certain number of important items.

The first item is the border of the window; if it is green it means that the
window is not active and that the user is not able to type-in some text. To change
this, the user just has to click inside the window; the border turns red, sign of the
window being active.

At the top left of the window one can see the position of the RMG cursor in terms
of lines and columns, in a little black box.

At the side of this box is another blue box containing the name of the file
currently being edited.

At the top right, one can see an icon which is used to enlarge the window. This is
done by the user clicking on it and dragging the mouse while holding down the
button.

At the left of this icon is another box labeled 'HELP' which, when clicked on
makes a window appear containing the description of all the text operations that
can be done from the keyboard. For example holding down the 'Control' and the
'K' keys together results on the current line being deleted.

At the bottom and at the right side of the window are placed two scroll bars which
can be used in order to make the text go up and down or left and right. This can
be done by the user just clicking on one of the arrows or by the user clicking on
the white rectangle contained in these scroll bars and dragging the mouse while
holding down the button.

Just on the top of the bottom scroll bar are placed a certain number of icons. The
first one at the left, a red arrow directed upwards towards an horizontal bar,
enables the user to go to the beginning of the currently edited text, when clicked
on. The blue arrow at its side enables the user to go to the end of the currently
edited text.

Next to these two icons is a box labeled 'FIND:' that enables the user to type!© in
words to be searched across the text being edited. The two boxes labeled 'Prev’
and 'Next' enable the user to find the 'FIND:' typed-in word respectively
preceding or following the already found one.

When a text is present in the editor two cursors can be seen. The RMG cursor
representing the mouse and a red rectangle representing the place where the text is
currently typed-in : the text cursor.

This application has also a menu (see figure 6.1). The first useful menu item is
the 'FILE >' menu item. It enables the user to browse through the Unix file
system in order to save or load files.

10: When the user clicks on this box, the RMG cursor disappears and a little flickering white bar appears in the
blue rectangle next to the ‘'FIND:' box. The user has then to type-in his text from the keyboard and hit the
‘return’ key in order to start the search
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i1 QUIT I
NO TAB
TO ClpBrd
FROM CipBrd
Font >
Color >
File >
OTHER >

Figure 6.1. DocEdit's main
menu

One can find a lot of other menu items in the submenu hidden by the 'FILE >'
menu item. For example, by going through the submenus of the ' BROWSER >'
menu item, the user is able to travel through the Unix directory system and select
a particular one. Going through the submenu of the 'READ from DIR >' menu
item, the user is able to select a file to load into the editor. The files displayed in
the submenu are the ones contained in the currently selected directory; this
directory can be checked with the 'R/W Directory >' menu item. The user is also
able to specify the name of a file he wants to load, just by typing it using the
'READ keyboard >' menu item. The 'save >' menu item enables the user to save a
file under its current name or by specifying a new name for it.

When one has loaded a file in the active editor window, one is able to work
with the text just as in a normal editor. The menu offers additional possibilities to
the user. By going through the set of menu items 'TO ClpBrd >', 'StrClpBrd’,
then moving the RMG cursor next to the text cursor and clicking while dragging
the mouse to the right, the user can see a red highlight following the motions of
the mouse. When the button is released, a new window appears labeled "Text Clip
Board' and containing the text the user currently highlighted.

By positioning the text cursor!! somewhere in the DocEdit window and
selecting the menu item 'From ClpBrd' from the application's main menu, the
user causes the appearance of the text transferred to the Text ClipBoard, at the
location of the text cursor.

One is also able to change the font of the text currently displayed. This is done
by selecting the menu item 'FONT >' and selecting a font type in its submenu.
The characters and background colors can be also changed using the 'Color >'
menu item.

11 This is done by positioning the RMG cursor at the desired location and clicking once
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6.4.2. Compilation

After editing the class description file, one needs to compile these classes and
to tell the environment that one wants the changes active in the environment; all
this without going out of the environment. One thing that the user must keep in
mind is that the environment can not be recompiled from itself. So the process
only involves the recompilation of the changed classes and a dynamic linking of
these classes in the environment.

The process of recompiling classes from the environment is called compiling
‘dotrfiles', that is files with ".r' extensions. In order to do this correctly, things
must be added at the end of one's individual makefile, before entering the
environment, see table 6.6.

dotRFiles = .r

DOTRFILES = <name of class>.r ... <name of class>.r; /¥ 1 */

TrainingAppl : $(dotRFiles) ;
1d -dr $(dotRFiles) -0 TrainingAppl ; /bin/rm $(dotRFiles)
cp [CP]_* ../CP

Table 6.6 Additions to be made to one's individual makefile

One must list at linel, each class for which one wants recompilation available in
. the environment.

Inside the environment, the user must select the application 'PtyApp' in the
main menu. A window appears on the screen which gives direct access to the
Unix environment. The user must go to his directory using the Unix 'cd'
command and launch the compilation of the dotrfiles by typing :

make DOTRFILES

If the compilation fails for a reason or another, the user must go back to the
editor, correct the errors, save the file and recompile them as dotrfiles again. This
must be done until no more errors are detected.

When this step is finished successfully, one needs to tell the environment that
changes have been made to some classes and that the user wants these changes to
be active. This is called dynamic linking and is done through a menu item of
RMG's main menu: 'Dyn Link >'. The user selects this menu item and accesses
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the character box!2 hidden behind it. In this box, the user must type the name of
the class that has been changed followed by the ".r' extension. This must be done
separately for each changed class. From now on, the user is able to use the newly
modified application.

There are a certain number of restrictions that the user must bear in mind. A
first one is that this process can not be used when the classes are not yet linked to
the libraries and the environment entirely recompiled with these classes, as
explained above. Indeed this could cause things to go wrong or things not to
work at all.

The second important thing not to forget is that the dynamic linking is only
valid in the current environment. That is if the user quits the environment and
restarts it, the changes are not considered as the environment has not been
recompiled completely. So we advise the user to recompile entirely the
environment at least once, when he leaves it for example, in order to avoid bad
surprises.

When linking dynamically error messages of the type:

Invalid output file

can occur. In this case the user has to return to the 'Dyn Link >' menu item and
check that the extension of the file is ".r'. In the case of other errors, the right
solution is usually getting out of the environment and recompiling it entirely. If it
still does not work, the user must look at the various makefiles and the
mainClass.m file in order to check their correctness.

The last thing is that this process must be used with precautions and we advise
the user to often quit the environment and recompile it entirely because too
frequent compilation inside RMG and dynamic linking of different classes can
lead to 'misfunctioning’.

6.4.3. Browsers

In order to help the user fix his classes, RMG furnishes a set of browsers, as
introduced in chapter 4. These browsers include :

- a class browser;
- an instance browser;
- a message browser.

12; A character box is a menu item submenu, which displays a white cursor when it is selected and that enables
the user to type-in some text from the keyboard. The text input can be stopped by the user hitting the ‘Return’
key or depressing once the left-hand side button of the mouse
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The first one enables the user to navigate across the classes available in RMG.
This can help the user find a class and look at the different methods it implements
and the different instance variables it declares. The class browser can be run
selecting 'ClassBrowser' in the submenu of the 'New >' menu item.

The second one is a tool designed to track and graph the evolution of instances at
run time. It enables the user to display the different addresses and values of
instance variables owned by instances of classes present in the environment. The
instance browser can be run selecting 'InsBrowser' in the submenu of the 'New >'
menu item.

The last browser enables the user to find the origin and content of a given
message. The message browser can be run selecting 'MsgBrowser' in the
submenu of the 'New >' menu item.

6.5. Summary

The goal of this chapter was to explain how to create an RMG application.

First we explained what was such an application. Thus that it was composed of
several classes between which existed relations such as utilization and inheritance.
We explained that an application or set of classes with relations between them had to
have a master-class representing the application in the environment; this master-class
being obligatorily directly or indirectly subclass of an RMG class called Envir which
handles the mouse and screen management.

A second point presented concerned what had to be included in a class declaration
and that was different from Objective-C.

A third point presented the way to program applications not using the RMG tools.
That is :

- using a Unix editor to create the class description file;

- using makefiles and a file called 'mainClass.m' to compile the classes and
link them to the existing libraries;

- including the new application in the environment's main menu using the file
'‘A.menu’.

The last point concerned the programming of applications using the RMG
classical tools which are :

- 'DocEdit' for text editing;

- 'PtyApp' and the 'Dyn Link >' menu item for the compilation of dotrfiles;
- 'ClassBrowser" to navigate across the different classes available in RMG;
- 'InsBrowser' to track the evolution of instances in the environment;

- 'MsgBrowser' to find the origin and content of a given message.
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We saw that this way of creating applications could be easier because of all the
tools available at hand but had to be used carefully as the inclusion of changed <

classes was not permanent due to the use of dynamic linking. ///

i
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Now that we have seen what was an RMG application and how to create one, it is
time to review some of the basic and most useful classes available in RMG. We list
and explain some of their more commonly used and more interesting methods.
Other methods implemented in these classes are explained in a later chapter while
introducing new notions.

A first point concerns the class RMGView' (7.1). A second point concerns the
class 'Envir' (7.2). A third point describes the 'RMGString' class (7.3). Finally the
last point concerns the 'RMGlIcon' class (7.4).

7.1. RMGView

RMGView! is one of the basic classes of RMG and the foundation of most
RMG classes. This class enables the management of the overall screen, while some
of its subclasses manage only- spec1f1c3palts of screen display. In short, it contains
the methods for the creation and modification of windows.

The windows resulting of the instantiation of this class are organized in a
superview-subview hierarchy; the subviews are placed inside and on the top of the
superviews and the views created later are placed on the top of the already existing
ones.

RMGView is a subclass of the Objective-C root class: 'Object’. It includes some
instance variables enabling to store some parameters concerning the views2. For
example 'background_color' contains the color number of the view; 'subviews'
contains the address of an ordered collection® containing the address of the
subviews of the current view; etc. It also includes appr0x1mate1y 10 facto ethods
and 130 instance methods.

We first present the different interesting instance variables, then the most used
factory methods and finally the different instance methods.

7.1.1. Instance variables

This class contains a lot of interesting instance variables. Note that this class
implements instance methods enabling access to nearly each of these variables.

The first instance variable is 'superview', which is of type id and is designed to
contain the address of the instance's superview. This variable must not be

1 Note that this class is called RMGView or RMGView0, depending on the version of RMG and on the RMG
reference manual available

2. Note that from now on we will use the term views. This will invariably denote an application window or any
other subwindow placed within it

3¢ A collection is an Objective-C object enabling the 1nanageinent of an arbitrary number of objects as a unit.
In this case, an ordered collection keeps also the order in which the objects are stored. See [STEPSTONE, 88]
for further details

)
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confused with Objective-C's pseudo-variable 'super’, which enables an instance to
'access directly' its superclass.

Another one is 'viewIcon' which is also of type id and is designed to contain
the address of iconized objects. But this variable is very often used to store other
addresses, so used like a drawer where the programmer can put whatever address
he will need later.

Three other instance variables available to the programmer are: 'active',
‘erased' and 'covered'. These three variables are booleans and are designed to
denote the state of a view. The first one, ‘active’, indicates if the view is active or
not; it is usually used in the case of the 'DocEdit' application -see chapter 6.
‘erased’ indicates if the view is erased or not and 'covered' if the view is partially
covered by another one.

Height other instance variables give the outer and inner bounds of a view:
‘out_left', ‘out_right', 'out_low', ‘out_high', 'in_left', 'in_right’, ‘in_low/,
in_high'. The difference between the outer and the inner bounds is the width of
the colored frame which can be set around a view. Note that the origin of a view
is the lower left corner. Note also that every view measurement is given in pixels.

7.1.2. Factory methods

Of course among the factory methods, one can find 'newlIn:" which in this case
creates by default an instance of RMGView represented on the screen by a view
of 200 by 200 pixels and originated at the (0,0) location, thus at the lower left
corner of the screen. Note that from now on, when methods are presented for the
first time, the type of the arguments will be enclosed in brackets.

The more interesting factory methods are :

+ origin:(int):(int) extent:(int):(int) superview:(id) bkgd:(int)
+ relative: (int): (int) extent:(int):(int) superview:(id) bkgd:(int)
+ Type:(int) extent:(int) superview:(id) bkgd:(int)

The first one enables the creation of a view which is placed on the -screen
following absolute coordinates at a location specified by the two first arguments,
with certain dimensions specified by the third and fourth arguments, within a
certain superview -the fifth argument- and with a certain background color -the
last argument. For example, if we look at a factory method 'newln:' that could be
found in a class, we could see :

+ newln: anEnvironment

{

self = [RMGView  origin: 100: 100
extent: 200: 200
superview: anEnvironment
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bkgd: 1];

where a view of 200 by 200 pixels is created (see figure 7.1) at location (100,100)
on the screen and is placed in the superview anEnvironment, which is in our case
the environment itself*.

Figure 7.1 Creation of a view with the '+
origin:: extent:: superview: bkgd:'
factory method

Finally the color of this view is 1, which is orange in RMG’. (Example 7.1)

Note that with this method, the views created can not exceed the bounds of their
superviews. Note also that when a view is enlarged, all its subviews are enlarged
proportionally.

The second factory method uses the same principles with the exception that the
views are created following relative coordinates. We can extend example 7.1 and
have:

+ newln: anEnvironment

{
id aView; /% 1%/
self = [RMGView  origin: 100: 100 /% 2%/
extent: 200: 200
superview: anEnvironment
bkgd: 1];
aView = [RMGView relative: 50: 25 J¥3 %

extent: 100; 100

4 : Thus the variable 'anEnvironment' represents the environment's address
5 : It is possible for the user to use the color names instead of numbers. In this optic, the reader can consult the
header file 'rmgColors.h’ situated in the RMG/INCLUDE directory
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superview: self
bkgd: 2];

Line 1 is the declaration of a local id variable that will contain the address of the
second view we want to place on the screen.

Line 2 is the creation of the view we described in example 7.1; we will call it our
principal view.

At line 3 we find the creation of a subview of our principal view. This subview is
placed following relative coordinates at location (50,25)8 in the principal view -as
the specified superview is self which contains the principal view's address-; it has
a dimension of 100 by 100 pixels and a red color (see figure 7.2). (Example 7.2)

The last interesting factory method is used to create a view that 'sticks' to one
edge of its superview. This view sticks either to the left, right, bottom or top of
its superview, as specified by its first argument. The second argument specifies
the extent of this view and corresponds to :

- the height of the view in the case of a view sticking to the top or to the
bottom edge of another one. The width of the view is in this case the length
of the edge to which it sticks;

- the width of the view in the case of a view sticking to the right or to the left
edge of another one. The height of the view is in this case the length of the
edge to which it sticks.

Figure 7.2 Creation of a subview of the
principal view with the '+ relative:: extent::
superview: bkgd:' factory method

6 : Its absolute coordinates being thus (150,125)
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We can extend example 7.2 to have :

+ newln: anEnvironment

{

id aView, bView;

self = [RMGView  origin: 100: 100
extent: 200: 200
superview: anEnvironment
bkgd: 1];

aView = [RMGView relative: 50: 25
extent: 100: 100
superview: self
bkgd: 2];

bView = [RMGView Type: 4
extent: 50
superview: aView
bkgd: 0];

}

/* 1%/

/% 2%/

/* 3%

/* 4 %/

Line 1 is the declaration of two local id variables which will contain the addresses

of the subviews we want to create.

Line 2 is the creation of the view we described in example 7.1. At line 3 we find

the creation of a subview of our principal view.

Line 4 is the creation of the sticky subview (see figure 7.3.) that we place in the

view identified by aView.

Figure 7.3 Creation of a sticky subview of
aView with the '+ Type: extent: superview:
bkgd:' factory method
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This subview is placed at the top -... Type: 4 ...-; it has a height of 50 pixels and is
black. (Example 7.3)

7.1.3. Instance methods

Among the multiples instance methods implemented in this class, some are of
particular interest for a programmer. We review some of them, keeping in mind
that other ones are introduced later, together with other subjects.

The first methods are 'insideContains:(int):(int)' and 'contains:(int):(int)".
These methods check if the location identified by the two integers passed as
arguments is contained within respectively the inner and outside bounds of the

iew. If this is the case it returns TRUE otherwise it returns FALSE. For
example, we could send the instance of RMGView -created at example 7.3- which
address is contained in aView, the message :

[aView contains: 175: 150];

The return value would be of course "TRUE' as the point located at (175,150) is
indeed situated inside the bounds going from (150,125) to (250,225). Note that
these locations are measured in absolute coordinates. (Example 7.4)

Two other instance methods enable someone to respectively create a frame
around a view and to give it a certain color. These methods are called :
frameWidth:(int)' and 'frameColor:(int)'. For example, if we add a red frame
to our principal view created at example 7.1, we have :

[[self frameWidth: 10] frameColor: 2];

Note that in this case the outside bounds of our principal view are unchanged, but
the inner bounds are reduced of ten pixels. Note also that every subview of the
view to which we are adding a frame are proportionally scaled, except the sticky
views and views occupying entirely their superview.

'bkgd:(int)' is yet another method enabling the user to change the color of a
view. While 'hide' is a method that hides the view to which the message is sent
and erases its image from the screen.

'showAll' and 'show' are methods used to make views appear on the screen
while they have not yet been displayed or have been erased from the screen. The
difference between 'showAll' and 'show’ is that the latter shows only the view to
which the message is sent and not its subviews, to the contrary of 'showAll' which
shows the view and its subviews. 'redraw'is a method that redraws the views,
their subviews and any view on top of them. This last method enables usually to
activate changes made to a view like color changes or any other graphical
changes.
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The user is also able to change the place of a view within its superview. This
is done with the two methods, 'move:(int):(int)' and 'moveBy:(int):(int)’ which
move the lower left corner of the view respectively to a particular location or by a
certain amount of pixels.

The last RMGView method we introduce for the moment is 'size:(int):(int)".
This method enables the user to resize the view to which the message is sent. All
the non-sticky subviews change proportionally and the lower left corner stays at
the same place. Note that if the new size of the view exceeds the size of its
superview, it is adapted to fit into the superview bounds.

Note that some methods require a 'show' or 'showall’ to be sent to the instance
afterwards, in order to see the changes appear on the screen.

7.2. Envir

Envir is a class providing the background for all the new applications that are
brought up; it is really the class that implements the means to control the overall
state of the mouse.

This class is instantiated once at the start of the environment and can be seen on
the screen as a black window without frame, that covers the entire display. This
window can not be moved or reduced and in short represents "the background of the
graphical utilization surface" ((WEGENER, 90], p.34). This class enables the
management of the environment through the use of the mouse. This is why each
master-class in an application has to be subclass of the 'Envir' class, to enable the
application's window to be managed-as the environment itself, thus using the mouse.

We first present the different interesting instance variables, then the most used
factory methods and the different instance methods. Finally we present some useful
C functions which are implemented in this class.

7.2.1. Instance variables

The Envir class has only two instance variables apart from the ones inherited
from RMGView. Among these two variables, the only interesting one is
'menuTree’. This variable is of type id and is designed to receive the address of
the menu of the application. Thus it enables to adjoin a menu to any application.

7.2.2. Factory Methods

Envir has also approximately 20 factory methods. These methods are not very
useful fo the reader for the moment so we do not detail them. We just want to say
that some of these methods enable the creation of an instance of the environment
with particular dimensions and a particular origin location. Another set of them
enable to specify different RMG cursors.

The reader must know that the factory methods usually used for this class are
the ones of RMGView -as ‘origin:: extent:: superview: bkgd:' for example- which
are inherited directly.
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7.2.3. Instance methods

Envir furnishes about 70 different instance methods on the top of the ones
inherited from RMGView. We review some of them now; other ones are
introduced in a later chapter.

One can find methods very similar to the ones in RMGView and which usually
are redefinitions of these methods. For example: 'bkgd:(int)' and 'redraw'.

A useful method is 'isId:(id)', which takes an id as parameter and returns a
boolean. The return value is 'TRUE' if the id is the address of an object in the
current environment, 'FALSE' otherwise.

'quit_app' is a method enabling to quit the application when it is sent within a
message to the master-class of the application.

'moveView:(id) whileMousels:(int)' enables the user to move the specified
view while the left button of the mouse is in a certain state. This state is specified
as argument after 'whileMousels:"; this argument is of type integer and can take
the value O for 'button up’ or 1 for 'button down’.

7.2.4. C functions

Away with these methods, various C functions are implemented in this class.
These functions can be used as in a normal C program.

Among these functions, one can find a certain number of them coping with a
timer. Other functions enable the user to move a view on the screen. These are
'moveViewWithBand(aView)' and 'moveWithBand(aView)'. The first one
moves aView while the left mouse button is depressed. The second one finds the
application containing aView and moves it while the left-hand side mouse button
is depressed.

'sprite_erase()' and 'sprite_show()' are two functions that enable respectively
to erase and to show the RMG cursor on the screen.

'sizeTopRight(aView)', 'sizeTopLeft(aView)', 'sizeBottomRight(aView)' and
'sizeBottomLeft(aView)' are four functions enabling the user to enlarge '‘aView'
from respectively the top right, top left, bottom right or bottom left corner of this
view.

Note that, as for the methods, many other functions are available but are of no
particular interest at the present moment.

7.3. RMGString

RMGString is a class designed to display a string within a particular view and to
cope with different parameters concerning this string. For example, it enables the
user to change the string color or the string font. As RMGString is a subclass of
RMGView, it inherits all its methods and instance variables. To display the strings,
it uses HP-Windows fonts which can be accessed by a class called FontMngr.



Chapter 7: First useful classes 84

We first present the different interesting instance variables, then the most used
factory methods and finally the different instance methods.

7.3.1. Instance variables

The proper’ instance variables of this class are all relative to strings. The
principal ones are two integer variables, 'dot_clr' and 'bkgd_clr' which are
designed to keep the color of respectively the characters and the background of
the string.

‘myFont' is an id variable which is declared to keep the address of the object
font of FontMngr?8, so to keep trace of the font used for a particular string.

‘aString’ is a C pointer to the memory zone containing the string itself and
'str_len' is the length of this string.

Two other instance variables, 'xoffset' and 'yoffset' are designed to contain the
coordinates of the string, in the view which contains it.

7.3.2. Factory methods

Five factory methods are available.

The preferred one is 'font:(id) superview:(id) color:(int)' which creates an
instance of RMGString in a particular specified font, in the specified superview
and in the specified color. The background color in this case is the one of the
superview. The displayed string is specified using an instance method :
'string:(char*)' which is detailed below.

The font is specified by instantiating the class 'FontMngr'. When a user
requests a font, the font manager checks to see if it has already been loaded. If
this is the case, it only returns the address of the font object to the user. If not, it
loads the appropriate font by reading the font file on disk and returns the address
of the object to the user. For example, '[FontMngr courl2x20};' returns the
address of a font of 12 by 20 of ‘courrier' type. Note that this class has only
factory methods as there should be only one FontMngr instance -concerning one
particular font- present in the system.

Usually we use RMGView factory methods to create an RMGString and then
set all the parameters such as the string, the color, the font, etc, using instance
methods. Note that if no font is specified, the RMGString is not displayed. Note
also that if the string is too large for its superview, it is clipped accordingly.

7.3.3. Instance methods

RMGString implements about 30 different instance methods. Among these,
one can find, as for Envir, methods that are implemented in RMGView but which
are redefined considering the particular purposes of the class.

7. By proper we mean instance variables not inherited through the inheritance chain
8 . This class is briefly detailed in the next point
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Among the principal ones, we can find 'color:(int)' which enables the user to
set the color of the displayed string itself. Note that this method does not redraw
the string after having changed the color, this is the user's responsibility.

We can also find 'font:(id)' which enables the user to set the font of a string.
As for ‘color:', this method does not redraw the string after having made the
transformation.

The most important one is of course 'string:(char*)', which enables the user to
specify the string to be displayed. The argument of this method is a C pointer to a
memory zone containing the string itself. Note that this string must be a NULL
terminated string; in C that is a string terminated by the \o' character. If the user
changes the length of this string without issuing a 'string:' method to the
RMGString instance, the displayed string keeps the original length, thus clipping
the newly displayed one. This resizing of the string can be done with the 'resize’
method, which updates the internal instance variable representing the string
length.

RMGString provides also some methods to alter the position of the string in its
superview. 'center' and '‘centerV' are two of them. These two methods enable
the user to respectively center horizontally and vertically the RMGString's string
in its superview. 'scroll:(int):(int)' is yet another one which takes two integers as
parameters. These integers represent the modification of the location of the
string, in pixels, by which it will be moved to the right-hand side and upwards.
‘dataOrigin: (int):(int)' specifies which is the location of the lower left corner of
the string in regard of the lower left corner of its superview.

This class implements also a method, 'erase’ that enables the user to erase the
string from the screen.

'horFill:(BOOL)' is a method taking a boolean as parameter. If this parameter
is set to TRUE, the background color of the RMGString extends to the right and
left edges of its view. The default situation is that the particular background color
is only set where the characters are.

Note that as the majority of these methods do not redraw the screen after
having been used, it is necessary to use either the 'redraw’, 'show' or 'update’
method. The latter being a method which purpose is to erase and redraw the
string on the screen.

As example of RMGString we can extend example 7.3 :

+ newln: anEnvironment

{
id aView, bView, aString; [* 1%/
self = [RMGView  origin: 100: 100 [* 2%/
extent: 200: 200
superview: anEnvironment
bkgd: 1];
aView = [RMGView relative: 50: 25 /%3 %

extent: 100: 100
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superview: self
bkgd: 2];
bView = [RMGView Type: 4 /* 4 %/
extent: 50
superview: aView
bkgd: 0];
aString = [RMGString origin: 325: 100 /*5 %
extent: 200: 200
superview: anEnvironment

bkgd: 11;

[[[[[[[[aString string: "This is an RMGString"] /*6*
font: [FontMngr cour12x20]] /%7 */
color: 0] /* 8 */
bkgd: 2] /*9 %
center] /* 10 */
centerV] /¥ 11 %
horFill: TRUE] /¥ 12 */
show]; [¥13 %

}
Line 1 is the declaration of three local id variables which will contain the
addresses of the subviews we want to create and the address of the new
RMGString instance.
Line 2 is the creation of the view we described in example 7.1. At line 3 we find
the creation of a subview of our principal view. Line 4 is the creation of the

sticky subview we place in the view identified by 'aView', as described in
example 7.3

Figure 7.4 Creation of an RMGString
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Line 5 creates the instance of RMGString using an RMGView factory method and
thus creating a view of 200 by 200 pixels in the environment, at location
(325,100). At line 6 we can see the specification of the string to be displayed:
'This is an RMGString'. It is displayed in a courrier font of 12 by 20 pixels -line
7-, in black -line 8- and with a red background color -line9. Line 10 and 11
center this string horizontally and vertically, while line 12 specifies that the
background color as to be prolonged to the edges of its view. Finally line 13
makes all this appear on the screen (see figure 7.4). (Example 7.5)

7.4. RMGIcon

RMGIcon is a class enabling the user to display icons created with the application
'TconEditor' for example -described in chapter 4.

It is a class that displays a rectangular bit map at a certain place on the screen.
This bit map has a predefined width, height and a position relative to its superview.
This class is a subclass of RMGView, thus inheriting all its instance variables and
various methods.

We first present the different interesting instance variables, then the most used
factory methods and finally the different instance methods.

7.4.1. Instance variables

There are various instance variables in this class, containing some useful
parameters concerning the icon. Among these we can find 'b_width' and
'b_height' which are both integers, designed to contain the dimensions of the
icon. 'pos_x' and 'pos_y' are yet two other variables of type double, which are
designed to contain the location of the icon in its superview.

Another interesting instance variable is 'clip'. It is a boolean which, if set to
TRUE, denotes the fact that the icon image is completely confined by its
superview. Otherwise, it is displayed partially or totally outside its superview.

7.4.2. Factory methods

This class provides the user with about ten different factory methods. These
methods are designed to cope with the creation of an RMGIcon instance
containing an icon. This icon can use the same data file format as in RMG or any
other. The instances are designed to cope directly with files or with an
'TconModel' instance. IconModel® is a class enabling the user to build a model of
an icon without displaying it; this model stores the minimum attributes of the
IconModel instance.

'makeFromModel:(id) in:(id)' is a method that creates an RMGIcon instance
from an IconModel instance specifying also its superview as second parameter.

9 : Examples of use of RMGIcon and IconModel are given in a following chapter
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Another factory method of RMGIcon is ‘'makelconFrom:(char*) in:(id)’
which creates an icon from a data file -passed as first argument- and displays it in
the specified view -passed as second argument. In addition to this the user has to
specify the location where the icon has to be displayed, combined with the 'show'
instance method in order to make it appear on the screen. For example :

id mylcon; /¥ 1%

mylcon = [RMGIcon makelconFrom: "./mylconFile.icon”
in: aView]; /%2 */
[[myIcon dataOrigin: 10: 10]
show}; [* 3%/

Line 1 defines the variable of type id which will contain the address of the
RMGlIcon instance.

Line 2 is the instantiation of the RMGIcon class with '/mylconFile.icon' as file
name and 'aView' as superview, assuming that 'aView' is a variable containing the
address of an already existing view.

Finally, line 3 specifies the location where the icon has to be displayed in its
superview -(10,10)- and requests the RMGIcon instance to be displayed -through
the 'show' method. (Example 7.6)

7.4.3. Instance methods

Few instance methods are provided in this class, among which one can find a
certain number of them that manages the obliteration, showing, etc, of an icon.

For example, 'show' and 'erase’ respectively displays and erases an icon on and
from the screen.

‘overlay’ is a method enabling the user to display on the screen only the non-
zero data bytes of the bit map. The result is that whatever is under the icon is
seen where the bytes of the bit map are set to zero.

'clip:(BOOL)' is an instance method enabling the user to set the clip state of an
icon within its superview. This method takes a boolean as argument. This means
that if the passed argument is TRUE, the icon will be clipped to its superview
bounds.

Two methods enable to scroll the icon respectively horizontally and vertically :
'scrollx:(int)' and 'scrolly:(int)’. They both take as argument an integer which
specifies the amount of pixels by which the icon has to be moved.
'dataOrigin:(int):(int)' is the method to be used in order to specify the location -
represented by the two integer arguments- of the icon in its superview. Note that
this last method does not update the screen, so the user has to send the RMGlIcon
instance a message containing the 'update' selector. The method 'width:(int)
height:(int)' changes the width and height of the icon; the two arguments are of
integer type.
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7.5. Summary

We presented in this chapter four basic classes shipped with RMG:

- RMGView;
- Envir;

- RMGString;
- RMGIcon.

We described some of their basic characteristics in order to accustom the user
with this type of class. We saw that RMGView was the foundation of most RMG
classes and that its purpose was the management of the overall screen. We saw also
that the windows resulting of its instantiation were organized in a superview-subview
hierarchy.

For Envir, we saw that it was the background for each new application being
created in the environment and that its goal was to provide the user with all the
means to control the state of the mouse. .

We talked about RMGString and said that it was a class designed to display
strings within views, providing at the same time every possible means to manipulate
these strings.

Last we said that RMGIcon was a class enabling the user to display icons under
the shape of bit maps.
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In this chapter we introduce some new notions about programming in RMG.
These new notions will help the user design some actions for an application (8.1) or
build a menu (8.2). It also shows the user how to cope correctly with the mouse,
how to iconize an application's window and finally how to use an entirely new
concept : the active collection (8.3).

8.1. The actions

We see in this part what is hidden behind the word 'action' in RMG and what it
means in this environment.

We talked of actions earlier without explaining exactly what it was. We said that
it was something that could change the current state of the application and that
was performed when the user clicked on an icon, on a button or selected a menu item
in a menu. The 'something’ that can change the current state of the application is in
fact

- a C function defined by the user;

- a method defined by the user;

- a method contained within an RMG class;
- an already defined RMG action.

C functions are defined using the standard C syntax. This is usually done between
the part declaring the instance variables and the part defining the different methods.
Note that this order has no particular importance, it is just respected in order to keep
a certain clarity in the classes.

User methods are defined as explained above. While methods defined in RMG
classes are already present in these classes.

Along with this, RMG provides already defined actions, as for example :

- 'moveViewAction' which moves a view in the environment;
- 'quitProgAction’ which stops the execution of an application;
- etc.

These actions can either be linked to instances of the 'RMGView' class or to
instances of subclasses of RMGView. They can also be linked to menu items, this is
analyzed in point 8.2.

8.1.1. C functions

C functions must be declared somewhere as the code to be executed when a
particular icon or button is clicked on. This process encompasses several steps.
Note that these functions are always defined as 'static' functions in order to
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suppress possible name conflicts between the functions defined in the class and
other functions included through header files.

Let us first see which are the different steps involved in this process. We will
then explain why it is so.

The first step in the process is to objectify this function using the class
‘RMGAction' and the 'mewFuncAction:(<function name>)' factory method
within this class. This is done once and for all in the 'newIn:' method. The
following lines give an example of C function 'objectivation’ :

static id <variable name> = NULL; /¥ 1%

if (<variable name>) [* 2 */
<variable name> = [RMGAction
newFuncAction:
<name of C function>];
/* 3%

Line 1 is the definition and the initialization to NULL of the variable which will
receive the address of the new RMGAction's instance; this declaration is done as a
global variable definition, so before the '@requires' clause.

Line 2 checks if the variable has already a value different from NULL, if this is
the case line 3 is skipped. If not, at line 3, the variable takes the value of the
RMGAction instance's address. If we take an example, we could have :

static id myFunctionAction = NULL;

if (!myFunctionAction)
myFunctionAction = [RMGACction
newFuncAction:
myFunction];

Assuming that 'myFunction' is a C function previously defined.  (Example 8.1

The second step is to store the address of the objectified C function in an
instance variable inherited from RMGView: 'myAction’. This is done using the
instance method ‘idAction:(id)', which is also inherited from RMGView, at the
instantiation of the view or the icon. It is of type :

[...[RMGView origin: ...] ...
idAction: <variable name>];

-in the case of a view-
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[...[RMGIcon makelconFrom: ...] ...
idAction: <variable name>];

-in the case of an icon-

If we extend example 8.1, we have :

static id myFunctionAction = NULL;

if (!myFunctionAction)
myFunctionAction = [RMGAction
newFuncAction:
myFunction];

[...[RMGView origin: ...] ...
idAction: myFunctionAction];

-in the case of a view-
static id myFunctionAction = NULL;

if (!myFunctionAction)
myFunctionAction = [RMGAction
newFuncAction:
myFunction];

[...]JRMGIcon makelconFrom: ...] ...
idAction: myFunctionAction];

-in the case of an icon- (Example 8.2)

The explanation of all this is contained within the mechanisms of RMG
themselves and in one of RMG conventions : the left-hand side button of the
mouse is for clicking on objects. When the user depresses the left-hand side
button of the mouse, a message containing the selector leftButtonDown'! is sent
to the environment, which is an instance of the 'Envir’ class.

The result is that the environment tries to find the top view under the RMG cursor
and sends it a message containing the 'action’? selector.

The view receives the message and performs the 'action’ method. The result is the
sending of a message containing the ‘'performWith:(id)? selector to the
RMGACction instance which address is contained into the 'myAction' instance
variable of the view that has been clicked on; while the argument passed to this
method is the address of the view itself.

1': This is a method implemented in the Envir class
2 This is a method implemented in the RMGView0 class
3 . This is a method implemented in the RMGAction class
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This method, when executed, calls the installed C function, causing its execution.
This C function takes as parameter, the address passed to the ‘performWith:'
method as argument. The process is shown at figure 8.1 (inspired of
[WEGENER, 90] p.42).

M Top window undes

User U Environment RMG cursor

A I e
left mouse butto:

l M

U : User request F RMGAction’s
M : Message sending C-function | < instance

F : Function call performWith:

Figure 8.1 Reaction to the depression of the left mouse button
in case of an action represented by a C function

A problem appears with these C functions : the arguments. The principle of
objectified C functions in RMG is that if an argument is defined within the
declaration of the function, it can not be anything else than the address of the
view to which is linked the function; so we have :

static myFunction(aView) id aView

{

}
where 'aView' will be the variable containing the view's address to which the
function is linked.

The C functions linked to views pose another problem. It is impossible to
access directly an instance variable from inside a C function, other than the one
passed as argument.

For example, if 'aView' is an instance variable containing the address of a
subview of an application's window and that 'aView' is passed as argument to the
C function 'myFunction’, it is impossible for the user to access directly, inside
'myFunction’, the address of the application's window contained in the 'self'
variable.

To solve this problem, the user has two possibilities. The first one is to store 'self’
in aView's viewlcon instance variable and reference it by issuing the message :

[aView viewIcon];
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or by using the C syntax :

aView->viewlcon

The second solution is to use the subview-superview hierarchy, by using the
'superview message'. In our case :

[aView superview];

8.1.2. Methods

The methods must, as the functions, be declared as the code to be executed
when a particular icon or button is clicked on.

The first step is to create an instance of a class 'RMGActionl' using its
'sel:(char*) rec:(id)' factory method. This is an instance which keeps track of the
receiver and of the selector contained in the message to be sent to this receiver,
when the instance receives the message containing the selector 'performWith:';
these two parameters are stored into two instance variables, namely 'selectorl’
and 'receiverl' . As for the functions this need only be done once, therefore it is
usually done in the 'newlIn:' method. It takes the shape :

static id <variable name> = NULL; /1%

if ('<variable name>) [*2 %
<variable name> = [RMGActionl sel: "<selector
name>" rec: <receiver's
address>]; /¥ 3 %/

Line 1 is the definition and the initialization to NULL of the variable which will
receive the address of the new RMGActionl's instance; this declaration is done as
a global variable definition.

Line 2 checks if the variable has already a value different from NULL; if this is
the case line 3 is skipped. If not, at line 3, the variable takes the value of the
RMGAction1 instance's address.

For example :

static id myMethodAction = NULL,;

if (ImyMethodAction)
myMethodAction = [RMGAction1 sel:
myMethod
rec:
aView];
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In this case we assume that 'aView' is the instance of the class that implements the
method ‘myMethod'". (Example 8.3)

The second step is the same than for the C functions, thus the storage of the
RMGAction] instance's address into the 'myAction' instance variable -see point
8.1.1.

The explanation of the mechanism is the same than for the functions except
that the RMGActionl instance sends a message containing the stored selector -
thus stored into 'selectorl’- to the instance which address is stored into ‘receiverl’
(see figure 8.2 inspired of of [WEGENER, 90] p.42).

Top window undes

User U Environment M RMG cursor

%/ ” | leftButtonDown "| action
left mouse b
l M
U : User request . M RMGAction’s
eceiverl ;

M : Message sending ' < e

selectorl performWith:

Figure 8.2 Reaction to the depression of the left mouse button
in case of an action represented by a method

8.1.3. RMG actions

For RMG actions, the process is simpler. One has just to specify the name of
the action, using the ‘idAction' method. For example :

[...[RMGView origin: ...] ...
idAction: quitProgAction];
-in the case of a view-

[...[RMGIcon makelconFrom: ...] ...
idAction: quitProgAction];

-in the case of an icon-
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8.2. The menus

As it was often said, menus are one of the basic communication means between
the user and the application, in the RMG environment. The principle of a menu is to
enable the user to select a menu item in order to change the current state of the
application; this is done by 'making the application execute' an action. This implies
in our case that the menu has to send messages to the application, in order to reply to
the menu item selection made by the user. These menus are present in almost every
application under different shapes :

- pop-up menus;
- fix-menus.

The first ones are the traditional ones for which RMG provides some classes in order
to implement them. In short, they are menus appearing at depression of the right-
hand side button of the mouse by the user. They can contain as many menu items as
necessary; if these items do not all appear at once in the menu, a simple mouse
motion -up or down- enables the menu to scroll, hence the hidden menu items to be
displayed. These menu items can hide submenus, appearing when the user drags the
mouse rightward. Menu items of these submenus can also hide other submenus, thus
enabling the user to combine as many submenus as desired or needed.

The second type was designed by COLOS members at Kiel's University*, namely
Uwe Heimburger and Detlev Wegener. This type of menu (see figure 8.3) is an
independent window which has as superview the environment itself and which is
linked to an application's window. These menus contain some subviews which when
clicked on activate a particular action or change a simulation's parameter value.
Note that multiple fix-menus can be linked to a particular application. These menus
can be created using the class 'FixMenu'.

Figure 8.3 Example of fix-
menu

4 : Precisely at the Institut fiir die Pidagogik der Naturwissenschaften an der Christian-Albrechts Universitit zu
Kiel, under the supervision of Dr. Hermann Hértel
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We only describe the creation of the first sort of menus, as it is the principal one

in RMGS,

8.2.1. The specification of a menu

The specification of a menu for an application consists in the building of a
class -the menu class- which is part of the set of classes composing this
application. So an application's menu is the instantiation of a class and is so an
object itself. As we saw in chapter 6, this class is instantiated once at the
instantiation of the master-class -in the 'delayInit' factory method.

As for each class defined in RMG, some particular items are required in a
menu class definition. We will start by expressing one convention usually
adopted by all RMG programmers : the name of the menu class is the name of the
application -and so of its master-class- preceding 'MTree'. For example the menu
class of an application 'MyApp' is MyAppMTree'.

A menu class description begins like each other class description with the
header files. In this case the three traditional header files -'objc.h', rmg.h' and
'envir.h'- are still compulsory. Then follows the '@requires’' clause listing all the
classes used in the menu class, except the superclass.

Then comes the declaration of global variables with an obligatory one:

static id onlylInstance;

This is the declaration of the variable which will receive the address of the only
instance of the menu class.

This is followed by the definition of the class name, of its superclass and of the
message groups:

= <application name>MTree: EnvMTree (<user message group>,
working, RMGVW,
Collection, Primitive)

As an application's master-class had to be subclass of 'Envir', the class defining
the application's menu must be subclass of 'EnvMTree' which is the class
defining the main menu associated to the 'Envir' class.

After this are defined the instance variables and the various methods. Among
these methods, one must include two factory methods called : 'delayImit' and
'getlt'. 'delaylnit' initializes various items needed by the menu and is the place
where the menu is constructed, where the actions for each menu items are
defined. We give here a short template of this method, which is further detailed

5 ; If the reader is interested in the second sort of menus, we advise the reading of [HEIMBURGER, 90] pages

39to 52
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later :
+ delaylnit
itatic BOOL beenHere = FALSE; /¥ 1%/
if ('beenHere) /* 2 %/
éeenHere = TRUE;
self = onlylInstance = [self new]; /¥ 3%/
rootMenu = [<creation of the root menu>]; /* 4 */
[...[rootMenu <creation of a menu items>]...];/* 5 */
‘[‘....[rootMenu <creation of a menu items>]...];
return <}application name>MTree;
}
Line 1 declares a local variable that will be used to check that the menu has been

created once and only once; this is done at line 2.

Line 3 creates the instance of the menu, where 'self' and 'onlylnstance' both
receive the address of the newly created menu.

Line 4 is the construction of the root menu where the variable ‘rootMenu' is an
instance variable inherited from 'EnvMTree'.

From Line 5 and downwards, the menu items are defined. We see in point 8.2.2.
which are the classes one can use in order to construct the menu, define the menu
items and thus replace '<creation of the root menu>' and '<creation of a menu
items>' in the template above.

'getlt' is a factory method which goal is to return the variable '‘onlylnstance’
which contains the address of the newly created menu. It is of type:

+ getlt
{

return onlyInstance;

}

The class description is of course terminated by the '=:' sign.

Once the class as been defined, one must not forget to include it in the
makefiles and 'mainClass.m' file as explained in chapter 6.
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After this, the more important stays to do. One has to link the menu to the
application itself. This is done in the master-class' 'delayInit' and ‘extraNewIn'
methods -see chapter 6-, where one can find :

+ delaylnit
{
static BOOL beenhere = FALSE;

if (!beenHere)
{

if (self == <class name>)
{

[<menu class> delaylInit];
beenHere = TRUE;

}

else
[<class name> delaylnit];

}

return self;

}

In this case, the only instantiation of the menu is asked with : [<menu class>
delaylnit];".
'extraNewIn' is of type :

- extraNewIn: anEnvironment

{
[self showAll];
menuTree = [<menu class> getlt];

return self;

}

where the address of the menu's instance is returned with '[<menu class> getlt]’
and stored in the instance variable 'menuTree' inherited from 'Envir'.

We said earlier that an application could have only one menu. This is entirely
true but must be clarified a little bit more by saying that a view can have only one
menu. As the application's window is a view, it can dispose of one menu for
itself; this menu is called the application's menu. But as the application's window
contains probably one or many other subviews which are independent instances of
a class, these subviews can have also their own menus.

We give in table 8.1 a summary of what has been said of a menu class.
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#include "objc.h"

Header #include "rmg.h"
Files #include "envir.h"
[#include "<other header file name>"J*
C variables
declaration Declaration of global variables

Declaration of
classes used

@requires <class name> [,<class name>/*

Class name
declaration

= <class name>: <superclass name> (
<personal message
group>, RMGVW,
Primitive, Collection,
[,<other message

groups>J*)

Instance variables
declaration

{

Declaration of instance variables

}

Definition of

C functions Definition of functions
+ delaylnit
Methods {...}
definition
+ getlt
{...}
End of class
description =

Table 8.1 What has to be included in a menu class description
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8.2.2. Which class can be used ?

We can find two interesting classes to be used to create a menu :

- RMGMenu;
- RMGMenul,

The first one, 'RMGMenu', is a subclass of RMGString, which instance is
composed of RMGStrings of same dimensions, one on top of the other and
surrounded by a border. It represents a one level menu composed of a collection
of menu items. We saw examples of these menus when describing applications in
chapter 4.

It has a certain number of instance variables among which the most interesting
are :

- 'iten_number’;
- 'receiver’'.

The first one is an integer variable designed to store the number of menu items
that composes the menu. The second one is an id variable which is designed to
store the address of the receiver. This receiver is the instance of the class to
which the menu is linked.

RMGMenu provides also a few factory methods, among which
'char_wide:(int) items:(int) font:(id)' is the most often used. This method
creates an instance of RMGMenu which has a certain width, measured in
characters, a certain number of menu items and which is displayed in a particular
font.

For example :

rootMenu = [RMGMenu char_wide: 10

items: 3
font: {[FontMngr
courl12x20]];

creates a menu of 3 menu items, this menu is of 10 characters wide and the menu
items are displayed in the 'cour12x20' font. The address of the new instance is
stored into 'rootMenu' as explained in point 8.1.1. (Example 8.4)

Once the menu has been instantiated, one must also create each menu item
using instance methods. The most 'popular’ one is 'at:(int) putStr:(char*)' which
enables the user to place a string at a particular place in the new instance of
RMGMenu.
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For example, if we extend example 8.4, we can have :

rootMenu = [RMGMenu char_wide: 10
items: 3
font: [FontMngr cour12x20]];
[rootMenu at: 0
putStr: "!! QUIT !!"];
[rootMenu at: 1
putStr: "Start"];
[rootMenu at: 2

putStr: "Stop"]; (Example 8.5)

There are many other instance methods enabling the user to access the instance
variables defined in this class. And it is of course possible to utilize every
RMGString methods, RMGMenu being one of its subclasses, along with all the
other methods present in RMGMenu.

'RMGMenul' is a subclass of RMGMenu. It is a class enabling the building of
systems of hierarchical menus. It enables the creation of menus having menu
items hiding a submenu at its right, as seen in a preceding chapter. Thus the great
advantage of RMGMenul on RMGMenu is that it enables the preview of
submenus when the RMG cursor is in the right 4/5 part of the menu item.

Its use is pretty much the same as that of RMGMenu and all the methods
implemented in this last class can be of course used from RMGMenul. The only
difference is the presence of submenus whose addresses are stored in the viewlcon
instance variable of the menu item -as it is an RMGString. This is possible, an
RMGMenu instance being a sort of array, each slot containing the informations
concerning one menu item -thus the informations concerning one RMGString
instance. Note that the 'viewlcon' variable is aliased 'subMENU'; this is also the
case for the method enabling to access its value, 'viewIcon', which is aliased
'subMENU' or the method enabling to change its value, 'viewlcon:', which is
aliased 'subMENU:(id)".

For example we can transform example 8.5 to suppress the two menu items 'Start'
and 'Stop' from the main menu and transport them to a submenu hidden at the
right of a menu item 'Action >':

aSubMenu = [RMGMenul char_wide: 10 /¥ 1%/

items: 2
font: [FontMngr
courl2x20]];
[aSubMenu at: 0 [¥2 %
putStr: "Start"];
[aSubMenu at: 1 /%3 %/

putStr: "Stop"];
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rootMenu = [RMGMenul char_wide: 10 /* 4 */

items: 2
font: [FontMngr
courl2x20]];
[rootMenu at: 0 /¥ 5%
putStr: "1 QUIT !!"];
[[rootMenu at: 1 /*6 *

putStr: "Action >"]
subMENU: aSubMenu];

where 'aSubMenu' is a newly defined instance variable of type id which will
contain the address of the new submenu.

Line 1 defines the new submenu using the same 'principles' as for RMGMenu;
while lines 2 and 3 define the menu items of this submenu.

Line 4 defines the main menu with only two menu items -..."items: 2'...- and as an
instance of RMGMenul.

Lines 5 and 6 define the two menu items of the main menu, with at line 6 the
specification of the submenu of the 'Action > menu item. When the user 'calls’
this submenu on the screen, the menu will appear as shown at figure 8.4.

(Example 8.6)

il QLT IR

Seare
Stop

Figure 8.4 Main menu with a submenu
hidden at the right of the 'Action >' menu
item

8.2.3. Actions in a menu

In this part we talk of the actions that have to be linked to each menu item.
Each menu item is usually linked to a particular action; 'usually' because some
menu items hiding a submenu do not obligatorily need to have an action linked to
them. Now we need to know how to define these actions for a menu item.
As for the actions defined in point 8.1, actions linked to menu items can be :
- C functions;
- methods;

- RMG actions.

We are going to describe them one after the other.
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The C functions are described in the menu class itself and must be also
objectified. This is done as explained above but in our case in the menu class
'delaylnit' factory method :

static id <variable name> = NULL;

+ delaylnit
{

if ('<variable name>)
<variable name> = [RMGAction
newFuncAction:
<name of C
function>];

As we can see the process is exactly the same as for C functions representing
actions linked to views or icons.
For example :

static id myFunctionAction = NULL;

+. delaylnit
{

if (!myFunctionAction)
myFunctionAction = [RMGAction
newFuncAction:
myFunction];

(Example 8.7)

The second step concerns the linkage of these objectified C functions to menu
items. This is also done through the ‘idAction:' method; indeed, we must
remember that RMGMenu is a subclass of RMGString which is subclass of
RMGView. If we merge example 8.6 and example 8.7, it looks like :

static id myFunctionAction = NULL,;

+. delayInit
{

if (!myFunctionAction)
myFunctionAction = [RMGAction
newFuncAction:
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myFunction];

aSubMenu = [RMGMenul char_wide: 10
items: 2
font: [FontMngr
cour12x20]];
[[aSubMenu at: 0
putStr: "Start"]
idAction: myFunctionAction];
[aSubMenu at: 1
putStr: "Stop"];

rootMenu = [RMGMenul char_wide: 10
items: 2
font: [FontMngr
cour12x20]];
[rootMenu at: 0
putStr: "1 QUIT !!"];
[[rootMenu at: 1
putStr: "Action >"]
subMENU: aSubMenu];

}...

where the action represented by 'myFunctionAction' has been linked to the menu
item 'Start' in the submenu 'aSubMenu'. So when the user selects this menu item,
the C function 'myFunction’ is executed. (Example 8.8)

For methods, the process is simpler. They are defined inside the class to which
the menu class is linked. In order to link these methods to particular menu items,
a class called 'MTreeAct' is used. If the menu item is selected, the instance of
‘MTreeAct' sends a message containing the desired selector to the desired
receiver. The desired selector is specified using MTreeAct's 'sel:(char*)' factory
method.

It is of type :

[...[<menu name> at: ...]...
idAction: [MTreeAct: "<method
name>"]]

K
where '<method name>' is the name of the method one wants to be executed when
the menu item is selected. If we extend example 8.8, we have :

static id myFunctionAction = NULL;

+ delaylnit
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{

if (ImyFunctionAction)
myFunctionAction = [RMGAction newFuncAction:
myFunction];

aSubMenu = [[RMGMenul char_wide: 10
items: 2
font: [FontMngr
courl2x20]]
APPL: self];
[[aSubMenu at: 0
putStr: "Start"]
idAction: myFunctionAction];
[[aSubMenu at: 1
putStr: "Stop"]
idAction: [MTreeAct sel:
"'myMethod'']];

rootMenu = [RMGMenul char_wide: 10
items: 2
font: [FontMngr
courl2x20]];
[rootMenu at: 0
putStr: "!! QUIT !!"];
[[rootMenu at: 1
putStr: "Action >"]
subMENU: aSubMenu];

=

In this case, the reader notices that something has been added to the definition of
the submenu ‘aSubMenu', for instance 'APPL: self'. This is done in order to set
up a link between the menu and its application so that the receiver of the message
defined by 'idAction: [MTreeAct sel: "myMethod"]' is correctly known; this is
required by RMG. (Example 8.9)

Note that other classes are available to the user in order to link methods to menu
items. For example 'MTreeActOne' enables the user, through the 'sel: (char*):
(char*)' factory method, to specify the method to be executed so as an argument
that has to be passed to this method®.

RMG actions are simpler to link to menu items. This is done by simply using
the 'idAction:' instance method followed by the name of the action.
For example, if we extend example 8.9, we can have :

static id myFunctionAction = NULL;

6 . For further informations on MTree ActOne, the reader will consult [HP, 89] p. MTreeActOne
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+ delaylnit
{

if (!myFunctionAction)
myFunctionAction = [RMGAction newFuncAction:
myFunction];

aSubMenu = [[RMGMenul char_wide: 10
items: 2
font: [FontMngr
courl2x20]]
APPL.: self];
[[aSubMenu at: 0
putStr: "Start"]
idAction: myFunctionAction];
[[aSubMenu at: 1
putStr: "Stop"]
idAction: [MTreeAct sel: "myMethod"]];

rootMenu = [RMGMenul char_wide: 10

items: 2
font: [FontMngr
cour12x20]];

[[rootMenu at: 0
putStr; "!! QUIT !!"]
idAction: quitProgAction];
[[rootMenu at: 1
putStr: "Action >"]
subMENU: aSubMenu];

- (Example 8.10)

Note that there are particular things one must include in an application's main
menu under the shape of menu items. These things depend highly on the
application itself and on the wish of the programmer.

One menu item that is almost compulsory is the one enabling the user to quit
the application. In this case there are two possibilities :

- use the 'quitProgAction’;
- define a new method.

The first possibility is the simplest and has been illustrated in the preceding point.
The second one is the solution the programmer chooses if he wants to do
additional things while quitting the application; for example, display something
special on the screen. Anyway in this case the programmer has to send the
master-class a message containing the 'quit_app' selector which is an instance
method implemented in Envir.
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The other menu items present in a menu are entirely the choice of the
programmer. He can design his own menu items, creating new C functions or
methods.

Many classes in RMG are designed to implement menus for particular
purposes. For example 'FileMTree' is a class implementing a menu for
applications using files, it provides menu items that enable to access a file
browser, the possibility to load and save files, etc. This class is a subclass of
'EnvMTree' and can be used as superclass to design an application's menu class.

8.3. Additional features

We see in this point three additional features of RMG which are accessible to the
programmer and can be of a certain use in some cases. The first one concerns the
mouse. The second one concerns the possibility to iconize an application. Finally,
the last one concerns the active collection.

8.3.1. The mouse

This is a short tip concerning the mouse and a particular class: Mouse'.

The 'Mouse' class is a driver for the HP mouse, which implements only factory
methods. Among these methods two of them can be of particular interest if one
wants to get the exact location of the mouse on the screen -so the exact location of
the RMG cursor- and the state of the mouse buttons. These two methods are :
‘change: (int*):(int*)' and 'getButtons'.

'change::' is a method enabling the user to store the x and y coordinates of the
RMG cursor into two integer variables. Note that the two integer arguments
which are passed to this method are pointers so that the instance can directly write
the values into them. So we could have :

int x,y;

[Mouse change: &x: &y];

or
int *x,*y;
[Mouse change: x: y];

These two versions are different only by the fact that the two variables are defined
differently ‘playing’ on the C syntax. (Example 8.11)

The second method, 'getButtons’, returns the last button state of the mouse.
This method must be absolutely used in combination with 'change::" as the mouse
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state returned will correspond to the last inquiry about mouse position changes.
So if one wants to have the current state of the mouse buttons, he has to send the
message :

mouseState = [[Mouse change: &x: &y]
getButtons];

where 'mouseState’, 'x" and 'y' are three integer variables. The final return value
of this message is an integer between 0 and 3 stored into 'mouseState’, where :

0 = no buttons down
1 = left button down
2 =right button down
3 = both buttons down

8.3.2. Iconizing an application

Being able to iconize’ an application appears to be very useful in some cases;
mainly if one uses many applications at the same time, it enables him to 'suppress'
one of them temporarily.

The process of enabling an application to be iconized is separated into two
parts. The first part concerns the creation of a ghost object. A ghost object is an
instance of the class 'Ghost', which is the representation of the application on the
screen when it is iconized; this representation is made of a small red rectangle
with a string inside it usually representing the name of the application®. This
instance enables the application to reappear when the icon is clicked on. Note
that this class is a subclass of RMGView so inheriting of all its features. Note
also that the instantiation of this class is usually done in the 'extraNewIn:" method
and uses the 'stringGhost:(char*) In:(id)' 'Ghost' factory method. It has the
shape :

viewIcon = [[Ghost stringGhost: "<a string>" In: <a view name>]
viewlIcon: self];

where '<a string>' is the string the programmer wants to see in the icon and '<a
view name>' is the variable containing the address of the superview in which the
programmer wants to see the icon appear. Usually the superview specified is the
environment itself®. 'viewIcon: self' is there to specify which application must be

7: We recall that by 'iconizing', we mean shrinking the application's window to the dimensions of an icon,

somewhere on the screen

8 : 'Usually' because this string is specified by the programmer and so can be anything wanted

9 : Recall that the environment's address is contained in the variable which is the argument of the 'extraNewIn:'

method
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iconized. The address of this Ghost instance is stored in the application's master-
class viewlIcon instance variable.
For example :

viewlIcon = [[Ghost stringGhost: "myApplication”
In: anEnvironment]

viewlcon: self];
(Example 8.12)

The second step is to provide for the user a button or a menu item enabling
him to launch the iconization. This has to be done by sending to the master-class
a message containing the 'iconize' selector which is a method implemented in the
‘Envir' class. For example in the case of a menu, we could have :

e

[...[<menu name> at; <menu item number>
putStr: "Iconize"] ...
idAction: [MTreeAct sel: "iconize"];

where '<menu name>' is the name of the main menu or the name of a submenu of
this main menu.
In the case of a button we could have ;

id iconize Action = NULL;

if (liconizeAction)
iconizeAction = [RMGAction1 sel: "iconize" rec: self];

'['...[RMGString origin: ...]
string: "Iconize"]

idAction: iconizeAction];

8.3.3. The active collection

The active collection is the solution to a very annoying problem. When the
application enters a loop, the user can not use the mouse anymore. This is due to
the fact that when the environment is started, it enters a quasi-infinite!® loop
designed to manage the mouse; that is :

- check the RMG cursor's location on the screen and update it following the
mouse motions; '
- check the state of the mouse buttons and react according to this state.

10; Quasi-infinite because the environment can be stopped whenever the '!! QUIT !!' menu item is selected in

the application’'s main menu
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Then if an application enters a loop itself, the mouse loop is short-circuited
suppressing the use of the mouse for the user. This is not a great problem if the
loop is finite and stops after a short number of iterations, but if it has to stop after
the user selecting a menu item or clicking on a particular screen object, so using
the mouse, nothing will stop at all.

The solution to this problem is to use the active collection. This collection is a
list, defined as a global variable in the Envir class, which is designed to contain
instance addresses. This collection is used by the environment to send the
instances listed into it, a message containing a predefined selector: 'update’. This
method 'update’ contains the operations that would have been coded inside the
loop one tries to replace.

At the start of the environment, the only instance present in this list is the
environment itself; the other instances listed depend on the needs of the
applications and the desire of the programmer. They can be placed and retrieved
from the list using the two instance methods implemented in the Envir class:
'installActive:(id)' and 'deleteActive:(id)', these two methods taking the address
of the application as argument. One can deduce that an instance receives the
'update message' as long as it is present in the active collection.

For example, if one wants to implement a loop which is entered when the user
clicks on a 'Start' button and which is quitted when the user clicks on a 'Stop'
button, it takes the shape of :

static id startAction = NULL; /¥ 1%
static id stopAction = NULL; /*2 %
id startButton, stopButton; /*3%
static id startFunc(aView) id aView /¥4 %
{
[[aView viewIcon] installActive: [aView viewIcon]];
/¥ 5 */
}
static id stopFunc(aView) id aView /%6 */
{
[[aView viewIcon] delete Active: [aView viewIcon]];
/7 %
}
+ newln: anEnvironment /* 8 ¥/
{
if (IstartAction) /%9 ¥/

startAction = [RMGAction newFuncAction: startFunc];
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startButton = [[[[[[[[[RMGString relative: 50: 25
/ * 10 */
extent: 100: 100
superview: self
bkgd: 2]
color: 0]
font: [FontMngr sysfont]]
string: "Start"]
center]
centerV]
idAction: startAction]
viewIcon: self]
show];
if (!stopAction) /¥ 11 %/
stopAction = [RMGAction newFuncAction: stopFunc];
stopButton = [[[[[[[[[RMGString relative: 175: 25
/* 12 */
extent: 100: 100
superview: self
bkgd: 2]
color: 0]
font: [FontMngr sysfont]]
string: "Stop"]
center]
centerV]
idAction: stopAction]
viewlcon: self]
show];

}
- update /% 13 %

{
loop body

}

Line 1 and 2 define two global id variables initialized to NULL, which will
contain the addresses of the RMGAction instances linked to each buttons -'Start'
and 'Stop' buttons.

Line 3 is the declaration of two instance id variables which will receive the
addresses of each buttons.

At line 4 we find the declaration of one of the C functions; this function is linked
to the 'start’ button -see line 9. This function contains -at line 5- the installation of
the application in the active collection. Note that the address of the application is
accessed through the 'viewlcon' instance variable of the 'Start' view, in which it is
stored at creation -see line 10.

Line 6 is the declaration of the other C function, which is linked to the 'stop'
button and which contains the application retrieval of the active collection at line
7.
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Line 8 starts the definition of the 'newIn:' factory method, which contains at line 9
the objectivation of the 'startFunc' C function.

Line 10 creates the 'start’' button which is an instance of the 'RMGString' class, in
order to insert a string in the displayed view. So it creates a red view of 100 by
100 pixels, situated at relative coordinates (50,25) in the application's window.
Within this view is displayed in black and 'sysfont' font the string 'Start', which is
centered vertically and horizontally within its view. The action 'startAction’ is
then attached to this view, putting also the address of the environment into the
'viewlcon' instance variable.

Line 11 objectifies the 'stopFunc’ C function and line 12 defines the 'stop’ button.
It is red, 100 by 100 pixels and situated at relative coordinates (175,25) in its
superview -the application's window. It encloses a black 'Stop' string, displayed
in 'sysfont' font, centered horizontally and vertically. The action 'stopAction’ is
then attached to this view, putting also the address of the environment into the
viewIcon instance variable. Line 13 begins the definition of the ‘update’ instance

method. (Example 8.13)
8.4. Summary

Our goal in this chapter was to introduce new notions about the programming in
RMG.
The first part concerned the actions. We said that an action was the execution of :

- a C function defined by the user;

- a method defined by the user;

- a method contained within an RMG class;
- an already defined RMG actions.

that could change the current state of the application and that was launched by the
user clicking on an icon, on a button or selecting a menu item in a menu.

Next we saw that these functions or methods had to be objectified using
RMGAction or RMGActionl, in order to be linked to a view using Envir's 'idAction’
instance method.

In the second part, we analyzed the creation of applications pop-up menus, which
are the traditional menus and for which RMG provides some classes in order to
implement them.

We saw that they had to be created through the building of a menu class which
had to :

- be part of the set of classes composing the application;
- be subclass of the 'TEnvMTree' class;
- contain two factory methods: 'delayInit' and 'getlt'.



Chapter 8: New notions about programming in RMG 114

Next, we described which were the classes one could use to create a menu and to
define the menu items, namely 'RMGMenu' and ' RMGMenul'. Last, we described
how to implement actions to be linked to menu items, again using :

- C functions;
- methods;
- RMG actions.

Our last and third part concerned additional features including the mouse, the
iconization of an application and the active collection.

Concerning the mouse, we saw that a class, 'Mouse', existed and could be used to
get the exact location of the mouse on the screen -so the exact location of the RMG
cursor- and the state of the mouse buttons.

Concerning the iconization of an application, we saw that this had to be done in
two steps. The first one was the creation of an instance of the class 'Ghost', which is
the representation of the application on the screen when it is iconized; this
representation is a small red rectangle with a string inside it usvally representing the
name of the application. The second step was to provide for the user a button or a
menu item enabling him to launch the iconizing action through the 'iconize' instance
method of the 'Envir’ class.

Concerning the active collection, we saw that it was the solution to the 'loop
problem', that is the fact that an application enters a loop that short-circuits the
environment loop which checks and updates the RMG cursor's position and state
according to mouse movements, the mouse thus becoming ineffective.




Chapter 9: The Video application

We are going to look at an application we created in RMG for the COLOS
project: the Video application. This will enable us to see more illustrations of what
has been said until now and to discover new things about RMG programming.

The first point is a general description of the application itself (9.1). It is
followed by a description of the application as it is seen on the screen (9.2). The
third point analyses the application in deep (9.3). Next comes a description of all the
new RMG classes we used in this application (9.4). Last we list a certain number of
problems we encountered during the building of this application (9.5).

9.1. General description of the application

The general description of the application concerns three points. The first point
introduces the application itself and explains why it has been created. The second
point describes the hardware used and the hardware requirements. The third point
describes the functionalities of the application.

Note that along these points, we talk about modes, for example 'play mode' or
'still mode'. A mode characterizes the command the video player is currently
executing. So for example if we talk about the 'play mode', the player is thus
currently executing the play command which starts the reading of the disk.

9.1.1. Introduction

We created the Video application at the Christian-Albrechts University of Kiel
for the COLOS project, under the supervision of Doctor Hermann Hirtel. This
application is designed to manage, from the RMG environment, a laser video disc
player directly linked to the HP workstation on one side and to a monitor on the
other side. The pictures on the disc are thus not displayed on the workstation's
screen itself, RMG playing only the role of ‘remote control' for the video player.

The underlying goal of this application is to enable teachers and learners to use
new techniques represented by new medias!, along with the power of the RMG
environment and its simulations. For example, this application enables a learner
or a teacher to use simulation applications while controlling the video player
which displays on a monitor a film of the reality illustrating the current
simulations.

9.1.2. The hardware

The hardware concerns on one side the HP workstation -HP 9000/360 model-
and on the other side a laser video disc player -Pioneer 4200. This video player
has a special output port enabling its connection with a computer's serial port.

1. Video players, video laser disc players, audio players, etc
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The connection between these two entities -the workstation and the player-
requires particular settings, mainly :

- 1200 or 4800 bauds;
- asynchronous;

- 8 bit characters;

- 1 start bit, 1 stop bit.

The communication between the two entities is done using a system of
command and reply; the user sends a command or a request and he receives
back a status or a reply from the player. For example, if the user sends the player
the play command, he receives a status telling if the command has been correctly
performed or not; now if the user sends a request to know which is the disc frame
the player is currently on, he receives a reply containing the frame number.

This command-reply system is coded using the ASCII code. Each command
which can be performed by the video player is coded with ASCII characters
ended by the carriage return -\r'- code. This is also the case when the player
sends data or status to the workstation. For example, if one wants to eject the
player's disc, he has to send the player the string: 'OPRJ\r' where 'OP' stands for
OPening the drawer containing the disc and 'RJ' for ReJection of the drawer. The
user receives back the 'R' character if everything is alright, an error code
otherwise.

Note that the communication between the video and the workstation is done
through a device file created in the Unix operating system environment.

9.1.3. The application’s functionalities

The principal functionality of this application is of course the control of the
video player. It is designed to control it 'basically’, that is :

- starting the player in play mode;
- stopping the player;
- freezing the picture on the monitor -the still mode.

Further, it is possible to enter :

- a forward mode, which plays the disk forward at high speed;
- a backward mode, which plays the disk backwards at high speed.

The user is also able to select a portion? of the disk he wants to work on, by
specifying the starting and ending frame number. It is possible for him to
navigate within this portion using the functionalities exposed above or by using a
scroll bar. This scroll bar indicates the frame the player is currently on and
enables the user to go back and forth to a particular frame number.

2 : We will call this portion: the working area
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An editor window is available for the user if he wants to enter text or remarks
about a working area. The content of this text window as well as all the
parameters of the working area can be saved in a file for later use.

This is thus what the application currently does. We did not have enough time
to implement further functionalities, as :

- the possibility to determine several working areas at the same time, the user
being able to switch from one to another;

- the possibility to open more than one text window for one working area;

- the possibility to link directly this application to a simulation in order to
launch the 'disk playing' automatically when a certain state is reached in this
simulation.

The video player commands which have been used are :

- 'PL\r', which puts the video in play mode;

- 'RI\r', which stops the video player;

- 'ST\r', which puts the video in still mode;

- 'PA\r', which pauses the video;

- "250SPMF\r', which enables the video to be put into fast forward mode;

- 250SPMR\r', which enables the video to be put into fast backward mode;

- "7F\r', which is the command used to send a request to the video asking the
current frame number;

- '1250SEPL\t' -where '1250' stands for a frame number- which is the
command used to make the video read the disk from a certain frame
number, in this case frame number 1250.

Note that if several commands have to be sent one after the other, they must be
sent one by one :

- send the first one;

- wait the reply of the video player -R'™-;
- send the following one;

- etc.

If it is not done this way, the video player is 'lost' and certain commands in the
video player's buffer are erased by other ones.
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9.2. The application on the screen

When one looks at the application on the screen?, he sees a blue rectangular
window containing several things (the user can find a screen copy of the application
in the appendices).

The first thing is the orange title bar containing the 'Video Control' string and
situated at the top of the window. This bar enables the user, when clicked on?, to
move the application's window across the screen.

The second very noticeable thing is the set of six buttons occupying the left side
of the window. These are the buttons enabling the control and management of the
video player. One sees :

- a 'Play’' button, enabling the user to start the video player in play mode;

- a 'Stop' button, enabling the user to stop completely the player;

- a 'Still’ button, which freezes the current picture on the monitor, so making
the video player enter the still mode;

- a 'Fwd' button, which enables the user to play the disk forward at high
speed;

- a '‘Bwd’' button, which enables the user to play the disk backward at high
speed;

- a 'Text' button, enabling to make the text window appear on the screen.

The still mode, forward mode and backward mode can be stopped by clicking again
on the button which makes the player enter this mode. Note that the forward and
backward modes can be entered only from the play mode and that the buttons change
color in order to indicate that they are activated. Note also that the text window can
be erased temporarily from the screen by clicking again on the Text' button; in this
case, the typed-in text is of course kept in the window.

At the right of the window, one can see the scroll bar which is automatically
activated in play mode, moving according to the 'player motions’ on the disk. In this
scroll bar, one can spot several items :

- a graduation;

- tWO arrows;

- a grey vertical scroll bar between these arrows;
- a blue bar inside the grey scroll bar.

Each of these items has a particular purpose. The graduation represents a portion of
the disk frame numbers and is updated following the current position of the player
on the disk.

3 : Note that the application is started by selecting the 'Video' menu item in the 'NEW >' menu item of the
environment's main menu.
4 : When this is the case, the RMG cursor changes its shape
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By clicking on the grey scroll bar, the user switches the player into pause mode; this
stops the player on the current disk position and makes the picture disappears from
the monitor. The user can stop the pause mode by clicking again on the scroll bar.
While in pause mode, the user can utilize the two arrows situated respectively on the
top and at the bottom of the scroll bar, to go forward or backwards on the disk. The
picture is only updated when the pause mode is stopped.

The blue bar within the scroll bar indicates the currently red disk frame; it follows
the player's motions on the disk and is so updated accordingly. When this bar is
moving, the user is able to pick it up -by clicking on it and holding the button down-
and by dragging the mouse up or down the user is able to make the player follow the
mouse motions. During this operation, the player is set automatically in still mode
and reenters the previous mode at the new disk location when the button is released.
Note that this feature can be used while in play or pause mode.

We look now at the application's main menu (see figure 9.1).

Two of the menu items are familiar: '!! Quit !!" and Tcon' which respectively
quits and iconizes the application. The 'Change Buttons' menu item enables the
user to change the buttons strings to icons. For example, instead of having the 'Play’
string in the play button (see figure 9.2 a), one has a button with an icon representing
the play command (see figure 9.2 b).

Begin At >
End At >

Save >
Load >
Change Buttons
icon
I QUIT 11

Figure 9.1 The
Video application

menu

The two following menu items, 'Load >' and 'Save >', enable the user to save or
load files containing working areas parameters. The principle of these two menu
items is that the user has to select them and reveal their submenu which is in fact a
text box where the user is able to type-in the file names.

5 : Note that this mode, as for the buttons, is indicated by the scroll bar changing color
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b.

Figure 9.2 The effects of
the 'Change Buttons'
menu item

The two last menu items enable the user to specify the working area he wants to
work on; 'Begin At >' specifies the beginning of the area and 'End At >’ specifies its
end. This is also done via a box hidden at the right of each of these menu items, into
which the user has to enter the numbers using the keyboard. Note about the working
area, that all the implemented video commands take place inside the specified
bounds. For example, the player starts reading the disk at the value specified by
‘Begin At >' and stops® at the value specified by 'End At >'. If no values are
specified using these menu items, the working area is set to the entire disk.

9.3. The application in deep

Now we are going to look deeper in the application as we have done in chapter 7
for RMG basic classes.

The Video application is composed of two classes :

- Video;
- VideoMTree.

where Video is the master-class and VideoMTree the menu class’.

This part presents first the different interesting instance variables. It is followed
by the presentation of the factory methods and the different instance methods. Next
comes the description of each action defined in this application. After this, we
illustrate what has been said in chapter 8 concerning the mouse, the menus and the
active collection.

9.3.1. Instance variables

There are several instance variables in the master-class which are interesting -
none are present in the menu class. Among these variables we can find six of

6 . If the user does not stop the player before
7 : Note that the reader will find the full code of these two classes in the appendices
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them which are declared as id variables and which contain the addresses of the
different subviews of the application :

- 'topBanner’ will contain the address of the title bar;

- 'scroll' will contain the address of the grey scroll bar;

- 'scrollScale’ will contain the address of the view designed to contain the
graduation;

- 'bar’ will contain the address of the blue bar within the scroll bar;

- 'arrowB' and 'arrowT’ will contain the addresses of respectively the bottom
and top arrows of the scroll bar.

Seven other id instance variables are defined in order to contain the addresses
of the application subviews which represent the command buttons :

- 'play’ will contain the address of the 'Play’' button;

- 'stop' will contain the address of the 'Stop’ button;

- 'still' will contain the address of the 'Still' button;

- 'inpText' will contain the address of the button enabling the text edition
window to appear;

- 'fwd’' will contain the address of the 'Fwd' button;

- 'bwd’ will contain the address of the 'Bwd' button;

- 'ed' will contain the address of the text edition window itself.

The other instance variables are less important for the comprehension of the
class.

9.3.2. Factory methods of the 'Video' class

One can find only two factory methods in the 'Video' class; these are the
classical ones: 'mewIn:' and 'delayInit’. They are detailed one after the other.

'newln:' is the factory method designed to create the application's window and
all its subviews. Within this method are done several things, mainly :

- the creation of the window;

- the creation of the window's subviews;

- the objectivation of C functions to be linked to particular views as actions;

- the initialization of variables;

- the setting of various parameters concerning the connection between the
player and the workstation.

The creation of the window's subviews concerns the creation of the title bar, the
scroll bar and the various buttons composing the application. The objectivation of
the C functions mainly includes the objectivation of functions implementing the
commands to be sent to the video player and functions coping with the
management of the window.
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'delaylnit', in our case is used to initialize the application's menu and initialize
two new RMG cursor for the application.

9.3.3. Factory methods of the 'VideoMTree' class

The 'VideoMTree' class implements also two classical factory methods :
'delayInit' and 'getIt'.

'delaylInit' is the factory method which initializes the menu itself, which is a
menu containing seven different menu items. Four of these menu items hide
submenus. These submenus are in fact boxes enabling the user to type-in a file
name or a frame number value from the keyboard.

'getlt' is simply a factory method that returns the address of the menu
previously created.

9.3.4. Instance methods

In this point we analyze the instance methods of the Video class one after the
other. Note that the VideoMTree class does not have any instance methods.

‘extraNewln' is probably the most important instance method. In our case its
goal is multiple; it is designed to :

- get the address of the application's menu;

- create the Ghost instance in order to be able to iconize the application;

- create the instances which represent the various icons that can be displayed
in the buttons -instead of strings.

It also issues the message '[self showAll]' to the class' instance in order to make
all the views appear on the screen.

iconify' is the method which calls the method 'iconize' in Video's superclass in
order to iconize the application.

'readDevice' is the method used to read the information sent by the video
player into the device file. In this method, two cases are separated :

- if the 'read data' is a number which is not preceded by any letter, then the
data is a frame number;

- if the 'read data' is a letter -different from a carriage return- or a number
preceded by a letter, then the data is an error message.

'moveBar' is a simple method enabling the bar within the scroll bar to be
moved from a certain amount of pixels. This amount is contained in a global
variable; this explains that this method does not require any argument.
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'update’ is the method called periodically by the system when the application
is placed into the active collection. In our case it updates the position of the bar
within the scroll bar when the video is in play mode or in fast forward or fast
backward mode. Three cases are separated :

- the video is in play mode or fast forward mode and then the bar's position is
simply updated and moved of a certain amount. This amount is calculated
by subtracting the previously red frame number from the current frame
number;

- the bottom of the working area is reached, the only possibility is to stop the
player;

- the start of the working area is reached when the player is in fast backward
mode, the only possibility is to stop.

'startRun’ and 'stopRun’' are two methods which respectively installs and
retrieves the application from the active collection.

'‘buttonFace:(id) colorl:(int) color2:(int)' is a method?® that enables to create
shaded buttons on the screen, as seen in figure 9.2. This method takes three
arguments. The first one is the address of the view which has to be converted
with the method. The second and third ones are the two colors which will be the
border colors of the button.

initScale:(id) low:(int) high: (int)' initializes the graduation of the scroll bar.
This initialization is done into the view specified as first argument. The two
following arguments specify the bounds of the scaling. Note that in this method,
eight different instance variables are used to hold the addresses of the instances
representing the graduation's numbers. This solution was chosen because we had
problems at execution when we tried to store these addresses in an indexed
variable.

'scale:(id) low:(int) high:(int)’ enables to rescale the graduation. This is done
in the view specified by the first argument and the rescaling is done from the
integer specified as second argument to the integer specified as third argument.

'testScrIPnt' is a method which tests the location of the bar within the scroll
bar. Two cases can be considered :

- the bar is at the end of the scroll bar and is going down. In this case, if the
end of the working area is not reached, the scroll bar is rescaled downwards
and the bar is reset to the beginning of the scroll bar;

- the bar is at the beginning of the scroll bar and is going up. In this case, if
the beginning of the working area is not reached, the scroll bar is rescaled
upwards and the bar is reset to the end of the scroll bar.

8 : This method was designed by Uwe Heimburger and Detlev Wegener at the Kiel's University for their work in
the COLOS project and is widely used nowadays by COLOS programmers
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'‘posOnDisk’ enables a frame number to be transformed into a string in order to
send it to the video player with a particular command. This is used mainly to
position the player on a particular frame.

'input:(char*)' is the method used to set the starting point of the working area.
It is called from the menu after entering a string composed of numbers at the
'‘Begin At >' menu item; this string is passed to it as argument and is transformed
into an integer.

‘output:(char*)' is the method used to set the end of the working area. It is
also called from the menu after entering a string composed of numbers at the 'End
At >' menu item; this string is passed to it as argument and is transformed into an
integer.

'saveFile:(char*)' is the method called from the menu enabling the user to save
all the parameters concerning a working area and the text linked to it, in the file
which name is passed as argument and which is typed-in at the 'Save >' menu item
of the application's menu. Note that the parameters concerning the working area
are saved into the file '<file name>.vcn' and the text into the file '<file name>.vct',

loadFile:(char*)' is the method called from the menu and enabling the user to
load previously saved parameters concerning a working area and the text linked to
it. These parameters and text are loaded from the file which name is passed as
argument and which is typed-in at the 'Load >' menu item of the application's
menu.

'quit_app' enables to quit the application. This method uses Video's superclass
'quit_app' method and does additional things. For example, it sends a message
containing the 'quit_app' selector to the text editor window if it exists. This
method is called after the user having selected the '!! QUIT !!" menu item of the
application's menu.

'videoTest' tests that a command sent to the video has been correctly executed.
This is done by checking that the 'R' character arrives into the device file, sent by
the video player.

'changeButtons' enables the buttons to be changed from strings to icons and
vice-versa. It is called after selection of the 'Change Buttons' menu item of the
application's menu.

'textWindow: (id)' is the method used to create or control -make it appear or
disappear- the text editor window on the screen. The argument passed to the
method is the address of the environment itself, so that this window can be
created independently from any other application's window and inside the
environment window itself. This text window is in fact an instance of the
'DocEdit' class, without its menu.

'viewError:(int) into:(char*)' is designed to display a box on the screen which
contains an error message®. This error message is the message which number is
passed as first argument and which is related to the file which name is passed as
second argument.

9. These error messages concern mainly file errors
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9.3.5. The Actions

Several actions have been defined together with the views of the application.
These actions are all represented by C functions as explained in chapter 8. These
actions are explained one by one in this point.

‘actionSelf’ is the action attached to the application's window itself and is the
objectivation of the 'ac_Self(aView)' C function. Its goal is only to make the
application's window and all its subviews as the first of the hierarchy of views
present on the screen; this is done using the 'RMGView' instance method:
‘popToTop'.

'moveAction’ is attached to the title bar of the application, which address is
contained in 'topBanner' and is the objectivation of the 'ac_Move(aView)' C
function. Its goal is also to pop the application's window to the top of the view
hierarchy and to enable the user to move the application's window across the
screen.  This last thing is done using an RMG predefined C function:
'moveWithBand(aView)'.

‘actionPause' is attached to 'scroll' which is the instance variable containing
the address of the grey scroll bar. It is the objectivation of the ‘ac_Pause(aView)'
C function which goal is to send the order 'PA\r' -PAUSE- to the video player if it
is not yet in pause mode, otherwise it resets the video in play mode. Note that
this action is not available while the video player is in still mode.

'scrollBarAction' is attached to the bar within the scroll bar and is the
objectivation of the 'ac_ScrollBar(aView)' C function. This function enables the
user to pick up this bar and to drag it upward and downward in order to go
forward or backward on the disk. It can only be used in play or still mode.

'scrollBarUp' is attached to the arrow -which address is contained in 'arrowB'-
situated at the top of the scroll bar and is the objectivation of the
‘ac_ScrollBarU(aView)' C function. This function enables the user to make the
player go backward on the disk.

'scrollBarDown' is attached to the bottom arrow -which address is contained in
‘arrowT'- and is the objectivation of the ‘'ac_ScrollBarD(aView)' C function.
This function enables the user to make the player go forward on the disk.

‘actionPlay' is attached to the 'Play' button -which address is in the 'play'
instance variable- and represents the 'ac_Play(aView)' C function. Its goal is to
send the video the PLAY command -'PL\r'™- if the video is not currently in the
play mode. The video will begin reading the disk at the frame number O if no
other frame number is specified with the 'Begin At >' menu item of the
application's menu.

'actionStop' is attached to the 'Stop' button -which address is in the 'stop'
instance variable- and is the objectivation of the 'ac_Stop(aView)' C function,
which goal is to send the video the STOP command -RN\r'- in order to stop it
completely.

‘actionStill' is attached to the 'Still' button -which address is in the 'still’
instance variable- and is the objectivation of the 'ac_Still(aView)' C function,
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which goal is to send the STILL command -'ST\r'- to the video player. Note that
this C function can not be performed in pause mode.

‘actionFwd', attached to the 'Fwd' button -which address is in the 'fwd' instance
variable-, is the objectivation of the 'ac_Fwd(aView)' C function. This function
sends the video player the FAST FORWARD command: 250SPMF\r'. Note that
"250SP' is to change the reading speed and 'MF' to specify that it has to read in
‘Multi-speed Forward' mode. It is not available in still mode.

‘actionBwd' is attached to the Bwd' button -which address is in the 'bwd'
instance variable- and is the objectivation of the 'ac_Bwd(aView)' C function.
This function is designed to send the video player the FAST BACKWARD
command: 250SPMB\r'. It is not available in still mode.

‘actionInpText' is attached to our last button: 'Text', which address is
contained into the 'inpText' instance variable. This action is the objectivation of
the 'ac_text(aView)' C function which goal is to call the 'textWindow:' instance
method in order to create the text editor window if it does not exist or to make it
appear or disappear if it already has been created.

The last action is 'superAction' which is attached to the outline around a
button -created with 'buttonFace: colorl: color2:'. This action represents the
'superAct(aView)' C function which executes the action linked to the superview
of the view which address is passed as argument to the function. This is done so
that the button's action is also executed when the user clicks on the colored
surround of the button.

9.3.6. The mouse

We use the mouse parameters -location, state of the buttons- in several cases.
In particular we use the 'Mouse' class, as explained in the preceding chapter, via
its ‘change::' and 'getButtons' methods. For example, in the 'ac_ScrollBar' C
function, we use 'getButtons' to detect if the left button is still depressed and if it
is 50, we calculate the new position of the bar in the scroll bar using the 'change::'
method and its second argument which is the change in the Y axis. This gives :

vx;hile ([[Mouse change:&changex:&changey]getButtons] == 1)
{

calculate new position of the bar with variable ‘changey’

}

In this case, the first thing done is to get the changes of the RMG cursor's location
and put them into the two variables 'changex' and 'changey' -with the 'change::'
method-; note that these two variables are already defined in the RMG header
files. After this, the state of the buttons is 'asked' -with the 'getButtons' method-,
if it equals 1 then it means that the left button is depressed and that the 'while
loop' must be entered thus calculating the new position of the bar with the
variable 'changey’.
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9.3.7. The menu

The menu is defined classically as explained previously.
It is an instance of 'RMGMenul' and is composed of seven menu items.

The first one is "'! QUIT !V, to which is linked the method 'quit_app' of the
Video class :

[[[rootMenu at: O putStr: "!! QUIT !!"]
center]
idAction: [MTreeAct sel: "quit_app"];

The second menu item is 'Icon' to which is linked the method 'iconify' of the
Video class :

[[[rootMenu at: O putStr: "Icon"]
center]
idAction: [MTreeAct sel: "iconify"];

The next menu item is 'Change Buttons' to which is linked the method
‘changeButtons' of the Video class :

[[[rootMenu at: 0 putStr: "Change Buttons"]
center]
idAction: [MTreeAct sel:
“"changeButtons"];

'Load >' is the next menu item, to which is linked a submenu called 'entryPad’.
This submenu is only a text box in which the user can enter text; in this case, the
entered text will be file names. These two items look like :

entryPad = [[[EntryPad char_wide: 12
max_wid: 12
font: aFont]
action: ac_load]
viewIcon: rootMenu];

[[[rootMenu at: O putStr: "Load >"]
center]
subMENU: entryPad];

This entryPad is an instance of an RMG class: 'EntryPad’, which is in fact an
RMGMenu with one menu item; this menu item is modifiable by the user and
enables him to enter text strings. It is instantiated with EntryPad's
'char_wide:(int) max_wid:(int) font:(id)' factory method. The first argument of
this method specifies the number of characters that the entry pad displays on the
screen, in other words the number of characters the user sees at once. The second
argument specifies the maximum number of characters that the entry pad can
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contain. The third argument specifies the font in which these characters are
displayed.

This method creates the entry pad but does not attach any action to it, this is why
we use the ‘action:' instance method!© to specify the C function which has to be
executed when the entry pad is selected in the menu. In this case the function is
‘ac_Load(aView)' which enables the user to enter a string into the entry pad and
then sends a message to the instance of Video containing the loadFile:' selector
with the entered string as argument.

The three last menu items -'Save >', 'End At>' and 'Begin At>'"- follow the same
principle as for 'Load >'. Each of them has a submenu which is in fact an instance
of EntryPad to which is attached a C function by which the user is able to enter a
string, this string being passed as argument to a method of the Video instance.
This functions and methods are :

- 'ac-Save(aView)' and 'saveFile:' for the 'Save >' menu item;
- 'ac_Input(aView)' and 'input:' for the 'Begin At>' menu item;
- 'ac_Output(aView)' and 'output:' for the 'End At>' menu item;

9.3.8. The active collection

The active collection is used in our case for the scroll bar. Indeed, in order to
make the scroll bar follow the 'reading' of the player on the disk, one must
continually send frame requests -'?F\r'- to the video. This can be done by entering
a loop which sends the frame request, reads the result, updates the scroll bar and
so on. The problem with this is that it does not stop, as the mouse loop -see
chapter 8- is short-circuited by the loop described above; the user is not able to
click on the stop button to stop the video and the loop.

This is a problem which can be resolved by using the active collection. We
place the application in the active collection whenever the video player is started,
using the 'startfRun’ method. We retrieve the application from the active
collection whenever the video player is stopped, using the 'stopRun' method. So
when the application is placed into the active collection, the system sends the
master-class a message containing the 'update' selector. In our case, the 'update'
method :

- sends a frame request to the video player;

- reads the reply of the video player, for instance a number if no error occurs;
- updates the position of the bar within the scroll bar;

- makes tests about the position of the player within the working area.

10: Owned by RMGView, to which EntryPad is linked by inheritance
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9.4, The classes used

In this part, we describe briefly the various RMG classes used in this application.
This enables us to introduce new tips about RMG programming which can be of a
certain use for the reader.

We start by describing the Fixturl7 class, then comes the ModStrI class, followed
by the RMGLine class. A last point considers the problem of using ones own icons
in a program with the IconModel, RMGIcon and SysIcon classes.

9.4.1. Fixturl7

We used, apart from the traditional classes described in chapter 7, several
classes accessible to the user in the RMG environment. The first of these classes
is 'Fixturl7' which enables the user to use RMG predefined 17 by 17 pixels
icons in their own program, these icons representing arrows pointing right, left,
etc. This class is composed of factory methods, each of these representing the
display of a particular icon.

For example, if one sends the message :

[Fixturl7 topRtIcon: self extent: 17 type: 2];

where 'self’ contains the address of a view, an arrow pointing diagonally to the top
right is created in 'self’ with an extent of 17 pixels and sticking to the right of the
view,

In our case we used this class to display the two arrows respectively on the top
and at the bottom of the scroll bar. This was done by using two factory methods :

- 'up_arrow:(id) extent:(int) type:(int)";
- 'down_arrow:(id) extent:(int) type:(int)".

Note that this class helps only the user display icons, it does not attach any
actions to them. This is done by the programmer as for buttons -this is explained
in chapter 8-, using the methods defined in RMGView, as Fixturl7 is linked to it
through inheritance.

For example, in the case of the top arrow, we have in the 'newlIn:' method :

if(!scroliBarUp)
scrollBarUp = [[RMGAction newFuncAction: ac_scrollBarU]
myCursor: iconCursor];
arrowB = [[[[[Fixtur17 up_arrow: scroll extent:17 type: StickTop]
viewlcon: self]
bkgd: BLUE]
idAction: scrollBarUp]
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showl;

In this case the first thing done is the objectivation of the C function to be
attached to the arrow, in this case 'ac_scrollBarU'.

The other instance method used, 'myCursor:(id)', is a method of the 'RMGAct'
class which is the superclass of RMGAction. This method sets the RMG cursor
associated with this action to the icon which address is contained in the variable
passed as argument -see point 9.4.4. and 'SyslIcon' class for more precisions.

Next comes the instantiation of Fixturl7, which in this case displays an arrow
pointing upwards, sticking to the top of the scroll bar identified by the 'scroll’
instance variable, in a blue background, to which is attached the 'scroliBarUp'
action. Note that 'StickTop' and 'BLUE' are two constants defined in the RMG
header files and both correspond to the integers identifying respectively the fact
that a view sticks to the top of another one and the blue color.

9.4.2. ModStrl

‘ModStrI' is another class we use in our program. This class has been
developed by Uwe Heimburger and Detlev Wegener at Kiel's University!! and is a
specialization of the RMG class 'RMGModStrI'. The advantage of ModSul is
that it has certain methods which are simplified compared to RMGModStrl.
Anyway its goal is to write a modifiable long integer in a view.

We use this class to display the numbers composing the graduation of the
scroll bar. We instantiate ModStrT using the 'font: superview: color:' factory
method of the RMGString class, as these two classes are linked by inheritance.

We use also instance variables among which one can find 'string: (char*):
(char*)' which is a method implemented into RMGModStrl. This method enables
the user to specify two strings which are displayed respectively in front and after
the integer.

'dataOrigin: (int):(int)" is used to specify the location where the integer has to
be displayed, in our case at the right of the scroll bar. This is a method inherited
from RMGString.

We use 'setIValue:(int)' to specify the value of the integer to be printed. Note
that after using this method, one has to issue a message to the ModStrI instance
containing a 'show' selector, as using the 'setlValue:' changes the number in the
instance variable designed to contain it but does not update the screen.

'setRJust:(int)' is a method that enables to specify the size of the number in
order to have right justification of the decimal point.

For example, one of the integers composing the graduation was defined in the

11 Precisely at the Institut fiir die Pidagogik der Naturwissenschaften an der Christian-Albrechts Universitit
zu Kiel, under the supervision of Dr. Hermann Hirtel for the COLOS project
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'initScale: low: high:' method as :

strl = [[[[[[ModStr] font: aFont superview: aView color: BLACK]

i, non

string: """ "-"]
dataorigin: 0: 346]
setIValue: temp]
setRJust: 5]
show];

where 'strl' is an instance variable which contains the address of the ModStrI's
instance; where 'aFont' identifies an instance of FontMngr; where ‘aView'
identifies the view where the graduation has to be displayed; where 'temp’ is the
integer to be displayed.

9.4.3. RMGLine

'RMGLine' is the next class we use, that draws a line between two points
which are specified by the user.

We instantiate this class using its factory method: ‘superview: (id) color: (int)'
and the instance method: 'relP1: (int): (int) length: (int): (int)'. This last method
determines in relative coordinates the location of the two points between which
the line has to be drawn. The two first arguments -let us say x and y- determine
the location of the first point, relative to the inner bounds of the line's superview.
The two last arguments -let us say 1X and 1Y- determine the value to be added to
the location of the first point to find the second point's location. In other words,
the first point's location in absolute coordinates relative to the whole screen is
determined as :

(x+superview's inner left bound, y+superview's inner low bound)

The second point's location in absolute coordinates relative to the whole screen is
determined as :

(x+superview's inner left bound+lX, y+superview's inner low
bound+lY)

For example, if one wants to draw an horizontal black line 100 pixels long at
location (10,10) into a view -let us call aView the variable containing the address
of this view- which lower left corner is at location (10,10) on the screen, he has to
issue the message :

[[[RMGLine superview: aView color: 0]
relP1: 10: 10 length: 100: 0]
show];
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Which causes the first point to be at absolute coordinates' location (20,20) -
(10+10,10+10)- and the second point at (120,20) -(10+10+100,10+10).

Note that RMGLine is a subclass of RMGView, enabling the user to utilize any of
this class methods.

9.4.4. Displaying personal icons

In order to display personal icons, one has to do a certain number of things
and use a certain number of classes. In our case, we do these different things in
order to display icons on the different buttons controlling the video player and in
order to change the application cursors.

The first thing we do is to create the icon itself using the IconEdit application -
see chapter 4- and saving it in a file.

The second thing we do is to create an instance of the class 'TconModel’ which
stores some attributes concerning an icon, such as its dimensions or the file
name in which it is stored. We do just this in the ‘extraNewIn:' method, for
example :

modelPlay = [[IconModel readFile: "/ust/RMG/DATA/ICONS/Play.icon"]
hotSpot: 0: 0];

where modelPlay identifies the IconModel instance of the icon which has to be
displayed in the 'Play’ button. In this case, we use the 'readFile:(char*)' factory
method and the 'hotSpot:(int):(int)' instance method. The first one just creates an
instance of IconModel with the specified file, while the second one sets the
reference point of the icon. This reference point being relative to the upper left
corner of the icon. For example, when the icon is shown at a location (x,y), it is
the reference point that is put on the top of this location (x,y).

This creation of an instance of IconModel is required by RMGIcon or any other
RMG class enabling to use user-defined icons.

The third thing we do is use these instances of iconModel to define RMGIcon
instances or Syslcon instances. The first ones are the icons displayed in the
buttons, while the second ones are icons used as RMG cursors in the application.

In the case of RMGlIcon, we have for example in the 'changeButtons' method :

iconPlay = [[[RMGIcon makeFromModel: modelPlay
in: play
at: 25: 4]
idAction: superAction]
show];
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where the factory method 'makeFromModel: in: at::' is used in order to create the
instance of RMGlIcon by specifying the IconModel to be used, the view in which
it has to be displayed and the location in this view. We use also 'idAction:' to
attach to this icon the 'superAction’ action, which enables the action of the icon's
superview to be executed when the icon is clicked on.

In the case of SysIcon, we have for example in the 'delaylInit' method :

iconCursor = [[SysIcon newIn: NULL]
icon: modelCursor mask: modelCursor];

where 'newlIn:(id)' is used as factory method and has NULL as argument. This is
done this way because we want this cursor to appear only when the user clicks on
the desired screen object, to make the user notice that a particular action is
currently performed by him clicking on this screen object. The instance method
icon:(id) mask:(id)' is used to specify the icon which has to be used as RMG
cursor, in our case ‘modelCursor'.

9.5. Problems encountered

We are going to talk about the main problems we encountered in the creation of
this application. The first one is the problem of creating and setting up an accurate
device file. The second problem is the one of quitting the application without
problems. The third point is a short critique of our application.

9.5.1. Creating and setting a device file

One of the great problems of this application was to create a device file for the
video player and to set the correct parameters concerning the connection between
the video player and the workstation.

The creation of the device file was done using the Unix ‘'mknod' command
with a certain number of arguments, this is not explained as it is not our purpose
in this work.

The greatest problem was to find the way to change the different default
parameters of the device file in order to satisfy the requirements about the
connection between the player and the workstation. This is done mainly at the
beginning of the 'newln:' method using the C function: ‘ioctl()' :

#include "sys/termio.h" /* 1%/
fp = open("/dev/ttyd00,0_RDWR); [*2 %/
errflag = ioctl(fp, TCGETA,&param); /* 3 %/
param.c_cflag = CLOCAL; /*¥ 4 %/

param.c_cflag &= HUPCL,; 1*5 */
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param.c_cflag A= 0000011; /%6 */
param.c_iflag I= IXON; 1*7%
param.c_iflag |I= IXOFF; /* 8 */
param.c_iflag &= ECHO; /*9 %
param.c_cc[VMIN] = 0x0; /* 10 */
param.c_cc[VTIME] = Oxff; /* 11 %/
errflag = ioctl(fp, TCSETA,&param); /¥ 12 %/

Line 1 specifies a header file to be included, this file defining certain variables
and constants required by the ioctl() function.

Line 2 opens the already created device file which is situated in the '/dev'
directory. This file is open in read and write mode.

Line 3 loads in the 'param’' variable which is defined in the 'termio.h' header file,
the various parameters of the device file, this is specified by the second argument:
'TCGETA.

With line 4 starts the setting of the various parameters. At line 4, a field of the
'param’ variable which represents the control modes -'c_cflag'- for the device file
is set to 'CLOCAL' which means that the communication is done on a local line,
not on a dial-up line via modem.

Line 5 specifies by default that the connection must be closed after the last close
of the device file. Line 6 sets the baud rate to 4800 bauds.

Line 7 starts the setting of the parameters in a field -'c_iflag'- which represents the
various input modes. Line 7 and 8 sets this field to enable start/stop of output
control - TXON'- and start/stop of input control -'IXOFF'. Line 9 enables an echo
when a character is received.

Line 10 represents the minimum number of characters that should be received
when the read operation is satisfied, so when the characters are returned to the
user. In our case we set it to 0.

Line 11 represents a timer that is used to timeout data transmissions. In our case
it is set to 255.

Finally line 12 rewrites the new settings contained in the 'param’ variable into the
device file using the "TCSETA' request.

The new parameters are then active on the connection and this until the closing of
the device file which is done in the 'quit_app' method.

9.5.2. Problems while quitting the application

We had problems while quitting the application.

Usually, when one sends a message containing the 'quit_app' selector to an
application, it is quitted freeing each instance variable, each variable and all the
space occupied by the application itself.

Our problem was mainly due to the fact that certain id variables containing the
addresses of some instances of classes were not liberated when the application
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was left, thus not liberating the space occupied by the instances they were
identifying.

We discovered that these variables were the ones containing the addresses of
the instances of IconModel, of RMGlIcon and the instance variable containing the
address of the text editor window.

In order to solve this problem, we redefined the 'quit_app' method in which we
do several additional things :

- quit the text editor window;
- free different variables;
- quit the application itself.

Quitting the text editor window is done by sending the instance of DocEdit we
created, a message containing the selector 'quit_app' :

[ed quit_app];

where 'ed' contains the address of the instance of DocEdit.
Freeing the different variables is done by sending the instances they represent a
message containing the 'free' selector, for example :

[modelPlay free];

The application is quitted by sending its superclass the message containing the
'quit_app' selector :

tguper quit_app];

We are insisting on this point so that future programmers pay enormous
attention to the variables they define and the fact that many errors at execution
can come only from the fact that instances and variables have not properly been
freed.

9.5.3. Critique

We would like in this point to make a short critique of the video application.

This application was the first serious one we realized under RMG and is far
from being perfect. It is the case specially for the scroll bar which is far from
being accurate in certain cases. It is also the case with the video player. Indeed,
this application is only adapted to one video player, the Pioneer 4200. This is due
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to the fact that the set of commands varies from video to video and that we had
direct access to only one of them. Anyway, this problem can be easily solved by
changing the constants representing the different commands at the beginning of
the Video class.

Concerning the video player again, a very restricting point is that this
application works properly only with a plugged in and powered Video player and
if the proper device file exists in the Unix file system.

We probably could have done things faster and better by using more existing
RMG classes, but the fact is that these classes are not very easy to use at the first
approach, due to the fact that a lot of methods are implemented into one class,
causing the user to be a little confused when it comes to using them as sometimes
their use is not very well explained.

9.6. Summary

In this point, we looked at an application we created under RMG for the COLOS
project, the Video application.

First we gave a general description of the application itself, seeing that it was
designed to control from the RMG environment a laser video disc player. We saw
also that it was designed to enable teachers and learners to use new techniques
represented by new medias, along with the power of the RMG environment and its
simulations. We saw also that the hardware consisted in an HP workstation and a
video player, which were linked together using the workstation's serial port and the
video player's special compatible output port; this connection required also particular
settings in order to work properly.

The communication between these two entities was done using a command and
reply system, using the ASCII code, through a device file.

We saw further that this application was designed to control the video player
basically, that is sending play, stop or still commands to the player. It was also
designed to enable the user to control the video player in fast forward or fast
backward mode. The user could also :

- specify a working area which bounds the video player could not exceed;
- use a text editor window in order to type-in text concerning a working area;
- save and load the parameters and text concerning a working area.

A second point described what the user could see on the screen while using the
application.

The third point tried to describe the application a little deeper. We saw that it was
composed of two classes :

- the master-class : Video;
- the menu class : VideoMTree.
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We then described the interesting instance variables, factory methods, instance
methods and actions declared or implemented in these classes. This was followed by
an illustration of what had been said in chapter 8 about the mouse, menus and the
active collection, all this applied to our application.

The fourth point concerned the description of the new RMG classes we used in
our program. We could find :

- 'Fixtur17' which enables the user to use RMG predefined 17 by 17 pixels
icons in their own program, these icons representing arrows pointing right,
left, etc;

- 'ModStrT' which displays a modifiable long integer in a view;

- 'RMGLine' which draws a line between two points which are specified by
the user.

We also described how we had used icons designed with the RMG IconEdit
application, to be displayed in views or to be defined as RMG cursors. This
involved the three classes: IconModel, RMGIcon and SysIcon.

Our last point talked about problems we encountered while designing our
application. This involved :

- the creation of the device file and the setting of the various parameters
concerning the connection;

- the 'freeing’ of various variables and instances;

This point was terminated by a short critique concerning our application.



THIRD PART: Illustrating telecommunication principles under RMG

Chapter 10: Representing computer telecommunication under RMG

This chapter is mainly centered on the presentation of the university of Namur's
task in the COLOS project: representing computer telecommunication under RMG.

Telecommunication is a subject taught at Namur's university to many students,
these courses mainly touching the OSI! model of the ISO?. This model is not at all
easy to understand for students, specially as it is a matter where practical works and
real simulations are very difficult to build. That is the reason why Namur wants to
build RMG simulations for the COLOS project?, concerning different aspects of the
OSI model, in order to help students perceive this subject more easily.

We start by presenting shortly the OSI model by giving OSI basics (10.1). We
end by giving the different steps and projects which are germinating in Namur's
COLOS team, concerning the representation of the OSI model under RMG (10.2).

10.1. OSI basics

We are going to underline briefly the basics of the OSI model. (From
[TANENBAUM, 89] and [HENSHALL, 88]).

OSI is a standard which has been developed by the ISO which is responsible for
developing a wide range of standards covering a lot of technical matters. The aim of
OSI "is to provide communication-based user services that operate between
heterogeneous computer systems" ((HENSHALL, 88]). This is done by helping the
user in two ways :

- suppressing his dependency towards a commercial supplier;
- offering wide possibilities and services concerning communications
between people : the exchange of files, electronic mail, etc.

We try now to describe this model in a few words.

In order to communicate with each other, two users on different computers utilize
on their own computer the services of OSI stacks. Each stack is divided into seven
layers (see figure 10.1) and was created by ISO as a reference model -the ISORM-
in order to simplify the understanding of the OSI model.

1. Open Systems Interconnection
2 : International Standard Organization
3 : Under the supervision of Professor Philippe van Bastelaer
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Layer 7 Application
Layer 6 Presentation
Layer 5 Session
Layer 4 "Transport
Layer 3 Network
Layer 2 Link
Layer 1 Physical

Figure 10.1 The seven layers
of the OSI reference model

Each layer has an active element -a process, a piece of hardware, etc- which is
called an entity; entities in the same layers but on different machines are called
peer entities. For example, the layer 4 -transport layer- entities are called transport
entities.

The purpose of an entity is to offer and implement services for the upper
layers. At this stage the advantage is that the layer using a lower layer's service is
completely unaware of how this service is implemented. An entity offering services
to another upper entity is called the service provider, while the user of the services
is called the service user. The services offered are accessible at SAPs or Service
Access Points, in the interface between two layers.

Further, a stack's layer entity in one machine has a conversation with the same
layer entity in the stack of the other machine. This conversation is ruled by
conventions and principles known as the protocol, these entities exchanging
messages known as PDUs or Protocol Data Units. For example, two Transport
layers exchange T-PDUs -or Transport Protocol Data Units. In reality, in a
conversation between two entities no data is directly transferred from a layer to its
correspondent in the other machine. The data is passed with interface control
informations to the lower layer through one of the interface's SAP, the upper layer
requesting thus a service from the lower layer. The set constituted by the data and
the control information is called an IDU or Interface Data Unit and is composed of a
SDU or Service Data Unit and an ICI or Interface Control Information (see figure
10.2, inspired of [TANENBAUM, 89] p.22). The process described above is
performed until the lowest layer is reached, where is situated the physical
communication medium through which actual communication occurs.

In the seven layers, the top one, the Application layer, differs slightly from the
other ones in that it makes OSI services available to the users of the computer system
on which it resides. This layer includes a lot of system-independent applications
enabling the user to do file transfer, E-mail, remote job management, etc.

The Presentation layer performs certain particular functions among which it is
concerned with the solving of problems concerning the syntax and the semantics of
the transmitted informations.
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Figure 10.2 Relations and activities between layers at an interface

The Session layer's main goal is to allow users to establish a session between
themselves.

The Transport layer is designed to accept data from the session layer, possibly
split them into smaller pieces, pass them to the lower layer which is the Network
layer and finally ensure that all the pieces arrive correctly at the other end.

The Network layer is mainly designed to manage the operations of the subnet.

The Data Link layer tries to make a transmission facility appear like a
transmission line free of errors.

Finally the Physical layer is concerned with transmitting raw bits on a
transmission media.

10.2, The different steps in representing the OSI model under RMG

We are now going to stress the different steps which can be seen in representing
the OSI model under RMG, for the COLOS project. Two of these steps or part of
them are already started, the other ones are projects that Namur's COLOS team tries
and will try to realize.

The two applications which have already started are :

-'0OSI on X-25"
- 'Ftam';

The first application was realized by Véronique Nachtergaele and ourselves. It
concerns the simulation of the opening and closing of a connection in the OSI model,
between two machines, both of them linked to the X-25 network. This application is
explained in length in the following chapter.
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The second application was realized by Dominique Corbugy and Jo&l Denis. It is
a simulation which enables the user to "familiarize himself with certain FTAM?*
primitives in combination with a simple state machine enabling to more easily
understand the system’" ((CORBUGY, 90}).

Namur's COLOS team has several projects concerning OSI simulation under
RMG:; this can be divided into several steps.

The first step consists in the adaptation of the OSI on X-25 application in order to
be able to present the various primitives used when a connection is opened or
closed. A second step will make the different PDUs appear but without the detail of
their composition. The third step will enable the user to make a zoom on the PDU in
order to see its composition.

A following step will consider the proper functionalities and the protocols of
the second, third and fourth layer of the OSI model. This will be followed by the
development of the Session and Presentation layers. Yet another step will develop
illustrations through different applications like X-400 for example.

The COLOS team would like also to consider the OSI model implemented on a
LAN (Local Area Network), consider the interconnection of networks and the
routing problems. This could also be deepened by the simulation of specific
applications like EDI (Electronic Data Interchange). But also by the simulation of
disciplines as different as N-ISDN (Narrow Band Integrated Service Digital
Network) and B-ISDN (Broad Band Integrated Service Digital Network) or network
management.

These are few of the projects which are germinating in Namur and which can be
of a great interest for the educational world and the COLOS project.

10.3. Summary

This chapter's main goal was to present the task of Namur's University in the
COLOS project: representing computer telecommunication under RMG and
specially representing the OSI model.

We started by describing briefly the OSI model and its principles. We saw that it
was a standard designed by ISO and that its goal was to provide communication-
based user services that operate between heterogeneous computer systems. We saw
also that this model 'operated' through seven layer stacks, the layer's entities 'talking'
to each other using special protocols and implementing some services for the layer
entities situated above themselves.

We ended by giving few of the projects that are in the minds of the COLOS team
members in Namur.

4 : File Access, Transfer and Management

5,

For further informations on the 'Ftam' application, the reader will consult the thesis presented by

D.Corbugy and J.Denis: [CORBUGY, 90]
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This chapter presents the 'OSI on X-25' application which was created by Namur's
COLOS team. This application was created following the principle of a scenario and
was programmed in the RMG environment, building new classes and using already
existing ones. Note that this application is still a prototype and has still to be
perfected.

The first point presents the principles of a scenario (11.1). The second point
presents the 'OSI on X-25' scenario (11.2). In the third point we see some details
concerning the application's implementation (11.3). Point 11.4 to 11.9 describe the
various classes composing the application. Finally point 11.10 makes a brief critique
of the 'OSI on X-25' application.

11.1. The principles of a scenario

To build our application we used the principles of a scenario. This method can be
compared to the method followed by Kel Crossley and Les Green presented in
[CROSSLEY, 90].

This method has to be divided into three different steps :

- deciding what the application does;
- deciding what the application is composed of on the screen;
- designing the scenario, by specifying the linking of different screens.

The first step is to build a document specifying what the application does and its
various functionalities. This must be done thoroughly to suppress any possibilities
of mistakes or misunderstandings which can lead to obsolete work in the future. In
the case of simulations designed to help CAL -Computer Assisted Learning-, we
think that the best way to do this is that teachers and programmers discuss the matter
in length, in order to design the best primary specifications, eventually asking
students to participate in order to have a user point of view.

The second step is to design the application graphically, that is decide of the
screen objects which composes the application -for example using menus, buttons,
etc. This is a very important step as we are building simulations in a graphical
environment and as the perception of the subject by the student depends highly on
the graphical presentation of this application.

The third step involves the results of the two preceding ones and intends to build
a 'film' of what happens when the student is using the application. This film uses
the graphical design made at the second step as basis and the specifications made at
the first step as goal to achieve and as line of conduct for the progress of the
simulation.

Though we lack references on this subject, we think that this is a good outline for
a method intended to design simulation applications, specially in a graphical
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environment like RMG. It enables one to see what are the approximate results
appearing on the screen, before the programming is done.

11.2. The 'OSI on X-25' scenario

In this point, we present the 'OSI on X-25' scenario.

We start by presenting the goal of the application. This is followed by the
presentation of the screen composition. Finally, the evolution of the simulation is
presented in a last point.

11.2.1. Goal of the application

The application’s goal is to simulate the opening or closing of a connection
between two layer entities situated in two different machines, following the
principles of the OSI model; both machines are thus working as an ISO reference
model -see chapter 10. These machines are linked to a network via an entry node
which works also following the OSI model principles, but is implemented as an
ISO reference model containing only the three lower layers! -Physical, Link and
Network. Note that this application is designed to be used by the teacher as a
support and illustration for his course and not by the learners themselves.

Several hypothesis are made concerning the application, in order to simplify
the subject :

- the simulated connections are based on the X-25 network;

- the connections can not be initiated from the Physical layer, from the
Session layer and from the Presentation layer;

- the connections initiated between a machine and its entry node can not be
initiated between layer 3 entities;

- the closing of a connection -or disconnection- can only be initiated from the
highest layer connected;

- the opening of a connection can not be stopped or aborted during its
negotiation;

- the Application layer -layer 7- is divided into two parts the SASE -Specific
Application Service Element- and CASE -Association Control Service
Element.

In this application no primitives nor PDUs are shown; the only goal is to show
the user what happens when two users try to open or close a connection between
their machines while using the OSI standards.

The user is able to choose either to open a connection, either to close a
connection. In any case, any of these possibilities can be chosen, the application

1. For more informations or details the reader can consult [TANENBAUM, 89] or [HENSHALL, 88]
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reacting accordingly. For example, the user can ask to close a connection though
there is no connection opened; in this case an error message is displayed.

If the user chooses to open a connection and if it is possible, he is requested to
choose two layers, each one part of one of the two machines or entry nodes
included in the connection 'opening'. Note that the user can choose between two
modes for this opening : continuous or step by step. In the first case, no
interaction is required between the user and the application. In the second case,
the opening is done one step after the other and the user has to ask the application
to 'activate' the following step.

If the user chooses to close a connection and if it is possible, he is requested to
choose one layer only, from which he wants the disconnection to be initiated.
The disconnection is only available in step by step mode.

Each step of the process is explained via messages or warnings displayed in a
'message box'. Questions can also be asked to the user concerning the evolution
of the simulation.

11.2.2. Screen composition

The screen composition is made of six different objects :

- four stacks;
- an ellipse;
- a message box.

A stack is a rectangle representing a machine or an entry node. It is itself
composed of smaller rectangles, each of them representing a layer which has its
own color. In particular, the machines are represented by stacks composed of
seven layers, where the Application layer is divided in two parts -the SASE and
the CASE-; the entry nodes are represented by stacks composed of three layers.

Between the layers are placed smaller rectangles which represent the interfaces
between the layers (see figure 11.1).

Machine
Stack

Figure 11.1 The different stacks
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A layer's color is in pastel shade when this layer is not involved in a
connection; otherwise, its color turns to be brilliant.

The ellipse is there to represent the X-25 network and has no other utility for
the moment.

The message box is there to receive messages, warnings or questions designed

to help the user utilize the application. The application window can be seen in
figure 11.22, where the box in the lower right corner is the message box. Note
that the names of the layers are displayed at the left-hand side of the application
window,
OSI on X-25
SASE ->
CASE ->
Presentation ->
Session ->
Transport ->
Netwark ->  {[[IJII1]]]]]
Data -> B e
Physical > [ L_L.] .-

Figure 11.2 The 'OSI on X-25' application's screen

11.2.3. Designing the scenario’s evolution

We give here the different steps and explanations concerning the design of the
scenario's evolution. We do not give any hints about the implementation, this is
done later; specially we do not specify if a user-application interaction is done
using a menu or using a button. This is done so that the reader can follow this
step without thinking about RMG implementation.

When the application is started, no connection is established, thus each layer is
in its pastel color.

Three possibilities are always offered to the user at any moment :

- quit the application;
- open a connection,

- close a connection.

If the first possibility is chosen, the application is closed.

2: The reader can also find a screen copy of the application's window in the appendices
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In the second case, if it is possible for the user to open a connection, a message
appears in the message box :

Select the Source Layer

and the user has to select the layer from which the connection has to be initiated.
After selecting the source layer, a second message appears in the message box :

Select the destination layer

Here, the user has to select the layer which has to be the layer answering the
connection request.

If the two selected layers can not be connected, a message is displayed in the
message box :

These layers can not be connected

When the two layers are selected and can be connected, a rectangle with a red
outline appears between the two selected layers and at the same time they start to
flicker; all this is done to indicate that the connection opening is in progress. A
message is also displayed in the message box :

Opening <layer name> connection by layer <layer number N>
entities, between layer <layer number N+1> entities

where '<layer name>' is the name of the layer currently involved in the connection
opening; where '<layer number N>' is the number of the layer currently involved
in the connection opening; where '<layer number N+1>' is the number of the
upper layer for which the connection is opened at the current level. This goes on
with the rectangle with a red outline going down progressively until the bottom
layer is reached or the first layer where a connection is already established.

For example, if the user chooses to open a connection between layer five entities -
assuming that no connection is already opened-, the 'initiating' side being the left
hand side machine stack and the 'responding' side being the right hand side
machine stack, the first step in the simulation is that a rectangle with a red outline
appears between the layer five entities, the two layers begin to flicker and the
string :

Opening session connection by layer S entities,
between layer 6 entities

appears in the message box (see figure 11.3).
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OSsI on X-25

X 25

Opening session connection by layer 5 entities,
between layer 6 entitics

Figure 11.3 Opening connection between layer 5 entities
The next step involves layer four. The rectangle with a red outline disappears
between the layer 5 entities and appears between layer four entities, the two layers

begin to flicker and the string :

Opening Transport connection by layer 4 entities,
between layer S entities

appears in the message box (see figure 11.4).

0OSsI on X-25

Presentatinn
Sess!on ->

Netwm-k
Data >

Opening transport connection by layer 4 entities,
between layer 5 enttics

Figure 11.4 Opening connection between layer 4 entities

This keeps on until layer one is reached and thus until a connection opening is in
progress between the layer one entity situated in the machine stack and its entry

node stack (see figure 11.5). (Example 11.1)
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OSI on X-256

SASE ->
CASE ->
Presentation ->
Session ->
Transpart ->
Network ->
Data ->
Physical ->

o
|
==
-

- T
Il

Ml

Opening left physical connection by layer 1 entities,
n layer 2 entities

Figure 11.5 Opening left physical connection

When a connection is opened at each level in the stacks, starting from the two
selected layer entities, various things change on the screen :

- the color of the layers involved in a connection turn to brilliant;

- the rectangle with a red outline disappears;

- a white vertical bar appears in the middle of the layers involved in a
connection, symbolizing the fact that a communication means is available
for the upper layers.

Further, when a connection is opened between layer one entities, a white bar
appears between the machine stack and its entry node stack, symbolizing the fact
that a connection is established between them. A white bar also appears on the
top of the entry node stack between itself and the X-25 network, when a
connection is established between layer three entities. This symbolizes the fact
that a connection is established through the X-25 network.

A string is also displayed into the message box, explaining the current step. It is
of type :

<layer name> connection opened by layer <layer number N> entities,
between layer <layer number N+1> entities

where '<layer name>' is the name of the layer where the connection is opened;
where '<layer number N>' is the number of the layer where the connection is
opened; where '<layer number N+1>' is the number of the upper layer for which
the connection is opened at the current level.

If we extend example 11.1, we see the creation of a white bar between the left
hand side machine stack and its entry node stack. We see also that the two layer
one entities change color and that a vertical white bar appears in their middle.
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The string :

Physical connection opened by layer 1 entities,
between layer 2 entities

is displayed in the message box (see figure 11.6). The same thing happens with
the layer two entities.

OSI on X-25

Left Physical connection opened by layer 1 entities,
between layer 2 entitics

Figure 11.6 Left physical connection created

When the simulation reaches layer three, the connection is not immediately
opened at that level, it must first be opened between the right hand side machine

stack and its entry node stack. This is done exactly the way described above (see
figure 11.7).

OSI on X-25

e o

Opening right physical connection by layer 1 eatities,
between layer 2 entitics

Figure 11.7 Opening right physical connection

The connections are opened normally as described above until the simulation
reaches layer three, where the four layer three entities are opened simultaneously,
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creating also the white bar linking each entry node stack to the X-25 network (see
figure 11.8).

OSI on X-25

'll_..
LI

T T uulnm i
I
1 -

1 |
— —~181 i

Network connection opened by layer 3 entities,
n layer 4 entities

Figure 11.8 Network connection created

The simulation goes on until the final state is reached, that is the entire connection
is opened from the layer 5 entities (see figure 11.9). (Example 11.2)

OSI on X-25

_—
LT

111 HITW
I I
L = B

Session connection opened by lnycr S entities,
between layer 6 entities

Figure 11.9 Connection completely opened for layer S entities
If it is impossible to open any connections when the user requests it -because a
connection is opened using each layer of each stack-, the following warning

message appears in red in the message box :

Nothing is disconnected, connection impossible
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The third case listed above concerns the closing of a connection or
disconnection. If it is possible for the user to close an existing connection, a
message appears in the message box :

Select the source layer

At this stage, the user has to select the layer from which he wants the
disconnection to be initiated.

If the selected layer is a layer from which a disconnection can not be initiated, a
message appears in the message box :

These layers can not be disconnected

When the layer is selected and when the disconnection is possible, a rectangle
with a red outline appears between it and its counterpart in the other machine
stack or entry node stack®. At the same time they start to flicker, all this to
indicate that the disconnection is in progress. A message is also displayed in the
message box :

Closing <layer name> connection by layer <layer number N>
entities, between layer <layer number N+1> entities

where '<layer name>' is the name of the layer currently involved in the
disconnection; where '<layer number N>' is the number of the layer currently
involved in the disconnection; where ‘<layer number N+1>' is the number of the
upper layer for which the disconnection is made at the current level.

This goes on until layer 5 is reached, if the source layer entity is above layer 4
entities. At this moment, the layer entities above layer 4 entities which are
concerned by the disconnection, change their colors back to pastel shade, the
white bar representing the connection is erased and the string :

<layer name> connection closed by layer <layer number N> entities,
between layer <layer number N+1> entities

is displayed in the message box, where '<layer name>' is the name of the layer
currently disconnected; where '<layer number N>' is the number of the layer
currently disconnected; where '<layer number N+1>' is the number of the upper
layer for which the disconnection is made at the current level.

When the concerned layer entity is underneath layer 5, a confirmation is asked to
the user by the intermediary of a message :

Disconnection of <layer name> connection by layer <layer number N>
entities, between layer <layer number N+1> entities ?

3 This depends on the chosen layer
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appearing in the message box, where '<layer name>' is the name of the layer
currently involved in the disconnection; where '<layer number N>' is the number
of the layer currently involved in the disconnection; where '<layer number N+1>'
is the number of the upper layer for which the disconnection is made at the
current level.

Note that if layer three is concerned by the disconnection, the white bar between
the entry node and the X-25 ellipse is erased. Note also that if layer one is
concerned by the disconnection, the bar between the stack and the entry node is
erased.

For example, if one wants to disconnect the connection made in example 11.1 and
11.2, one has first to choose the source layer. Once this is done, the layer five
entities begin to flicker and a rectangle with a red outline appears between them.
The string :

Closing session connection by layer S entities,
between layer 6 entities

is displayed in the message box (see figure 11.10).

OSI on X-256

Closing session connection by layer 5 entities,
n layer 6 entitics

Figure 11.10 Disconnecting from layer five entities
The connection is then closed for the layer 5 entities, reverting their colors to
pastel shade and erasing the white rectangle in their middle. A message is also

printed inside the message box :

Session connection closed by layer S entities,
between layer 6 entities

In the next step, the user is prompted with a question displayed in the message
box (see figure 11.11) :

Disconnection of transport connection by layer 4
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entities, between layer 5 entities ?

If the user replies affirmatively, layer four entities are disconnected like explained
above, Otherwise the disconnection is stopped at this stage.

OSI on X-25

SASE ->
CASE ->

Presentation ->
Session ->

Transport -> &I -
Network -> HII IIH I I
.1:

a4
M4
-

e

Data -> | ]
Physical -> iRl il

Disconnection of transport connection by layer 4
entitics, between layer 5 entities ?

Figure 11.11 The user is prompted with a question concerning the
disconnection of layer 4

At this stage, the disconnection keeps on, depending on the user's wish. If
everything has to be disconnected, the final result is that each layer's color is
reverted to pastel shade; the white bars linking the machine stacks to their entry
node stacks and the white bars linking the entry node stacks to the X-25 network
are erased, so as the white bars in the middle of each layer. (Example 11.3)

If no connection is opened when the user requests a disconnection, a warning
message appears in red in the message box :

Nothing is connected, disconnection impossible
and nothing happens further.

11.3. The implementation

In this point, we touch the problem of the application’s implementation in RMG,
based on what has been said so far through the scenario.

11.3.1. User-application interaction

We omitted in the preceding part to speak of the user-application interaction.
We speak of the user selecting layers or asking for a connection, etc, but we do
not tell how this is represented within the application. To specify this, we base
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ourselves on what can be seen in several RMG applications, that is pop-up menus,
buttons, icons, etc.
We can distinguish 4 different interactions :

- selecting a connection opening or closing;
- selecting the layers;

- passing from one step to the other;

- replying questions.

For the first interaction, we choose to create a pop-up menu for the application.
This menu contains at least two new menu items, concerning a connection
opening or closing :

- 'Connection >";
- 'Disconnection'.

The first menu item enables the user to make the application simulate a
connection opening. It hides a submenu which enables the user to select one
mode between :

- continuous;
- step by step;

In the continuous mode, no interaction between the user and the application is
required during the simulation. To the contrary, in the step by step mode an
interaction between the user and the application is required in order to jump from
one step to the other in the simulation.

The second menu item, 'Disconnection’ enables the user to make the application
simulate a disconnection in step by step mode only.

For these functionalities the solution of the menu is chosen so that the user can
constantly access them and so that the screen representation of these
functionalities do not hamper the user perception of the simulation by being
constantly present on the screen.

The second interaction concerns the selection of the different layers involved
in a connection or a disconnection. This is done by the user clicking directly on
the desired layer when the message asking him to do so appears on the screen®.

The third interaction involves the fact that the user has to ask the simulation to
‘execute’ the next step. This concerns of course the step by step mode discussed
above. This is done using a button labeled 'Continue' which appears in the
application's window whenever it is necessary. The user has only to click on this
button in order to make the application 'execute’ the next step of the simulation.

4 : Recall that this message is: 'Select source layer' or 'Select destination layer'
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The fourth and last interaction involves replies to be given to the application
concerning questions of the type :

Disconnection of transport connection by layer 4
entities, between layer 5 entities ?

during a disconnection. These questions require only negative or positive replies
which are represented on the screen by two buttons, on which the user has to
click, displayed only when a reply is needed and respectively labeled 'Yes' and
‘No'.

11.3.2. The application's classes

Now that we have our scenario; now that the interactions are determined, we
must decide which are the classes composing our application.

Several classes are designed in order to represent the different screen objects of
the application. A class is created for the stacks, 'OsiStack’, enabling them to be
at instantiation seven layer stacks or three layer stacks.

A class is designed to represent the layers, 'Layer'; so each layer contained in a
stack is the instantiation of this class and thus an independent object. Each
interface between the layers is the instantiation of a class : 'Interface’.

The white bar representing the connection and which is situated in the middle
of a layer when a connection is opened, is an instance of a class 'Pipe’.

Of course we find also the master-class, 'Osil', which manages the whole
application and the menu class, 'OsilMTree', which enables the creation of the
application's menu.

The hierarchy of these classes is represented at figure 11.12, where classes are
represented underneath there superclass.

Envir EnvMTiee
7 7
OsiStack
Layer Interface

Figure 11.12 Hierarchy of the classes
composing the 'OSI on X-25' application
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We decided to create so many classes for this application in order of being able
to reuse easily these classes in the future applications that are to come in Namur's
COLOS team.

11.4. The 'Osil’ class

We are going to look at the 'Osil' class which is the master-class of this
application.

This part first presents the different interesting instance variables. It is followed
by the presentation of the factory methods and the different instance methods. Next
comes the description of each action defined in this application. Finally we detail
briefly the new classes we used in our class.

11.4.1. Instance variables

This class is composed of several instance variables, among which some of
them are more interesting than others.

A first one is an id instance variable: 'topBanner'. This variable is designed to
contain the address of the title bar placed in the application's window and
containing the string : 'OSI on X-25".

'stackColl' is an id instance variable which is designed to contain the address
of the collection’ containing the addresses of every stack appearing in the
application; each of these stacks being an instance of the 'OsiStack’ class.

'sourceStack' and 'destStack’ are two id instance variables which are designed
to contain the addresses of the stacks which are involved in the opening or closing
of a connection.

Three other id instance variables are designed to contain addresses of other
screen objects appearing in the application's window. ‘textWin' contains the
address of the message box; 'x25Net' contains the address of the ellipse figuring
the X-25 network; finally, 'x25Str' contains the address of the string appearing
inside this ellipse.

The three last instance variables we talk about here are also id variables and are
designed to contain the addresses of the buttons which enable the user to jump
from one step to another in the simulation or reply to a question -see point 11.3.
These variables are :

- 'stepButton’ which contains the address of the 'Continue' button;
- 'idButtonOk' which contains the address of the "Yes' button;
- 'idButtonNot' which contains the address of the 'No' button.

5: Recall that a collection is a sort of indexed variable which in this case contains addresses. For further detail,
the reader will consult [STEPSTONE, 1]
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11.4.2. Factory methods

We find two factory methods in this class: 'newlIn:(id)' and 'delayInit'.

'newlIn:' is the factory method designed to create the application's window and
all its subviews. Within this method are done several things, mainly the :

- creation of the window;

- creation of the window's subviews;

- objectivation of C functions to be linked to views as actions;
- initialization of variables;

The creation of the window's subviews concerns the creation of :

- the title bar;

- the X-25 ellipse and string;

- the various layer names situated on the left-hand side of the application's
window;

- the two machine stacks;

- the two entry node stacks;

- the message box.

The objectivation of the C functions mainly includes the objectivation of
functions to be linked to the application's window itself.

'delayInit' is again used to instantiate the application's menu.

11.4.3. Instance methods

In this point we analyze the instance methods of the Osil class, one after the
other.

The first one is 'extraNewlIn:(id)' which in this case gets the address of the
application's menu and creates the Ghost instance in order to enable the user to
iconize the application. It also issues the message '[self showAll]' to the class'
instance in order to display on the screen all the created views.

iconify' is the method which calls the method 'iconize' in Osil's superclass, in
order to iconize the application.

'startDiscStep' is an instance method which sets the application into the active
collection if a simulation is not currently performed and if a connection is already
established. The application is set into the active collection in order to enable the
user to select the source layer from which a disconnection is initiated; it is done
by calling the method 'startRun’. It is necessary to use the active collection at this
stage, in order to enable the RMG cursor's location and the mouse buttons state to
be checked permanently until the user clicks on one of the layers. This method is
'called’ from the 'OsilMitree' instance when the appropriate menu item is selected.
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If a disconnection can not be initiated because no connection is established, a
warning message -'Nothing connected, Disconnection impossible'- is displayed
into the message box.

'startCon'’ is a method which sets the application into the active collection if a
simulation is not currently performed and if a connection is possible. The
application is set into the active collection in order to enable the user to select the
source and destination layers from which a disconnection is respectively initiated
and responded to; it is also done by calling the method 'startRun'. This method
concerns the continuous mode and is directly ‘called’ from the application's menu
instance when the appropriate menu item is selected. If no connection is possible
a warning message -'Nothing is disconnected, Connection impossible- is
displayed into the message box.

'startConStep' is very like the 'startCon' method, except that it concerns the
step by step mode. It is also directly 'called' from the application's menu instance
when the appropriate menu item is selected.

'startRun’ displays the string 'Choose the source LAYER' into the message box
and installs the application into the active collection. 'stopRun' is the method that
removes the application from the active collection.

 'update’ is the method ‘executed' when the application is in the active
collection. In this case, it sends a message to the instance of the Osil class
containing one of the selectors :

- 'selectOne' in the case of a disconnection;

- 'selectTwo' in the case of a connection,;

- 'selectChoiceD’ in the case of a reply to a question involving the 'Yes' or
'No' buttons.

'selectTwo' enables the user to select the source and destination layers for a
connection opening. This is done by controlling the mouse buttons state. If the
left mouse button is depressed, each instance of the Layer class is tested in order
to see if the location of the RMG cursor at the 'depression moment' is contained
within the bounds of one of them. If this is not the case nothing happens. If this
is the case and that :

- only one layer is selected, the message 'Choose the Destination LAYER' is
displayed in the message box and the user has to select the second layer;

- two layers are already selected, the application is retrieved from the active
collection using the 'stopRun’' method and the '‘connect’ method is 'called’
next.

'selectOne’ enables the user to select the source layer for the closing of a
connection. This method follows the same principles as for the 'selectTwo'
method.

'selectChoiceD' is the method enabling the user to click on one of the two
buttons -'Yes' or 'No'- in order to reply to the questions asked when a
disconnection is performed -see point 11.3. Note that when the disconnection
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reaches layer three entities and the lower ones, the question is asked for the
connection of each machine stack with its entry node stack. This method follows
the same principles as for 'selectOne' or 'selectTwo' except that no layers are
tested in this case but only the two buttons present on the screen. If the 'Yes'
button is clicked on the simulation is continued normally. If the 'No' button is
clicked on the disconnection is stopped at the stage of the concerned layers.

'connect’ tests if the connection is possible between the two chosen layers and
if it is possible to initiate a connection from this layer level®. If a connection is
possible and that the step by step mode has been requested, the ‘Continue’ button
is created, displayed on the screen and the simulation is launched by sending the
source stack’ a message containing the ‘'openConStep' selector. If a connection is
possible and that the continuous mode has been requested, the source stack is
placed into the active collection in order to enable the simulation to be carried on
without any user-application interactions. If the connection is impossible, a
warning message -'These layers can not be connected'- is displayed into the
message box.

'disconnect’ tests if the disconnection is possible from the selected layer. If the
disconnection can be performed, the 'Continue' button is created, displayed on the
screen and the simulation is launched by sending the source stack a message
containing the 'openDiscStep' selector. If the disconnection is impossible, a
warning message -These layers can not be disconnected'- is displayed into the
message box.

'‘buttonFace: colorl: color2:' is a method® that enables to create shaded
buttons on the screen, as seen in figure 9.2. This method takes three arguments.
The first one is the address of the view which has to be converted with the
method. The second and third ones are the two colors which will be the border of
the new button.

11.4.4, The actions

We analyze briefly the different objectified C functions one can find inside this
class.

'actionSelf’ is the action attached to the application's window itself and is the
objectivation of the 'ac_Self(aView)' C function. Its goal is only to make the
application's window and all its subviews as the first view of the hierarchy of
views present on the screen; this is done using the RMGView method :
'‘popToTop'.

'superAction’' is attached to the outline around a button -created with
‘buttonFace: colorl: color2:'. This action represents the 'superAct(aView)' C

6. See point 11.2 for the restrictions concerning the opening of a connection

7. The source stack is the stack which contains the layer entity from which the connection must be initiated. Its
address is contained in the 'sourceStack’ instance method

8 - This method was designed by Uwe Heimburger and Detlev Wegener at the Kiel's University for their work in
the COLOS project and is widely used nowadays by COLOS programmers
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function which executes the action linked to the superview of the view which
address is passed as argument to the function. This is done so that the button's
action is also executed when the user clicks on the colored surround of the button
itself.

‘actionStep' is the action attached to the 'Continue' button. This actions can be
the objectivation of either 'ac_StepC(aView)' in the case of a connection opening,
either 'ac_StepD(aView)' in the case of a connection ‘closing’. The first of these
C functions enables the user to pass to the following step of the connection
simulation. The second of these C functions enables the user to pass to the
following step of the disconnection simulation. In this case, if the concerned
layer is inferior to five, it displays also in the message box a question of the type :
'Disconnection of transport connection by layer 4 entities, between layer S entities
?, creates the 'Yes' and 'No' buttons and sets the application into the active
collection in order to enable the user to reply to the question by clicking on one of
the buttons.

11.4.5. The classes used

Classes which have not yet been presented have been used in this class :

- 'OrdCltn’;
- 'RMGElIlipse'.

The first of these classes is an Objective-C class. It enables the management
of an arbitrary number of objects as a whole, these objects being maintained in
the order in which they were added to the collection.

We use two different factory methods :

- 'with:(int)";
- 'mew’.

The first is a factory method inherited from its superclass : ‘Cltn’. It enables the
creation of an instance of OrdCltn composed of values. The number of values is
passed as argument. It is thus used as :

[OrdCltn with: 8, "Physical ->", "Data ->", "Network ->",
"Transport ->", "Session ->", "Presentation ->", "CASE -
>u, "SASE __>"];

The second factory method is also inherited from its superclass : 'Cltn’. It enables
the creation of an empty instance of OrdCltn.
We also use two instance methods :

- 'add:(id)";
- 'at:(int)".
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The first one enables the user to add an object which address is passed as
argument, at the end of the already existing collection. For example :

[aCollection add: anAddress];
where 'aCollection’ contains the address of an instance of OrdCltn and 'anAddress'
contains the address of any instance.
The second one returns the object's address situated in the collection at the
location passed as argument -an integer. For example :

anAddress = [aCollection at: 0];

where the address located in the first slot of the collection is placed into the
‘anAddress’ variable.

Note that for this class, many other methods are available enabling the user to
cope with the different values stored into the collection.

The second class -'RMGEllipse'- is an RMG class which enables the user to
draw an elliptical shape inside a view. This class is a subclass of RMGView
and so inheriting all its methods and instance variables.

This class defines some instance variables mainly in order to contain various
arguments concerning the ellipse itself. This is the case of 'xRadius' and
'vyRadius' for example, which are of type integer and are designed to contain
respectively the horizontal and vertical radius of the ellipse.

To instantiate this class, the user can utilize RMGEllipse 'mew' factory method
which creates an instance with default parameters. But the user can also utilize
RMGView factory methods. We did just that and used the 'relative:: extent::
superview: bkgd:' factory method.

This class provides also many instance methods enabling the user to fix various
parameters concerning the ellipse. Among these we can find 'xRadius: (int)
yRadius: (int)' which sets the half width and the half height of the ellipse to the
values passed as arguments.

'origin: (int): (int)' sets the center of the ellipse to the location identified by the
two values passed as arguments. ‘circleSolid: (BOOL)' enables the user to
specify if the ellipse has to be drawn as a solid or as an outline only.

We used this class in the 'newln:" method, to create the X-25 network
representation :

x25Net = [RMGEllipse relative: 550: 50 /%1%
extent: 400: 500
superview: self

bkgd: BLUE];
[[[[[x25Net xRadius: 190 yRadius: 110] /*2 */
origin: 150: 210] /%3 %/
circleSolid: TRUE] /%4 %

show];
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Line 1 creates an instance of RMGEllipse using RMGView's factory method.
This creates a view in which the ellipse is placed.

Line 2 sets the dimensions of the ellipse, while line 3 sets its center at the location
(150,210).

Line 4 specifies that the ellipse has to be drawn as a solid.

11.5. The 'OsilMTree' class

We look at the 'OsilMTree' class, subclass of 'EnvMTree', which is the menu
class of this application. This class implements only two classical factory methods :
'delayInit' and 'getIt'. It does not have any proper instance variables, nor any
instance methods.

‘delaylnit’ is the factory method which initializes the menu itself. It is a menu
containing four different menu items :

- "M Quit !

- 'Icon’;

- 'Connection >';
- 'Disconnection’.

The first menu item enables the user to quit the application, while the second one
enables him to reduce the application's window to an icon.

The third menu item enables the user to start the simulation of a connection opening.
It hides a submenu which contains the two menu items 'Step by step' and
'Continuous' enabling the user to start a connection opening respectively in step by
step mode -by the instance of OsilMTree sending a message to the instance of the
Osil class containing the 'startConStep' selector- and in continuous mode -by the
instance of OsilMTree sending a message to the instance of the Osil class
containing the 'startCon’ selector.

The fourth menu item enables the user to start a disconnection in step by step mode
only. This is done by the instance of OsilMTree sending a message to the instance
of the Osil class containing the 'startDiscStep' selector.

'getlt' is simply a factory method that returns the address of the menu previously
created.

11.6. The 'OsiStack’ class

We look at the 'OsiStack' class, subclass of Osil, which is the class implementing
methods and declaring instance variables characterizing each stack of the
application.

This part first presents the different interesting instance variables. It is followed
by the presentation of the factory methods and the different instance methods. Next
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comes the description of each action defined in this application. Finally, we present
briefly a new class we used in 'OsiStack’.

11.6.1. Instance variables

This class has several instance variables, among which we can find
‘clColorArray' and 'opColorArray' which are two id instance variables designed
to contain the addresses of two instances of the Objective-C class IntArray”.
These arrays contain the numbers identifying the different pastel colors of the
layers in the case of clColorArray and the numbers identifying the different
brilliant colors of the layers in the case of opColorArray.

'layerColl' and 'interfaceColl' are two id instance variables designed to contain
the addresses of instances of the 'OrdClin' class. These ordered collections
contain the addresses of each layer'® composing a stack in the case of layerColl
and the addresses of each interface!! included in a stack in the case of
interfaceColl.

mameColl' is an id instance variable designed to contain the address of an
instance of the 'OrdCltn’ class, this instance containing the various names of the
layers to be displayed at the left-hand side of the application’s window.

'destiStack’ is an id instance variable which contains the address of the stack
with which a connection opening or a disconnection has to be made. It has a
value only after the user asks for a connection opening or a disconnection and
selects the layers accordingly -as explained above.

'entryNode’ is an id instance variable which contains the address of a machine
stack entry node stack.

‘aLink’', 'ellLink' and 'phyLine' are three id instance variables which contain
the addresses of respectively :

- the rectangle with a red outline which is created between the two stacks
involved in a connection opening or closing;

- the link between an entry node stack and the X-25 ellipse;

- the link between a machine stack and its entry node stack.

Various instance variables are declared to be used internally for 'private’ use,
like :

- 'work' which is a boolean instance variable denoting the fact that a
simulation is currently going on or not;

- 'actionType' which is an integer instance variable identifying the type of
simulation going on : connection opening or disconnection;

9 : This class is briefly explained in point 11.6.4
10+ Thus instance of the 'Layer’ class
11 Thus instance of the 'Interface' class
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- 'skip' and 'back' which are respectively a boolean and an id instance
variable used in order to enable the opening or closing of a connection
between a machine stack and its entry node stack, on both sides;

- 'winTextl' and 'winText2' which are instance variables containing the
addresses of the two subwindows composing the message box!?;

- 'curLayer' which is an id instance variable containing the address of the
layer currently concerned with the connection opening or closing, so the
layer where something is currently ‘happening';

- 'workLayer' which is an id instance variable containing the address of the
layer from which the connection opening or closing is initiated.

Finally, 'stackType' is an integer instance variable which contains the number
of layers which characterizes a stack. For example, the value of stackType is 7 in
the case of a machine stack.

11.6.2. Factory methods

This class has two factory methods :

- 'mew: (id) at: (int): (int) type: (int) strings: (id)";
- mew: (id) at: (int): (int) type: (int) multiplex: (int): (int)"

The first factory method enables the user to create an instance of OsiStack in

which some strings are displayed. This is the case with the different layer names
appearing on the left-hand side of the application's window.
This stack is placed in the view which address is passed as first argument, at the
location identified by the two integers passed as second and third arguments. The
fourth argument is the type of stack needed, thus it specifies the number of layers
desired. Finally, the last argument is the address of the collection which contains
the strings to display inside this stack.

The second factory method enables the user to create an ordinary instance of
OsiStack, like the machine or entry node stacks. This stack is placed in the view
which address is passed as first argument, at the location identified by the two
integers passed as second and third arguments. The fourth argument is the type of
stack needed, thus it specifies the number of layers desired. The two last
arguments are not currently used but are designed to pass as argument the layer
numbers between which multiplexing is possible in order to make some changes
to the layers appear on the screen.

11.6.3. Instance methods

We review now each instance method implemented in the OsiStack class.

12: Tndeed the message box has to be separated in two parts as the messages to display are very long and in
order to limit the length of the message box itself. This enables the displaying of two strings, one on top of the
other
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'loadColor' is an instance method which 'builds' the instances of the 'IntArray’
class with the different layer colors. The addresses of these instances are put into

the 'clColorArray' and 'opColorArray' instance variables.

'loadLayerNames' is an instance method which 'builds' the instance of the
'OrdCltn’ class with the different layer names. The address of this instance is put

into the 'nameColl' instance variable.

'(int)layerContains: (int): (int)' is a method which checks if the location
identified by the two values passed as arguments is inside the bounds of one of
the instances of the Layer class composing the stack. This method returns an
integer which has the value zero if the location is not situated inside any of the
stack layers. In case the location is situated inside one of the stack's layers, the

number!3 of this layer is returned.

'update’ is the method 'executed' when the instance of the OsiStack class is in
the active collection!*. In this case it sends a message to itself containing the
selector 'openConnect' in the case of a connection opening. The type of
simulation to be performed in continuous mode is known by the 'actionType'
instance variable. This system is adopted in case the active collection is required

for other purposes.

'openConnect’ is the instance method which starts the simulation of a

connection opening in continuous mode. It is separated into two phases.

The first phase concerns the downward progression of the connection opening.
That is creating the rectangle with a red outline between the two stacks involved
in the connection, if it is not yet created; otherwise, displaying it at the level of
the current layers!s concerned with the connection opening. It makes also the
current layers flicker and displays a message of type: 'Opening Transport

connection by layer 4 entities, between layer 5 entities', in the message box.

The second phase concerns the upward progression of the connection opening,
when the rectangle with a red outline has reached the lowest layer of the stack or
the highest layer already connected. It suppresses the rectangle with a red outline
linking the two stacks involved in the connection, stops the flickering of the
current layers and changes their color to brilliant shade. It displays also a
message of type: 'Physical connection opened by layer 1 entities, between layer 2
entities', in the message box and creates the white bar which is situated in the
middle of each layer where the connection is already opened. It creates also the
white bars between the machine stack and its entry node stack, if the current
layers are the Physical layers. It creates the white bar between the entry node

stack and the X-25 network, if the current layers are the Network layers.

Note that the message containing the 'openConnect' selector is only sent to the

source stack, thus the stack from which the connection is initiated.

'openConStep’ is the method which starts the simulation of a connection
opening in step by step mode. Its functionalities are the same than for

13 : By number we mean the level of the layer inside the ISO reference model. For example 7 is the number of

the Application layer

14+ An instance of the OsiStack class is put into the active collection by the instance of the Osil class

15: By current layers, we mean the layers where something is currently happening in the simulation
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‘openConnect’, except that this method is 'executed' independently from the active
collection. As for the 'openConnect' method, the message containing the
‘'openConStep' selector is only sent to the source stack, thus the stack from which
the connection is initiated. This method returns an integer which identifies the
current status of the connection simulation.

replyConnect' is a method which makes an instance of the Layer class flicker
or change its color, depending on the case. @A message containing the
'replyConnect’ selector is sent by the source stack of the connection opening to the
destination stack of the connection opening. This method returns the address of
the concerned instance of the Layer class.

‘'openDiscStep' is the method which starts the simulation of a disconnection. If
the current layers are superior or equal to 5, the message '[self discStepUp]' is sent
by the instance of OsiStack to itself. If the current layers are inferior to 5, the
message '[self discStepLowOKk]' is sent by the instance of OsiStack to itself. This
process is separated in two, as the three top layers of the ISO reference model do
not need any confirmation to be disconnected.

'discStepUp' is the method which simulates the disconnection of the three top
layers of the ISO reference model.

The first phase concerns the downward progression of the disconnection. That is
creating the rectangle with a red outline between the two stacks involved in the
connection, if it is not yet created; otherwise, displaying it at the level of the
current layers concerned with the disconnection. It makes also the current layers
flicker and displays a message of type: 'Closing Transport connection by layer 4
entities, between layer 5 entities', in the message box.

The second phase concerns the upward progression of the disconnection, when
the rectangle with a red outline has reached the layer 5. It suppresses the
rectangle with a red outline linking the two stacks involved in the disconnection,
stops the flickering of the current layers and changes their color to pastel color. It
displays also a message of type: 'Physical connection closed by layer 1 entities,
between layer 2 entities', in the message box and suppresses the white bar which
is sitvated in the middle of each layer where the connection is opened. It
suppresses also the white bar between the machine stack and its entry node stack,
if the current layers are the Physical layers. It suppresses the white bar between
the entry node stack and the X-25 network, if the current layers are the Network
layers.

This method returns an integer which identifies the current status of the
disconnection simulation. = Note that a message containing the selector
'discStepUp' is only sent to the source stack.

'discStepLowOX' is the method which simulates the disconnection of the four
lower layers of the 1SO reference model. This is made by taking in count the
choices of the user himself.

The user replies to the question of type: 'Disconnection of transport connection by
layer 4 entities, between layer 5 entities 7' -see point 11.3. If the reply is positive,
the current layers are disconnected by changing their color to pastel shade,
suppressing the white bar which is situated in the middle of each layer where the
connection is opened and displaying in the message box the message of type:
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'Physical connection closed by layer 1 entities, between layer 2 entities'. Possibly,
it suppresses also the white bars between the machine stack and its entry node
stack, if the current layers are the Physical layers; it suppresses the white bar
between the entry node stack and the X-25 network, if the current layers are the
Network layers.
This method returns also an integer which identifies the current status of the
disconnection simulation.  Note that a message containing the selector
'discStepLowOXk' is only sent to the source stack.

replyDiscStepLowOKk' is a method which makes an instance of the Layer
class change its color, following the situation. A message containing the
replyDiscStepLowOk' selector is sent by the source stack of the disconnection
process to the destination stack of the disconnection process only if the four lower
layers are concerned. It returns an integer which identifies the current status of
the disconnection's simulation.

replyDisconnect' is a method which makes an instance of the Layer class
flicker or change its color, following the situation. A message containing the
'replyDisconnect' selector is sent by the source stack of the disconnection process
to the destination stack of the disconnection process only in the case of the three
upper layers of the ISO reference model. It returns the address of the concerned
instance of the Layer class.

In this class are also implemented series of methods which goal is to store a
value into certain instance variables :

- 'sEntryNode: (id)' which stores the address of the entry node passed as
argument into the 'entryNode' instance variable;

- 'setCurLayer: (int)' which stores the number passed as argument into the
'currentLayer' instance variable; this represents the initiating layer number ;

- 'setWorkLayer: (int)' which stores the number passed as argument, as the
current layer number into the 'workLayer' instance variable;

- 'setSkip: (BOOL)' which stores the boolean passed as argument into the
'skip' instance variable;

- 'back: (id)' which stores the address passed as argument into the 'back’
instance variable;

- 'setDestiStack: (id)' which stores the address of the destination stack into
the 'destiStack' instance variable;

- 'setTextWin: (id): (id)' which stores the addresses of the two subwindows
composing the message box into the 'textWinl' and 'textWin2' instance
variables;

- 'setAction: (int)' which stores the integer passed as argument, representing
the type of simulation to be performed, into the 'actionType' instance
variable;

- 'setWorking: (BOOL)' which stores the boolean passed as argument into
the 'work’ instance variable.
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In this class are also implemented some methods which goal is to return the
value of certain instance variables :

- 'askEntryNode' which returns the address of the entry node stored into the
'entryNode' instance variable;

- 'askCurLayer' which returns an integer which is the number of the

initiating layer which is stored into the 'currentLayer' instance variable;

‘askLayerColl' which returns the address of the collection containing the

addresses of each instance of the Layer class composing the stack; this

address is stored into the layerColl instance variable;

- 'working' which returns the boolean stored into the 'work' instance variable,
specifying if the stack is currently involved in a simulation or not;

- 'askSkip' which returns the boolean stored into the 'skip' instance variable;

‘askStackType' which returns an integer which is the stackType instance

variable;

'‘askIdNameColl" which returns the address of the collection containing the

names of the different layers, contained into the 'mameColl' instance

variable;

- 'askDestiStack' which returns the address of the destination stack of the
connection opening or closing, stored into the 'destiStack’ instance variable.

'testConnect' is an instance method which tests if a connection is already
established at the current layer. It returns a boolean which is TRUE if the
connection is already established and FALSE otherwise.

'testConUp' is an instance method which tests if a connection is established at
any level. It returns a boolean which is TRUE if a connection is already
established and FALSE otherwise.

'searchWidthLink: (id)' is a method which calculates the width of the
rectangle with a red outline appearing between two stacks at a connection opening
or closing. This width is calculated between the stack to which the message is
sent and the stack which address is passed as argument. The width is returned as
an integer.

'searchXOriginLink: (id)' is a method which calculates the X coordinate
where the rectangle with a red outline has to be located. This coordinate is the
right edge of the leftmost stack involved in a connection opening or closing. The
coordinate is returned as an integer.

'search YOriginLink: (id)' is the same method as 'searchXOriginLink:' except
that it returns the Y coordinate.

'connectionDone' is a method which tests if a connection is opened using
every layer in the stack, thus preventing an other connection opening. The
returned value is a boolean which is TRUE if all the layers are involved in a
connection, FALSE otherwise.

'deConnectionDone' is the same method as 'connectionDone' except that it
checks if each layer is disconnected, thus suppressing the possibility of another
disconnection.
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‘createLink: (int): (int) length: (int): (int)' is the method that creates a white
bar between an entry node stack and the X-25 ellipse or between a machine stack
and an entry node stack. This bar is placed at the location identified by the two
first arguments; its width is specified by the third argument and its height by the
fourth one. It returns the address of the created bar.

freeEllLink' hides and frees the link between an entry node stack and the X-
25 ellipse.

freePhyLine' hides and frees the link between a machine stack and an entry
node stack.

flickering' is a method which makes the current layer flicker and sets various
parameters concerning this instance of the Layer class -see point 11.7.

11.6.4. The classes used

A class has been used in this class which has not yet been presented :
IntArray'.

It is a class which enables to manage indexed variables of integer type. We
used the 'with: (int)' factory method to instantiate it. This method is inherited
from its superclass: 'Array’. It enables the creation of an instance of OrdCltn,
composed of values which number is passed as argument. For example :

anArray = [IntArray with: 4, 1, 2, 3, 4];

which creates an instance of the 'IntArray' class, containing the four integers:
1,2,3,4; where 'anArray' is an id variable which contains the address of the newly
created instance.

We used also the 'intAt: (int)' instance method in order to access the values
stored into the 'IntArray' instance. This method returns the value which is stored
at the location passed as argument. For example :

anInteger = [anArray intAt: 0];

which stores the value situated at the position 0 in the array identified by 'anArray’
into the integer variable 'anInteger'; so in this case the value 1.

11.7. The 'Laver' class

We look at the 'Layer' class, subclass of OsiStack, which is the class
implementing methods to create and manage the different layers composing a stack.

This part first presents the different interesting instance variables. It is followed
by the presentation of the factory methods and the different instance methods.

11.7.1. Instance variables

This class declares four different instance variables.
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The first of them is 'conWith' which is an id instance variable designed to
contain the address of the other instance of the 'Layer' class with which the layer
is connected.

‘aPipe’ is an id instance variable which is designed to contain the address of the
white bar which is created in the middle of a layer when this layer is concerned by
an opened connection.

‘closeColor' and 'openColor' are two integer instance variables. The first one
is designed to contain the number identifying the pastel color of the layer, while
the second one is designed to contain the number identifying the brilliant color of
the layer.

The last instance variable is 'flickering' which is a boolean variable taking the
value TRUE if the layer is currently flickering or FALSE otherwise.

11.7.2. Factory method

The only factory method implemented in the Layer' class is: 'mew: (id) at:
(int): (int) colorl: (int) color2: (int) height: (int) width: (int)’. This method
creates the instance of the 'Layer' class in the view which address is passed as first
argument; it is created at location identified by the second and third arguments.
The two arguments introduced by ‘colorl:' and 'color2:' are the numbers
identifying respectively the pastel color and the brilliant color of the layer, while
the two last arguments are the height and the width of the layer.

11.7.3. Instance methods

We review each instance method implemented in this class.

'flicker' is an instance method which installs the layer into the active collection
in order to make it flicker. 'flick'is an instance method which returns the value of
the 'flickering' instance variable.

'update' is the method 'executed' when the layer is in the active collection. It
hides the layer from the screen if it is currently shown and vice versa, thus
producing a flickering of the layer. 'stopRun' retrieves the layer from the active
collection.

'changeColor' changes the color of the layer from pastel to brilliant and vice
versa depending on the case.

'connectionState' is an instance method which tests the state of a layer to see if
a connection is opened using this layer or not. It returns a boolean which is
TRUE if a connection is opened using this layer, FALSE otherwise.

'inConnectWith: (id)' stores into the 'conWith' instance variable, the address
passed as argument which is the address of the layer with which the layer is
connected. 'inConnectWith' returns the address contained into the 'conWith'
instance variable.
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'createPipe’ is the instance method which creates the white bar in the middle
of the layer when this layer is concerned by an opened connection. 'deletePipe’ is
the instance method which deletes this white bar.

11.8. The 'Interface’ class

The 'Interface’ class is a small class, subclass of OsiStack, which manages the
creation of an interface between two layers. It was created as a stand-alone class in
order to enable future developments of the application.

This class has only one instance variable: 'aPipe’, which is designed to contain the
address of the white bar which is created in the middle of the interface when it is
concerned by an opened connection. This white bar is also created across the
interfaces in order to notify the user that some communication means is installed
between the layers separated by the interface.

This class implements one factory method: 'new: (id) at: (int): (int) color: (int)
height: (int) width: (int)'. This method enables the creation of an instance of the
'Interface’ class in the view which address is passed as first argument and at the
location within this view identified by the second and third arguments. It is created
in the color passed as fourth argument and has as height and width the two last
arguments.

Two instance methods are implemented in this class :

- 'createPipe’;
- 'deletePipe’.

The first one is the instance method which creates the white bar in the middle of the
interface when it is concerned by an opened connection. The second one is the
instance method which deletes this white bar.

11.9. The 'Pipe’ class

The 'Pipe’ class is a small class, subclass of Envir, which manages the creation of
the white bar which is created in the middle of an interface or a layer when they are
concerned by an opened connection.

This class has no instance variables and implements only one factory method:
'mew: (id) at: (int): (int) color: (int) height: (int) width: (int)'. This method enables
the creation of an instance of the 'Pipe’ class in the view which address is passed as
first argument and at the location within this view identified by the second and third
arguments. It is created in the color passed as fourth argument and has as height and
width the two last arguments.
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Two instance methods are implemented in this class :

- 'modifyHeight: (int)";
- 'modifyHeight2: (int)".

The first one is the instance method which modifies the overall height of the pipe
and sets it to the integer passed as argument. The location of the pipe is not changed.
The second instance method modifies also the overall height of the pipe and sets it to
the integer passed as argument, while it changes also the location of the pipe on the
Y axis, setting it to the value computed from the difference of the current height of
the pipe and the new one passed as argument.

11.10 Critique

We would like here to make a small critique of this application.

This application is not perfect at all, as it is only a first prototype. Many errors
and details must be changed. These errors concern the simulation of the OSI
standard and also details concerning the progress of the simulation. For example,
when the user has to select one of the layer entities in order to specify from which
layer entity the connection or disconnection has to be initiated, the message :

Select the source layer
is displayed into the message box. In fact this message should be :
Select the source layer entity

This application has been presented to the COLOS members at a COLOS meeting
and several constructive remarks have been made concerning the presentation :

- the source and destination layer entities should not behave in the same ways;

- the flickering is tiring;

- the message box should be separated from a 'question box' and a 'warning
box'";

- a fix-menu would be more agreeable than a pop-up menu;

Other remarks concerned also the functionalities of the application :
- it could be interesting to let the user do some 'mistakes’ while using the
application, in order to see what happens;

- it could be interesting to illustrate the connection-less 'orientation';

In short, this application is a good start for the Namur COLOS team, but must be
improved on many points of view.
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11.11. Summary

The goal of this chapter was to present the 'OSI on X-25' application which was
created by Namur's COLOS team following the principle of a scenario. It was then
programmed in the RMG environment, building new classes and using already
existing ones.

A first point presented the principles of a scenario which can be divided into few
different steps :

- deciding what the application will do;
- deciding what the application will be composed of on the screen;
- designing the scenario 'by hand'.

The second point applied these principles to our case to build the 'OSI on X-25'
scenario. We saw that the goal of this application was to simulate the opening or
closing of a connection between two layer entities situated in two different machines,
following the principles of the OSI model. All the functionalities of the future
application were also stated one by one.

We saw also that the screen composition was to be made of :

- four stacks;
- an ellipse;
- a message box.

where a stack is a rectangle representing a machine or an entry node and the ellipse
represents the X-25 network.
We tried afterwards to describe the scenario's evolution.

The third point described the implementation of the scenario. We saw what the
user-application interaction was of four kinds :

- selecting a connection opening or closing;
- selecting the layers;

- passing from one step to the other;

- replying questions.

Next we saw which were going to be the classes of the application. We saw that six
classes were designed :

- 'Osil’, the master-class;

- 'Osi1MTree', the menu-class;

- 'OsiStack’, representing a stack of the application;

- 'Layer’, representing a layer within a stack;

- 'Interface’ representing the interface between two layers;
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- 'Pipe’, which instance represents an opened connection and is situated in the
middle of a layer under the shape of a white bar.

The following points described these classes, in terms of instance variables,
factory methods, instance methods, actions and new RMG classes used.
Finally we made a brief critique of this application.



Chapter 12: Conclusion

The RMG environment is a very powerful tool enabling the creation of highly
interactive simulations and programs. The problem is that the lack of books,
references and works concerning this environment makes its apprenticeship very
difficult and very slow to anyone wanting to develop applications with it. We hope
that this thesis constitutes a step towards easier comprehension and mastering of the
RMG mechanisms. We do not pretend to impose it as an absolute reference but only
as a contribution to the work done by many programmers in the COLOS project.

We tried to give a simple and general approach to Object-Oriented mechanisms,
insisting on the Objective-C language, in order to enable the user to get accustomed
to the principles and language on which RMG is built. We tried also to give a brief
description of RMG, in order to introduce this environment to the reader.

We then tried to describe the basic RMG programming principles and supply the
future RMG programmer with a guide which can be of a certain help when he starts
programming applications in RMG. This guide is far from being complete and is in
fact only an introduction to the very rich world of the RMG environment and of
RMG programming. It is only, in our case, the result of our working experience.
For clarity and concision purposes, we did not want to introduce and give an
explanation of each RMG class; this is why we introduced only the basic ones.
Further, we had to give certain informations concerning 'advanced' programming in
RMG, though this work is only designed to be a beginner's guide to RMG. We tried
also to give an illustration of what can be made in this environment by presenting an
application we realized for the COLOS project : the 'Video' application.

We wanted to present the plans of the university of Namur for the COLOS
project, concerning the telecommunication field. We presented also one of these
plans which became an application: 'OSI on X-25'. This application is of course far
from being perfect as it is in fact a first prototype; many things are not yet settled
and many errors subsist.

The COLOS project seems to be a very good and useful experience. It enables
teachers to dispose of high quality simulation applications which are not intended to
replace the teacher or the teacher's course but to help him in his task.

This project regroups a small but international 'board" of programmers and
teachers. This enables to develop applications whose creation is the grouped work of
both these categories of people, thus joining the pedagogical experience of some of
them to the programming skills of the others. Thanks to a nice internal organization
of the project each member is aware of the works of every other members. This
enables the exchange of advices, of programming tricks, of classes. It enables also a
coordination on the user-application interfaces, on the subjects treated by each
members, etc.

The environment used in the project -RMG- is a very powerful tool indeed. We
think that the only black spot is the difficulty of apprenticeship and the time required
to master it. Once this gate has been jumped over and that one masters sufficiently
the environment, one is able to construct very powerful applications. But we think
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that this environment keeps on being difficult to handle, even for an experienced
user.

We think that the use of an Object-Oriented environment for the creation of this
type of graphical simulations is a good solution. The object-Oriented approach
enables to module the applications as they are really seen on the screen, each screen
object really being an individual and independent object in the system. Of course
this does not show for the teacher or the learner using the simulation, but it does
make a difference for the programmer which is confronted with the creation of these
applications.

A problem is that the requirements towards the project are numerous, specially on
a graphical point of view. More and more complicated graphics are used, requiring
more and more speed. This is in part the explanation of two choices made for the
future by the COLOS project in collaboration with the Hewlett-Packard company :

- use of new HP RISC machines;
- use of the X-Window environment together with existing software
development kits, to create applications.

The already existing applications will be translated and migrated to the new
environment by COLOS programmers. We hope that RMG will keep on being used
because we think that apart from the problems it leads to, it keeps being a very
powerful environment.
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Appendix 1 : Video application listing

In this appendix, we give the listing of the Video application. It encompasses the
'Video' class and the 'VideoMTree' class.



actianFPlay
actionStop

i
id actionRaus

t
static



iconMode

sLic
static R
static
static igned int lengihi
st ic framenun;
s [ dztanums

gclar., of var., usad to test the current made =f the Video playszr
ztatic el = 03
static pa = @3
static st = 03
static sch = 03
static savesir = 07
static loadstr = 07
static = 03
etatic = 0f
ztatic
=tatic
static
/% Structure wsed to changes the different parametere of the connection

struct Lermic params
=tati resultatfSds
stati strGavelliz];
stati stricadllZ];

= Video! Envir(barchi,warking,RMGVM.Frimitive,Calicctlian?
{
/% var., used in the layout of the appl. window %/
id topBanner, scroll, scrollScaler barsarrowk, arcowHs
/% var., representing the acticn buttans of the appl. #/
id play, stop, still, inpText, ed, fwd. bwd;
/% var. representing the scaling numbers of the scroll-bar ¥/
id stri: ctrZ, sird, strd4, strd. stré, sir7. stré: L
id aFaont; -
int buttenStr;
int textOn;s
¥

JE T T R R Xy L S Y Y I L S R XX XSS ST 2
¥ Define a func. assigned to the appl. window and others ta get the asppl.

* to the first level of windows, if hidden

L ey e ey e S S T R IEEY
static id ac_Self(aView) id aViews

xR EEREXRELLE

{

if ({[aView cavered]) t1 (LaView hiddenl))
{
[aView papToTapls
¥

return aView:

¥

EFFFFFRELFERFERR LR EERREEARRRLSR

P AR R s s
# Same &3 above but acsigr=d to topBannsr and enables aisc Lo move the *
o

¢

¥ zool. arcund *
R e e e O e R e e s e o o o T o e A R ek Ak ok kD R 3
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£ ic o id ooz
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P . - 3
i [
1

%

=
e

framenumber if ne

i zaum o cubtputvall 1 inputval)) 7/
4
framenum = oldfr;
S
}
=lse
{
scrallpaint = zocrollpoini + changeys
LhVigw=> rview tsstScrifntls
HERU
W ma
E

if tindtceoory = acz of bar as changed
s
iF o {s=t % kesp still mode
noe0nlizkls
{
lerngths = 8
[BView-rsuperview posOnDickl]s
¥
T
s o= {3

PO

1
= sz == i ¢ if in pavce mode
whils To== 1)
= i -
les
1 B
T fEwl
= i Tiviuon = fozirosluoivaEe gl or g
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static

~aturn

™

this
2 Rt R R R R R Ry R it s R 2R 2T
id ac_Pause{aView) id aView;

{

o tackward on the dis
b N SR A RS EAERRERNESE T RFRR
r 1 == 1)
L fewicon o ;
end FLAY only if plaver not in that mode
23
hliuds /¢ update color of buttaon

cch high: (scb + 340)1;

{inputval == 0)

w e

D e

point = ([sView-Fecrall viewlowl + 38333 7/ le + 363 = 277

in activeCaliection so that

pt = 1: an
pa = Q0f // pause % still mode off
et = 03
¥
return aViews
¥
JE T S A s R S A Ty s T e Y TS S I R
# Define a function to zend order -Fause- to video *
-5 crder ¢ ¢ PA (in ASCII alpha characters) *

attion can’t be used if FLAY has not been activated first *

id bViews

== 1) &% {st != 1}) // able to pause only in play mode & not(sti : i

{

if(pa == 0) // switch to pause mode else restart play mode
{
[{[aView bkgd: GREYMAGENTAl redrawl;
bView = aVYiew-sviewlcons /% point _
pa = 15 // pause made on BT :
write (fp, PAUSE. 2): :
[faView superviewl videxTestl:
¥ Ty
elee
{
[{alizw bkgd: GREYI rzdrewl;
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TEW

L <
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of REY 7iredrawl: // resetting all buttons to
[ GREY _7lrecrawl;

e JREY] redrawls

ol 71 recrawvl

e 71 redra

.
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L= Ly SyoseUL =3
oz o=
=

o

FEFEETES

an to send ordesr -Stiil- 4

o L e R R R R E TR *
3 *
ic ¢ 8T {in ASCII alpha char *
R L R X XXX X S R e e T
c 1

o == 1) &%& {(pa != 1)) // only in play % noti{paucse) modes
{
iflst == 0)
{
[LaView blkgd: GREYMASENTAIredrawl;
st o= 1% -
write(fp,5TILL,3) 5
[[aView superviewl] videoTestl:
bkgd: GR 7iredrawl; ‘
(FLAY, 3
peryi H
DD = red: 13
oL = redrawls
gVizw
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/% Defin

/% Defin

/% Defin

z in view for Lhe appll

ut
g

w

m r

LS A |

"

newFuncActiant ac_Mavel myCursor

MGString Type: StickTop extent! 17 superview: self

stringt " Videa Control

fonti: aFontl

color: BLACK]

horFili:s TRUED

center]

centary]

chow] .

idAction: moveActionls

e the zcrxll bar of the application */ . L S

if (lactionPause) , o S :
acticnPause = [[RMGAction newFuncAction: ac_Fausel myCursor: ice U
scrall = [LIRMGView relativet 173 t0 extent: 17: 380 : : .

superview! self

hkgd: GREVY]

idacticnt actionFausel
showls

e the area within self where thw scaling numbers will be printed

serollScale = [[LLRMGView relative: 1256: 0 extent: 47: 380 superview! se
idAction? actionSelf] .
viewlcon: self]
showls

[self initScale: scrollScale low! sch hight (sch + 340)3;

ar in the scroll-har
rollBarAction)

scroilBarfct
{

Y
H
R
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-

font: aFant
colors RLACH
viewlcon: =
center]

nterV]
iond

nutton®

‘actionStop)

actionBtap =
¥
= [DCIICIICIIRMGString relat
superview
bkgd: GREY_7
frameWidth:
frameColor:?
stringt " St
fonmt: aFant]
colar: ELACK
viewicont &
enterl

enterV]
3
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"

[LRMGACLIon nzwF
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ELACKI
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opl myCursor?

iconC




o _Fudl myCursar:

T S y
actionfwd = [[RMGACZLIon rewFuncActicon: zo_Bwdl mylursor:
¥
cwo = DLDDIDIICIDIRMEELring ralati = ERON
U
bhgd
i
P
;
el
Lezt -
R 2)
{
a = [{RMGAction newFuncdctiont ac_Text]
s
inpText = [LDLILDICCIRMGString relativer 15: {37 extent: 700 30
superview: self
bkgd: GREY_712
frameWidth
FrameColar
strin
fanti
colar
viewl
centes
centery] -
idactiont acticonInpText]
showls
{zelf buttanFacet inpText colorlt GREY_Z colar2: GREY_1S39
/% Print warning Wwindow to encsure that the video s ON */
[self viewErrar: 4 into: " VIDEDC is ON "33
return self; . -
¥ -

- extraNewln: anEnvir
I
{

menuTree = [VideaMTrze getltls
[self showAlll;

viewlcon = [[Chost stringGhast: "Video” Int anEnvir]
viewlcaoniselfl;

P
L
M
-y
g

e all the lconModels for the icons used in the buttons */

mxdelPlay = [[{IcanModel readFile: "/usr/RNG/DATA/ICONS/Play.icon"]
haotSpot: 0t 0J; v

modelStill = [[IcenModel readFile! "/usr/RMG/DATA/ICONS/S5till.iccon”]

hotSpat: 0f 013

mxdelStep = [[IconModel readFile: "/usr/RMG/DATA/ICONS/Stop.icon”]
haetSpot: 0: 0133 :

{LIconModel readFile: "/usr/RMG/DATA/ICONS/Fwd.icon"]

hotSpot: 0t Q135
modelBwd = [[IconModel readFile: "/usr/RMG/DATA/ICONS/EBwd.ican"l
hotSpats 0: 013

moedeltFwd

return selfs:
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¥
return selfs
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o
m
-
0

n »= cutpuitval) // if bottem end of working area reached
{
write (fp,8TILL.3Y s 7/ switch to sLill wade {(anly possi
[self videoTestl:

[celf stopRunl;

pl =
pa =
forw
aly
st =
¥
ifldatanum < inputval) /7 if starting point of working arza reached
{
writetfp, STILL, 3);
[self videaTest]:

i /7 reszt all modes tao off 3o that can’t go ove

=]

7

O D

.l

[self cstapRunl;

pl = 03
pa = 0%
forw =
back =
st = 17 : -
> .
¥ R i
return self; ‘ :
} - f
R R e R T Y2 R R )
* Method that places the application in the active collection *
EEE AR R R R AR R RN AR R R AR R AR ERERF AR AR R RXE R ER LK ERR AR RN/
- startRun ’ ‘
{ .
[superview installActiveiselfls
return self;

.

JERFRFF R R AR TR EF AR E LR EE AR E RN IR IR LR KRR AR R AR R RERHEERRRRN
* Method that removes the application from the active collection %
AR R ERE R R R R RN R R RN E R RN AR R R RN R R RN R RN R R R R RN ERRERRARR/

- stopRun : R

{ ’ T .

[superview deleteActiveiselfl;

return self; .

¥

R R R R R R R ER R RN R AR LR RN R R RERRFER RN R RN R RRR AR XX KRR RRR
*¥ Method that designes.a shaded button for aView, using aColor and bColor as sh
L R L i S SR LT LR Tt 3

—huttonFacet aView colortit (int)alolor colorZt (intiblolaor

r
hY

register int i:

for (i=05 1 < BUTTON_LINE _NO; i++)

{
[ILRMGLINne superview: aView colori alolorl
relPi: 0 1 length: [aView in_widthl: 01
showls
[LIRMGL ine superview: aView coler: alalarl
relPlt [aView in_widthl~-1-1:7 0 length: &8¢ [aView in_h
shawls ’ -
¥
for {(i=07 i < BUTTON_LINE_NO; i++)
{
[LIRMGLine superview: aView colori bColaorl
- relPi: 0: [aView in_heightl-3 lengthi! [aView in_width
showls
[LOIRMGLINne superview: aView colart bColord .
relPl: 33 13
length: 0! [aView in_heightll
idActiont superActionl
showls
3 .
return selfs;

int temps
venp = alowZcales
etri = ILLIDIMNaa3trl fanti afont superview: o isw colort BLACK]
steing: M0r o n-v]
datalrigin: 0f 34¢1
setIValue!r templ
s2LtRJusts Gl !




showlds

[L{IMadStrl fant: aFont superview:! aView color: FLACKI]
string: ""i "=n]

datalrigin: 0% 2951

setIValue: templ

setRduszt: 53 .
chowl;
PR uperviewd aView colari: BELACK]
temp += 503 :
ztrg = [IDDLIIMad3irl fon. t FLACK]

string: :
dataOrigint
setIValue:

setRJust: 51

showl?t ) : . ,gf:‘,fka

w oo

i

emp += 303 .
tr3 =.I0(L[CModSLtr]I font: aAantmsupepvieui_aView_colar:LBLACKJ_Mﬂ e
Stl"Tng- ll)l: ll_ll] . . . E :
. dataOrigin: 0! 1441 S
setIValue: tenmpl ’ i
setRJust: o1 Lo . 1 L
show]; R . .yf.,_ LT e ,_[1_ o

temp += 303 R v
stro = [t[[[[NodStrl Font: aFont- supervie

seLIValue- temp]
:ql R

i
: EATRI

tzmp t- DU B . L : i ;
str7 = [[L{[L{dcdStr]l fort: aFent’ :uperv.eu- Vlew Culnr"ELACh] ;
str‘lng- nwoe o R . . . T
. dataDrxgxn.'O:' 1 N { : k
s TsetlValues templ . o0 T . b
‘setRJust: 351 - ) G . B R
[ .. . showlj _j ’.ﬂ_ S B
temp += 4.5 . . ' o ’ TE oA - :
strg = [LLL .BLACK]

. setlIValue: tzapl & <0 7o i
©77 setRJustr 910 i :
: szctlun- actlonSelFJ,
‘showl

- scale- aView® low
{ g

temp += 40,-
[fstr8 setIValue: templ redrawl’ "
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* Method that tesL the-place of the. bar

*%***********{*******************f************************f,*****

and place of bar in scrollBar ™ .

Fnt {

if {scrollpaint < ([scrall viewLowl+17)) // if bar at end of scroll—ﬁaf'
{ B

if (framzhnum < ENDDISK) // if disk nat at end

{ B
[celf scalet scrallBcale lawt scb hight (scb + 340015 //
scroallpoint = (fecrall viewlaowl + 2338)F // recset bar to
}
glse
{
scrallpoint = (Iscroll viewbowl + 1703
¥

¥

else

{ .

if {scrallipoint » ([scroll viewLowl + 358)) /7 if bar at beginni
{
if (framenum > 0) // if disk not at beginning Ca ' B

{ : co
scrollpoint = ({scroll viewLawl + 17)3 // 1 don't

[eelf ccalet scrallScale low! (schb - &480) high: |

¥

else B N

{ - i .
scrollpaint = {(fscroll viewlowl + 3598)3% :

T N .

¥
return self;

* Method to transform the framenumber inte a string. so that it can be send to
* the -SEARCH- (8E) arder, though maoving on the disk to the right place.’ .
***k********f******¥**k**********************k*******i****************i**f****ﬂ

- posOnDis ; o

{

“

int adresse, i, ji
float adressef;
char adrcarfl3l;

adresse = framenums;
i= 53

J =.0;

adrcarf{sl = ’§7;
adrcarfél = "E’;
adrcarl71 = "\r’;
adrcarf81 = ’\0’:

IR conv~rt the ﬂumber

whilell > j
: PO
LRt B B ;
. adressef adr‘esse,‘~
.adresseP ‘adressef s/ 10.

}adres;e adresse / 105

tadressef. - adres

if (length == 12) // if order is PLxxxxxSEPL\r

write{fp., PLAY, 3);
[self videoTestl; :
¥ !

write(fp,adrcar,8); // send SEARCH order
[self videoTestls

if {{length == 10) |l (length == 12}) // if order is ('xxr"SEPL\r) or (P
{ , ERN
write{fp, PLAY, 3); : :

[self videoTestl: ! IR
¢ . ‘

return self;

S FFERE R R P AR R AR R R R F AR P X R E R BN F FEF RN A X F LR R R TR R LR F AR EFRF RN KL F AR XX R XN

1

PR R R EERFF AR A ERFRRE SRR FEREEEES AR S
input: (char *) aStir

* Method that receives a number string (a5tr) entered via the menu and after
+ controlling sets it as the starting point of Lthe worhing area

FEEF P C R R FFFE R R R FF R LA P EN S LEFE XL REARFERREXRRN

1dins

o



aldin = inputvals f o ST

if {pl == 0) // changed anly if not in play modé’
{ . :
inputval = atei{abtr)si // conversion into integer - o S

i {inputval > autputval)

{
inputval = «lging
¥
alce
{ .
framenum = inputvals
¥
¥
return selfs

e

R R SR R R R R R R S R R SR R R S SRS RS A s
¥ Method that receives a number string (aStr) entered via the menu and after
¥ controlling sets it as the starting point of the working area
R R R R R R AR R R R RN R R E E R R R RN F R R R E R E RN A B R SRR SR AR RN EE N RERERERE AN
- outputt (char #) aStr
< !
13

int ocldouts i :

oldout = nutputvals

cutputval = atoilaStr);

if loutputval < inputval) -
cutputval = oldqut;i.

> ' ¢
return sglF;

- saveFile: (char *) aStr . .

{ . E o ~a '
int i¢ ’
FILE *fd;
int erreur;

cha# str{131;
char fileDotVCTL1024]
char FlleDoLVCN[1024J,

the files

strcpy (F11eDoLVCN,: i1l save

trepy (FileDotVCT !

in current directory

eof inputval, fd) == 1) // if fi
{ A PP o ..
if (Furitel(s outputvaly sizeof outputval, 1, fd): S
{ S
[self viewError: 2 into
erreur = 1j
: Y .
. . i else s
IR




Jrprrntf Ot oK
3}

¥
else
{ BN
[self viewErrar: 2
erreur = 1}
}
fclase(fd);
>
else // cpening errar
{ . oA
i EselF,viewEPnﬁrth_jnto=_PileDotQCN]
¥ N
if lerreur == 1) // grrar writing in file, neot ‘all numbers written =3 de
unltink (fileDatVCN) s W
1 : -
grreur = 03

return self; o

/+**;+******L+********f**********************’**¥*******f***********************
¥ Mathod that loads the number and text filds {aStr.ven & aStr.vct) into the ap g
*******************kr********************************************k*************_ o
- lcadFile: {char ¥) aStr
{

int i, oldints ) '
FILE *fd; -

chér stri131;
char FlleDotVCT[1024]
char fileDotVCNI10241;

~stropy (FileDatVCT, ",/
strepy (fileDatVCN, ™

oldint = inputvals

‘ 1= 0

’ if (textDn == 0)

strcat (FileDotVCT,abtr) ¢
' strcat (FileDotVCT.".vi

i
if (ifd

(Fread(%inputval

{
) ) if (fread(&outputval, sizecf cutputval, 1, fd) 1
{
//printf (" %d ¥%d Y,inputval, cutputval):
}
) else
L - - { .. .. ’
inputval = oldint;
) [self viewError: 3 into: fileDotlVCNIs
¥
> }
else
{
) [self viewError:t 3 intot fileDotVINDS
b2
fclase(fd); .
¥
> lse

D



[eelf viewErrort ! into! fileDatVCNI:

return selfs

'/****************‘f?L*f§*¥++f**¥‘***********************************************
¥ Method to guit the application, that frees certain variables
**f******}*&*}**tf*%4?k*?}*+********+*k#***************************************

- guit_app

{

closeifp)s

if (ed '= NULL)
led quit_appls

if (icanPlay == NULL)
{
[icanFlay freels
[iconStop freels
LicanStill freel:
LiconFwd fresl;
[LicanBwd freels
¥

//licanCursar freels

[madelPlay freels

[mcdelStop freels

[modelStill freel;

{modelFwd freel;

[modelBwd freel;

[modelCursor freel;

S ImodelArrcwCur freel;
[éuper ddit_app];
return NULL:
¥

/***************************%***#—***************K****
* Method to test that an order to the v1deo haé#been
* arrival of "R" in device file )} .
***********{-{-************f*****************{-****i

- videoTest .

{
int i i
}“*fgelf.réngevice]: S »‘ ‘?
wh1le;((strcmp(resultat,"R")) }= 6)
: . gselF readDevxce]
by - B ’ '

R R R R R R R R R N E R R R R R R R E R K F R R R X R R RN R R R R RN E R AR RN F R RN R ERRRE N
# Method called to change the string of the buttons into icons and vice-versa¥
Ry s Y ey S s S 222222

~ changeButtons

{ .

if (butt == 1) // buttons have string on them

{

[{play string: ""] showl; //-Supress all strings
[fstill string: ""1 showls;

[{stop string®! ""1 showl:

[[fwd string? "1 showls g S -
[ibwd string: ""J.showl:

butt = 03 el
buttonStr = 07 .F wo n

// create the icons on- buttens
iconPlay = [[(RMGIcon makeFromModel: modelPlay .
int play
at: 25: 41
idActioant superAct. oo ilLalh el
shawl}
iconStill = [EERMGIcon makeFrumMndel- moadelStill
ind still e s
at: 25: 4] 3
idActiont superAc .
shaowl;} O S
izanbtop = [LRFGIcon makuFranodul model1Stop
int stop
at: 25t 41
idAction: superAct

shawls .
iconFwd = [[[RMGIcon makeFromModel: modelFwd
in: fud

at: 25: 4)
jdActiont superéct
showl;s




PO D F LLLRMLI Do makereonMode

e
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o

of Stop "1
o Fud "1
£ Euwd "1

.
13

tyr = i3
edrawls

“y
an
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m
s
o
i
3
m
o

R R E R R E R R L R R F P F RN R R R R RN F XK E R KR AR F R A P X E R E KR £ X
hod wsed to crzate or ma = the teut windaw in the envir
EEFEEFSEREFREEEFEEEREE : FELFERERFERREFEFEFEF S EFFHE XXX

LN Wi (31dY aEnv

i ttewtln == Q03 /7 if naot been created

{

ed = [[DocEdit newin: akEnvl =

[Licd activeTermnt ed]l menulrze

[{led move: 4003 3001 showls

[TinpText bkgd: GREYMAGENTAD redrawl;

textOn = 23

¥

else

{

if (textOn == 1) // if hidden
{ e
led showls ST
[TinpText bkgd: GREYMAGENTAJ redrawl;
textOn = I3
¥
else

- {

fed hidel;
{{inpText bkgd: GREY_7] redrawil;

textOn = 13
¥

)

return ed; !
¥
JE R R ey e S R T RS RS E R S R L
* Method used to print an error mez:zage related to aReason and to the aFile”
* in the application
R R R R R R X R RN P E R E RS F R F R R R R SRR NP R R F SRR EF R R R AR R AR KRR EFRX
- viewErraor: (int)aReason into: (char ¥)aFile

I
id errarViews errcrS8LickE, errorStickT:
char errcrTypell(24]:
int large:?

sprite_sraszel

St ’

RS
LR

n
s
by
m
n
o
w
0

wn



HT (a
1

4
EIG
R
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centeri]

L
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{FONT

3

cent

2] freel:

ickT hRi
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[ierrar

[zeif redrawl:

showll;
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e “objc.h”

e "rmg.h"

e "envir.h"
de Msidio.h®

6y

~

m
4

nul, MTreeAct, MTresActOne, EntryPads

static 1d onlylnstances i,

witht Mouse]s

prite_erass
25ty = [{aView chowslid keylInStirls
[aView hideAllFrevls
¥

PR = 0}
N igw = viewlconl AFFL) receiverls :
».r FUTaw A8t i
= jte witht Mouseli

i ed)
€
B
£
izt LRy b= L
{
5 AFFLY receiverl:
T
¥
-
o
ctatic id ac_Inmput{aView) id aView:
{ _ _ - - - - -
H hy
c
cz=lected = laView pkltmUndert sprite witht Housel:
if (selected)
{
eprite_erace(ls
2Str = [[aView chowhlll keyinStrid
raVisw hidefllPravl;
iF ({strcmpiaStr,”")) = 0)
{
riiew = [[laVisw viewlcond AFFLI receiverls
[bYiew input: aStrls
s

sprite_showl()s
return selecteds
¥



it

static id ac_OutputilaView) id aViews
{
i

sprite vitht Mousesls

sprite_erase():
a5tr = [[aView showAlll keyInStrl;
. [aView hideAllFrevl;
¥
if ({strcmptaStr."")) !'= 0)

{
bView = [[[aView vie
[bView ocutput: aStrl
¥

wlcanl AFFLI receiverls

sprite_show();
return selecteds’
) ¥
+ getlt

;e;hrn'onlylnstance;

entryPad3;

if{ beenhere}
f .

heenhera = TRUE
afFont = [FonlMage
ww__§glf =

(XA )
oo (O

CllraootMeny wit!ihd
PR BN T e
== [=RS) g
[llrootMeny at: 1 putStr: "Icon”l

[iirocotMeanu at:

[llrooiMenu

[
o+

o

Titr ERA puts "3
center]
subMENU: entryPaddl;

subMENUT entryFadils



Appendix 2 : OSI on X-25 application listing

In this appendix, we give the listing of the OSI on X-25 application. It
encompasses the following classes:

- 'Osil’;

- '0OsilMTree;
- 'OsiStack’;

- 'Layer";

- 'Interface’;

- 'Pipe’.



inciude
include
include
inciude

EL -

Ereguirecs

“abjc.h

YrmgLh"
"envir.kh"
"etdio. k"

RMGYViews RMGAcLticon, D 1M

Ghaost,

CrdClir.

sntMngr, Fixturt?7,

RMGLIne!



id str_apphrcliong

static id actionStep = NULL;
static id actionSelf = NULL

static id idScurce = NULL:
cstatic id supseraction =

#define LUTTD‘ LIH
#define
#define

Disconnscticn of "
" connection far layer

#define d&tr " entities. by layer "

#define dStri Ld "entities

SRR R R R AR R E R R R E R AR S R R R AR RN E R R A B S EE RN AN F r PSP S X B AR RN R E RN AR

# Class created for the O8I on X-25 application *

* By! V ronique Nachtergaele and Dominique de Paul *

¥ This is the master-class of the application which manages it atl *
I

22 S X2 RSS2 TS S A 22 SR RS R R R R SRS EX RSS2 LSS R LR R A RS A ERE R R E R L R L b

= fOsit: Envirtosi,working,RHGVW:Frimitive.Collecticon)
{
id topBanner: stackColli 7% contain the addrecss of the title bar and
of the collection containing the addresses
of the four stacks present in the application ¥/
id sourceStack. destStack, idStacki; /# caontain the addresses of the stacks -
involved ina connection cpening or
closing R Y
id textWin, »ZSNet, xZ3str, inTextWinl, inTextWinZ; /% contain the addrusses
of the different views compcsing the message box’
and of the different views composing the X-25 .:

ellipse . . ,.*7'
id aFont, aBigFonts /#% contain the addrescses of the two fonbts used in this
application */

id aLine2L, alinell, aLine3lL, alLinelR, alineZR, aline3R; /% contain the addres
of the lines placed at the bottom of the window and
representing the links between the stacks

id stepButton, idButtenOk. idBuitonNoti /#contain the addresses of the buttons. : -
used by the user to jump from cne step to another :
ar to reply to a guestion.

int scurcelayer., destbtayer: /% contain the addresses of the two. layers N
between which a connection has to be opened or closed * ..
int choice; ’ o
EOOL okStep;
BOOL okDisicCon, response;
BOOL stapDisCons

} ' .

static id ac_self(aView) id aView
JHEERETEERHAEEHE IR RN LA

— % .an- the-screen.. — - — - 3 NS 3
*f******k*******************ii*********k**************k**********/'

< -
if (([aView covered]) 11 {l[aView hiddenl)) .
{
[aView popTaTopls;
¥
¥

static id ac_StepC(aView) id aView;
FE Y Ry e s T S ey L.
¥ Enables the user to pass to the next step of the cannection *
¥ ocpening simulation. L
S P gy

{
id bViews
int conts

[[aView bkgd: WHITE]l redrawl;:
bView= [aView viewlconl;
cont = [bView copenCanStepls

if ( cont == 2)
{
cent = [bView ocpenConStepl;
¥
[[aView bkgd: GREY_101 redrawl;
if{ conl == 0)
{

[aView hidel;
[aView freeAllls
actianBtep = NULL:
A3



static id ac id aViews

JrErEEEEEE fﬁf%*k%***}f%****f&é*}&******&*********i**********
* Enabies to pass to the next step of a disconnecticn

L at i the concerned layer is infericr to 5. it d1=pla,s*
¥ a gussticon iy g message hox: of type: "Disconnection of

# transport connection by layer 4 entities, between layer 9 *
¥ entitiss ¥7. After thalt. it creales the "Yes’ and "No' buttaons *
¥ and cets the application into the active collection in order to ¥
¥ enable the ussr to reply to the question by clicking on cne of *
¥ Lhen. *
R AN RN R R R FE R R R R R R R R R R R RN S F R E A AR R AR R R RN R AR RN KRR NS/

{
id BYisw: cViews
int conbt. V.
int 1dCurbLayer:

char curlLayChar(Zzl;

char curlLayStrizS6];
char curLayStrELZ5561;
EOOL ckOther = FALSE;
b¥iew = [aView viewlconls

cView = [bView superviewl;:

if ( cView->okStep )

I _. . bView=_[aView.viewlconls__ _ __ __  ____ . . . _ S R Lo
idCurLayer = [bView askCurLayerl; S e R .
if { idCurlLayer »>= 35 ) RERETE . . -

{ \ : : '

cont = [bView discStepUpls: ) e L |

if (( idCurLayer == 0 ) &% (([bView askSkipl) == FALSE))
cont = 03
if ((( idCurLayer

{
cView = [bView

:askSkiplh‘=" TRUE)) t1 (idCur

’strcat(:urLayStr,
T

X . o o B ;,elsg
f = X K . A

"R19ht



strecat(curbayStr, "Left ")

¥
¥
elese
{ ’ s
if ({([[[bView askDestiStackl] askEntryNade .
{ .
strocatf{curlayStr, "Left ")
¥
else
{ .
strcat{curitayStr, "Right ");i
>
>
strcat{curtayStr. £lhbView asklIdNameColll a
T
¥
glse
{
strcat{curtayStr: [[bView azkIdNameCollld at:
]
¥
) strcat(curlayStr, d5tr0ub)s
! if ({([bVisw askSkipl) == FALSE)
{
strcat {curbayStr, {(itoal(idCurbayer+l), curtayChar)));
T
¥
else
{
' strcat (curLayStr, (Ttea((idCurlayer+Z) ;curLayChar)));
¥
stropy{curlayStrR,dStrOke) s
4 if ({[bView askSkipl) == FALSE)
{ ‘ .
) strcat (curLay5trR, (itna{idCurlay=r, curbayChar)))s : -
} R
else . o Y
{ ) ’
) strcat(curbaySirE, (itoal{{idCurtayer+l) .curtayChar))}; : L
) strcat (curLayStrR,dStrOkd) 5 : S - ik -
[[[[[cView->inTextWinZ string: curLaySth]-
cotor: WHITED ..o
} .. ..centerd =~ .7
“tenterV] L0 C e o R ‘ .
) ‘showl; : ’ . Lo e
) [[CELLcVie 1nTextH1n1 string: curLaySLrB] Lo :
calar: WHITE] . <
N center] e . PR |
. centerV] ot
! Credrawl
show]:
cView->idButtanbk = [[[E[[[[[RHG:trlng relat1ve- 170' 70 ex e
g T . s i.superview: cView.
) " bkgd::GREY_101

T .o frameWidth: 23 ¢

Lot T T FrameColnh:'BLACK]

IR o7 stringt M Yes "1

o fant: chew—,aFont]
@ colori: BLACK]

' centerd :

‘centerV]

-v:superv1ew-'cV1e
bkgd: GREY._ 101 "
Framew1dth' 21
- - - = - - . frameColors: ELACKY . . . .. . . . L -

stringt " No "3

fant: cView-raFantl

color? BLACK]

center]

centerVl

shawl;

fcView buttonFace: cView-»idButtonNot colarl: GREY_Z colarz:

idScurce = bViesws
[cView installActivet cVYiewl:

iF { cant == 0)
{ /74 printf{" fin de decan. ") 5
faView hidel:



[aView freeAllls
actionStep = NULL:
< 4

fFor (3 = 05 1 T++)
{
[[cView-YstackCoil at: i1 setWarking: FALSED;
¥
[{cView->»inTextWinZ string: "1
shawls
[{L[cView->inTextdinl string: "1
shawl
redrawls
+
¥
¥

ztatic id superfct(aView) id aVizw;
T O R L oy g S 2 TS AT X
# This function enables to execute the action linked to the *
+ superview of the view passed as argument. *
P R S 2 2 R R 2R R R T T R R S Ay Y A2

{

[aView-rsuperview actionl;
return aViews

¥

+ newln : anknvir )
JRERFRREF R FE R F R R A EF R A F PR AR RN AR E RN EE R R R RN AR R AN KRR RRNRF

* Designed to create the application’s window and all its * - s
* subviews. It cbjectifies aleo the functions to be linked to % : ' :
* these subviews and intializes some variables. - ¥

E2 I T e R e a2 L XL X2
{ . R
int 17
id nameCclls
{self delaylInitl:
if (tactionSelf).
{ LoE , PR .
-actionSelf = [RMGAction newFuncAction: ac_selfl;
} . - . .

- seIF--w[sel€70r1gLnu100 100 .extent:11200:500. superviewianEnvir bkgd' PERI

Ellself Framew1dth- 213
frameCclor? CYAN]
idActiont actionSGez1€1;

aFont = [FontMngr 1piQx20_bl:

aligFont = [FentMngr courlzaz01;
akStep = TRUE:

ckDiscCon = FALSE;

respanse = FALSE

topBanner=LLIILLILIRMGString Type: StickTap
extent: 17
superview: self
bkgd: DARKELUEZ
string: " 08I on X- 2‘"] Pt
fant: aFontl
colort WHITE]
herFill: TRUE]
centerl}
centervi
idActiont maveWithRBandActionl
shawl;

if (!‘superAction)
superAction = [RMSAction newFuncActicont superActl:

A‘uNet = [RMGEllipse relative: S350
extent: 400:
superview! se
bkgd: BLUED;

50
0

ﬁLn"

0
¢

CCLLCx25Net xRadius: 190 yRadius: 1101
arigint 1501 2101
circlileSolid: TRUE]
color: WHITE]
showl?

x25cstr = [LLLILLIRMGString relative:645:225 extent:100:70 superviewiself
stringi® X 25 "} -
fonti[FontMngr picatB8x3011
color: BLACK}
. centerl " =
i centerV] 0
“ idActions a:t!onSelr]




shawls

= [0ydCitn newld:
= [OrdClin witht &, "Physical ->","pata ->","Netwark ->",
"Transpoart ->","Sessjan —>"."Presentation -
"5ASE B
[O0siStack new: self
at: 50t 20D
typet 7
strings: nameCalll:
[ztackCaoll add: [OsiStack new: self
at: 250: 200
typer 7 .
multiplexs 0 01133
[stackColl add: [O¢iStack new: sezlf
at: 4z5: 200
type: 3
- - - e —multiplex: 0. Q115 L . L L L e e - -

[stackColl add: [O0siStack new: self

at: 10z3: 200

type: 7

multiplext 0: 0313
fstackCaoll addi [BsiStack new: self

at: 850: 200

type: 3

multiplex: 0f 0313

{[stackCall at: 01 sEntryNode! [stackColl at: 1113

[{stackColl at: 2] sEntryNede! [stackColl 'at: 3315 o T
[lstackColl at: 11 sEntryNede: [stackCollfat:-011; £
[f{stackColl at: 3] sEntryNode: [stackColl.a 211y A

textWin = [RMGView relative: 450:

[EftextWin frameWidth: 11 7
frameColaori CYAN]
showl: L

00: 100 superview: self bk

inTextWinl = [RMGString relative:
[CClELinTextWinl string: . ""1]
font: aBigFontl
calor: WHITE]
centerl :
centerV]
shaowl; R :
inTextWin2 = [RMGString relative:
[ECELLinTextWinZ strings "3
fant: aBigFontl
colar: WHITE] : -
! center] -
centerV]
showl;

Farti = 03 1 < 43

{ Rl
[CstackColl a
¥ s i

aLinell = [[RMGVie

retuﬁn:sel
3y

~ extraNewInt anEnvir °

R R R R R R R R F R R R RN R R R R E R RN E R R AR RN KR KRR RN

- % Gets the-address_of the applicaticn’s menu.and.creates the *
¥ Ghost instance in order to enable the user to iconize the * .
* application. *

ENEEXE TR EE LR P FH R EFFFFERE LT FRREF SR F AL NP R UL F IF NP 2 XS FEFEF TR XX/

-~

Trze getltl:

menulree=[0eiil



[z21f zhowAllljs

return sal

o

+ delaylnit
S EREEEEEAE AN FEENFEFEREREEE RN KR
£ Initializes the application’
EEERERFAREEE R R EREE R KRR KRR REHEF

{
static ROOL beenhere = FALSES
if{!heenhers)
if{self == Os31)
{
[0siiMTree delayInitl;
besnhere = TRUES
¥
glee [Cc=il delaylritl:
return sz1f3
¥

-~ iconifie

t stringGha
jewlconse

Int anEnvirl

FEREXFEFEEF A AL L P F R AR FF SR EXELLFE

#

s menu

FEEEEEREX

*

AR R R A LR E R R R F R E LS R R E AR SRR PR R E R ANLERERS

IR E S R L R R S I s RS RS A XS R S R TS R RS LSS AR R XSS ]

# Calls the iconize methad

* application.

in

[ R Ry e R s S S S R

{
[self jconizels;

return self;

¥

- startDiscStep

0sil superclass, in order to

icanize thex

*

JHFEH IR E R FEE R E LR LR KRR R E S FEEF R FE AT TR IR RN X EXRF AR AR RRR LXK

¥ Sets the application in the
# not currently performed and
¥ This is done in order to ena
¥ from which a disconnection 3

EREEER R LR E R R R R R KR AR E R RN R R RN LA FEREE R FF IR R AR RN RN AR R LR KX F R R X R B R/

{
int is
BOOL work = FALSES
EQOL conD?ne = FALSE;
choice 123
For (i = 05 7 < 47 i++)
{ .
if {{[[stackColl ati 31 w
work = TRUE:
¥
- if {wark == FALSEYX -
{
i = 03
while ({7 < 4) %& {(canDone
{
conDane = [[stackCaoll
i += 13
T
if (conDaone == TRUE)

{

[self startRunls

¥

else

{ .

[ILILlLinTextWinl string
color: WHITE]
centerl
centerVi]
redrawl
showls

[ILLLinTextWin2 string:

C
c
5
>
¥
return self;
¥
- ztarilon
SEFEEENF
# Setes Lhe applicaticr into th

active callection if a simulation
if a connecticn
ble the user to

s initiated.

R : %
aorkingl) == TRUE) -
== FALSE)) P
att 11 connectianDonel:
T
" Nothing is Connected, Deconnectian
alart REDI]
enterl
enterv]
hawl;

e acttive callection if a =

is

is already established #
salect the source layer#*

*

*

impossible

L Rl o e R R R R Rl e X TR I I R P S S 3
imulation s

*




* possible. This is *
¥ source and destination#
* initiated and *
¥ recponded bao. %
R R R E R R N E R R N L E R R AR AR A AN RE R R LR RN R R R X R RS E XN RN
{
int i3

BOOL work = FALSE:

EQOL delonDane FALSES
chaice = 213
Fop (3 = 05 13 43 G4+
{
if ({[istackCaoll att 31 workingl) == TRUE)
work = TRUE:
>
if (work == FALSE)
{
i = 03
while ({1 < 4) %% {(deConlone == FALSE))
{ N
deConDone = [[stackColl at: 11 deConnectionDonelds
io+= 13 R
¥
if (deConDane == TRUE)
{
. [self startRunl;
: Yoo

else i Ll L
R

[[CLLCinTextWinl string: ""1 -
calar: WHITE]

center]
centeryl
redrawl
showls -~ SRR
[CLLEinTextWin2 string: " Nothing i1s Discaonnected, Connection impo ble ~
celort! RED] - ’ ;
centerl ° :
centervVl} ) .
showls: BN o
}.' . 5 : N
} .
return self;
¥
- startConS
JEERRELRLR **¥********************+**************;***5****;************ !
* Is the same as startCon but it concerns the step by. step ‘mode v - %

f***********%**********************ﬁ******************* XA g**********/
{
int is
BOOL .wark = FALSE; .
.BOOL deConD cne = FALSE;

choice = 22:

(([[stackCollJ
TRUE;

[[[[[tanextuvnl strin
color: WHITE].
centerl !
centerV]
redraw]
showl; Ry S o : . P .

(t[[t!nTextH1n2 strvng :Nothing is Disconnected; Connection

~color- RED)] . ot




T T Lrrenverd

- Y. centerV] L
.. showls
N 2
return setf;
¥
- -\'Lnr'LFmrl
SRR R R R E R S R R R R R R R AR R R R RN R P L RN R BN R AR RN R R R R ER R RN RN R HK
# Dizplays the string "Chase the Source Layer’ into the message box *
¥ and inztalls the application intoe the active collection. *
O R LR R T T L R e e X T T R R R R R R L L ]
<
[[lIDinTextWing stringt " Choose the source LAYER ")
colars WHITE]D
center]
centery]
showl;
[LEICDinTextWinl strings ")
colaor: WHITE]
center] -
centerV]
redrawl
showls
[self installaclive: selfd:
return selfs : - R R
¥ .. ‘ :
- stopRun .
’*********k***************************f**************t*****************
* Removes the application froem the active cellection *

EE R E R LR E R ERE R RN R E RN LN LR AR R R R R R LR LR R R R EFREN R RN R RERRRRARRERRRS]

{ .
(self deleteActive: self]s

return cself;

}
- update
/******f****t****#****************k*****k********************k********* )
* Is the methcd executed when the application 15 1nt0 the act1ve oK
* collection. - T

**********************************f%**********************************/

{ ‘ ' .
switch (cQoice)
{
case 11: case 12:
[self selectOnels;
“breaks;

case 213 case 22:
Tself selectTwols

break,,\a‘...v.».’. “;J
case 3¢
~-[self selectChoxceDJ,
breaky
}

peturn sélf:j
Yoo

selectTwo i~ ;

% Enables the usér to select he source and; dest)nat’on ayers Por a’x
* connesction ocpening. This is done by comtrolling the mouse buttons #
* state and the poceiticon on the MG cursor on the screen. *
FEEEFERESRRFRFERE N AR LER KR ERE SRS 23 ERRFRREALRERRERERRERER RN/

s
.

int 1,3
BEOOL found = FALSE:

if {(L[Mause changet! ¥changex! Schangeyl getRuttonsl == 1)
{
o= 03
while ({1 < 4) &% (found == FALSE))
{
J = [lstackColl at: 11 layerlontains?: crossx! crossyls
ifoly = 0)
{ .
if
= [ztackColl at: 113
= s
Wini string: ""]




colart HHITE]

center]
center\V]
redraw]
shiowls
. (ICiinTextWin2 string: " Choose the d
colard WHITE]
center]
centerVi]
chowls
*
else
{
destStachk = [stackfoll at: 315
destbayer = j!
Found = TRUE:
>
else
{
io+= 13
¥
¥
¥
if {destStack !'= NULL)
{
[linTextWin2Z stringt ""1]
shawls

[lself stapRunl
connectls;

[self setChaoice: 01;
¥
return selfs: . ) s

- selectOne . ce T
FE Ty R X S e s R e s :
¥ Enables the user to select the source layer for the closing of a *
¥ connection. : *
B R e e eI T eI IS VA

whiile (01 <

{

J =il crassyl;

it
{
saurceStack = fstacklall at: 133
sourcelaysr = jj
found TRUES
¥
alse
{ -
io+= 13 O
¥

¥

¥
if (scurceStack != NULL)
{
[[inTextWinZ strings ""]
showl;
stopDisCan = FALSES
[{self stapRunl
disconnectl?
[self setChaice: 01
¥

return selfs
}

- selectChoiceD
R T S S T Ty R R X2 T PSR E TR S R
¥ Is the method enabling the user to click on one of the buttons "Yes'™#
¥ o "No’ when he is prompted to renly a guestion concerning a *
* disconnection. *
e R R L e R T P R S S S R X 2L )

-

int i, s
int conts
BOOL found = FALSE, cklther = FAL

o
m
.



if ([[Mouse change! %changsx! %changeyl getButtonsl == 1)
{
«kDiscCan = [idButtanlk containst crossxi crossyld
resparise = [igButtonNot containst crocssut crossyls
>
if ( ockDiscCaon )
{
[self setlhoice: {33
okStep = TRUE:
[idButtonOk khidel:
[idButtonlk fresaAlll:
[idEuttonNoat hidel:
[idEuttonNat freeAlll:
[LinTextWinZ string: "*]
showl s
[self stopRunls
cont = [idSource discSteplowlkl;s
if {cant == 0)
P ¢ .
for (7 = 03 1 < 47 i++)
{ .
[[stackColl at: i1 setWorking: FALSED:
¥
[stepButtan hidel:.
IstepButton freeAlll:s
. actionStep = NULL;
+ . response = FALSE;
Sy o -
okDiscCon = FALSE:
¥
if ( response )
{ = .
[self setChoice: 01:
okStep = TRUE;
[idButtaondk hidel:
[idButtanlk freeh
[idButtonNot hide
[idButtonNot free
LinTextWinZ ctri
B
[{linTextWinl st
i =
[eelf cetChaice: 01
akStep = TRUE:
for (i = 05 7 < 45 i++)
{
[lstackColl at: 11 setWorkingt FALSED:
¥
[self stopRunl;
[stepBution hidels L
[stepButton fresAlll: -
actionStep = NULL;
J = [i1dSource askCurlayerls;
/7 printf(" valeur de j: %Zd", j):
okOther = [[idScurce askDestiStack] testConnectl:
fF LU0 j==111 j==2) &% ( okOther) &% (!stopDisCon )} )

i
{ // printfl{"chgt de source... "J;
stapDisCon = TRUES
idStack = idSources
//saurceStack = [idSource askDestiStackl:
//souyrcelayer = [scurceStack askCurlayerl;

//lsource8tack .setDestiStack: [sourceStack askEntryNodel

//lscurceStack discSteplowlhls

¥
else _
{
actionStep = NULL?:
¥
respounse = FALSES

return selif:
hd
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Continue ")
itl

et

curceStackhk

"
[id

oI e

A e
(SR T O]
L R e |

[ —

o
m

(Rl

lavers can not be CONN

>
¥
else
S - A - — - - - —
[ea LFrams]:
[de f
[re string:y "]
color: WHITED
center]
centery]
redrawl
showls
[IIL[inTextWinZ =tring: " can not be CONNECTED "1
cotors RED]
center]
centerVi
showls
¥
sayrczlayer = 0%

trceStack = NULL;

return self:
¥

disconnect

FEEEFF R RN EENEXR R AR KR E LR EFEF R XF R RS EEELE T XX FFFE LR AR FFEFFFFEEELEFEEFF XX

*# Test if a disconnection is possible from the sel it
¥ i5 impossible. a messages appears in the message be *
# disconnection is possible, the "Continue’ buttan the
¥ simulatian is lauched. *
AL R R AR LR R R R AR AR PR R R AR E E FF F X R F S P P S X N P S L R R X F o A S FEF S R R E X FF RS ¥ 5/
{
int i3

if (({scurceStack == [stackColl at: 01) %% (socurcelayer > 3)) Il (socurceStack

{

destStack = [stackColl at: Z31;

}

else

{

if ((sourceStack == [stackCaoll at: 01) %% (sourcebLayer < 4))
{
destStack = [stackColl at: 21:
}

}

if ({( courceStack == [stackColl at: 2Z1) &% (sourcelayer > 3)) |1 {scurceStack

{

destStack = [stackCell at: 017

1

...
wn
0

— e

f {{sourceStack == [ctackloll at: 21} &&% {scurcebLayer { 4))
{
destStack = [stackColl at: 015
hd



i i i urceStack L =ch]
{ aurcelayer Poo0d = 7 {{fenurceStack teztCanlp
tackColl at: 33 setAction: 233

id

[ ael
e
IR
Ty oo
AL e

i+

amom

e

PONAS

ps

art BLACK]
Continue "1

n s H-hid
s B e § <

aFantl
o LACK]
viewlcaont scurceStack
center]
centarV]
idAcLiont
showls
fostepRution colorlt GREY_Z colarZi GREY_1G3S

L

sourceStach openliscStepl:s

>

¥

else .

{

{scurcelftack resetfFramel;

[dectStachk rezeiFramel:

[ILfLlClinTextWinl string: "]
color: WHITEZ
cetiterl
centerV]
edrawl
shoawls

[LLELinTextWinZ string: " Thece layers can not be DISCONNECTED "1
calor: RED]

center]
centerVi
showls
1
3
sourcelayer = 07 [

sourceStack = NULL3:

03
NULLS

i

destbtayer
destStack

return selfs .
b

- setChaoice: (int)aValue ' o
R R R R FFE R R R R R R R RN R R R F AR R R F RN R R R NS A KRR E R B AR S F S RN R EFE R RN NN ER RN S
* Sets. the choice.instance variable to aValue. . B * .2

I R L R TR R R R R S Y S T SRS TSI E TS 2T S

haice = aValues
return self;

nfaces: aView calorl: (int)alColor colopZ: i
R I I e S s
Creates shaded buttoens on Lhe screen. The firc
ezs of the view corcerned by the "1ifting™.
meters are the identifiers of the colore which will surroun
consid i
e s

register
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#include "obic.h”
#incliude "rmg.h"”
#include "envir.h”

= getlit

R e e o o o Rt e o o e etk dE S ok E R R SR R P A 3
¥ Returns Lt addrez: of the irztance of the applizetian’e menu
e L S R AL E R S LS A
{

return onlylnstances

¥

delaylInit
L R e T R e T T TR
* Creates the appltcat1nn s many having 4 items. AL QUIT '!? guits #
¥ the application. "Ican’ icocnizes the application. 'Connection’ *
* starts a conneclicon either in continuous or step by step mode (this #
¥ is chosen in its sub menu). ’"Disconnection’ enables to start a *
*# disconnection in step by step mode ~ *
** ***1f+*f*k*++>f+kfrff*§*hk*.*t*rr+*&*+**f*****+*****************r***/
{

id aFonts

FEEXEREFE LR TR

*
£
¥

id sub_Menul, sub_MenuZ;
static EOOL besnhere = FALSE;:

if{!'beenhere)

3
FPEFEFXFEFEF Y

Mrgr, EMEMenul  MTresfcts -

i
s
<
-
5
o
n
[
;:

=tatic id anlylnstarnce:

»>

7f‘rtfe+£f%f:f*rf+r'f+i¥‘t§tttfit:tf&é%iéf*éé
1o C

le and Eam?niQ'e de Fa

i rce of the appli:a
- P

4
FELEAEF P XPEEFEF 228

Yoo ~e 1S

Class c—rea I oapolic
Ey: Vo roni

Its goal

ﬂ

b1

(]
(ORI

ar’s menu

v w
*
+

Mireeios il wari i cileciion - Primitive:?

{

beenhere = TRUE;

aFont = [FoniMngr sysfontl;

celf = anlylnstance = [self newl:

sub_Menul = [[IRMGMenu!l char_wide! 16 items: 2 font: aFontl
bkgd: GRLDI ; LTk B
APPL: celfl;

[[CLsub_Menul at: 0 putStr: "Step by Step“]
center] " :
idActioni [MTreeAct sel: “startrnnStep ]]. -

[[lsub_Menul at: 1 putStr: "Centinucus™l-

- - .centerl. - R e -
idnCu1Qn- LhTrdeArL sel: "startCon®11;%

roctMeny = [[LRMGMenul items: 4 fantiaFontl
i ;
[[[L{racotMenu  at:Q putSie g
) centerl
subMENU: Menu_emphl
idAction® guitProgactianl;
([{rooctMenuy at:l putStri“Icon®l
centerl
idActiont IMTreeAct seli“iconifie”dl:
[[{[rcotMenu at: 2 putStri "Connection >"1}
center]
subMENU: sub_Menull :
idActian: [MTreeAct selt "startConStep”11;
{[froortMenu at: 3 putStr: "Disconnesction V]
centerl
idActicnt [MTreeAct sel! "startDiscStep"11;

return OsiiMTrees

¥

n
L
***‘Quf*%**f§t¥+*é**§’

s

* A ok

7

*

*



#include “"objc.h”
#include "rmg.h"
#includs "envir.h"

grzquires RMGView, RMGString, FantMngr, QrdCltin, IntArray, Layer, Interface, RMG

#define aLaferHaight 35

#define alnterfaceHeight 10

#define aWidth 25

#define oStrla ¥ Opening "

#define assaStr " association .
#define connStr " coennection

#define byStr " by layer *

#define betwStr " entities, bstueen layer "

#define entiStr " entities ° -

#define oStr2 * opened by ltayer ° .
#define cStria " Closing "

#define c8trz " closed by layer "

#define dSter0Ok - " Discaonnection between layers "

P S R T Ry e e I s S T s
# This class was created for the OSI on X-25 application *
¥ Byt ¥V ronigue Nachtergaele zand Dominigque de Paul *
¥ It erables the creation and management of a stack within this *
* applicaticn. It s not well explained and detailed as 1t is *
¥ still under development. *
P O R T T sy T E L R R R R S ST P T S 2 XL Y

= 0siStack: Beilloei,working,RMGVH,Frimitive,Callection)
g

{
id clCalorArray, aploclorArray; /% contain the addresses of two -
callections containing the pastel and brilliant
calors of the different layers composing a stack */
id layerfoll. interfaceColl, namelolls /% contain the addresszes
of collection ¢ addreczes of each layer
compasing a interface camposing a -
stack and the b layer Lo be displayed
at the left tian’s window */
id destiStachk:. entryNode. back inTextZ; /' ceontain the
addrezs of the ack with which the connection apening




Lroune erien oy
various

*oor b kW

2k

{
e r 1T cupsrview! aView bk

o

y =y + 35
¥

zlce

{

v o= v o+ 45:

[orRe

¢ (int)b

ing

FHEEE L F R I L AR SFEL T FEERFE LR

= [OrdCltn newls ’ -

— -
n 1 It
1 n tt
=
x ~
g -
-
«w
o
o
i
=]
<

AR YN X

]
w

stackHeight
¥

NpOs [0
ypos = 05
self = [s

elf relative: xi y . B A
wientt aWidth? {(stackHeight # alayerHeight) +. ((aSt
rview: aView
: BELACKI;

down = TRUE;
ship = FALSE:
= FALSE;
= FALSE:




—

forii = 51 % 2Stac: e
T
i ds 1 faBtack - 1
!
[interfacelall zod: [Interizce
Ypo: = oyoos o+ oalnterdace H
if {stackType == &)
{
flayerColl addiilayer newi self
at: up H -1
colari clorArray intati &]
colar? intAatt 41
keight
widths
Linterfacefoll z2ddf {intszrfz
)
[seif lcadlayerNamesls

return self;y

. EESEELEREREREY
* Builds the ins QrdCltn ¢
¥ different layer The addres
¥ Inctances are put into cllolorfrray

FEEEREFEEF AT RS R EREE FAEEREE e EEFREEN K AE
3 i the *
ese *
rArray ¥

¥ instance variables. *
~ FREEREFEE R R LR R AR E SRS S EX RN EFR AR ERAR SRR KRR LR ERFRENRRENKRNS/ . . .
{

clCalarArray = [IntArray with: 7, RBRICKRED, REIGE, LIGHTYELLOW.
LIGHTGREEN: LIGHTRLUE, FINK, M

opCalarArray = [IntArray witht 7, QRANGE, BURNTORANGE. YELLOW, DA
BLUE. DARKPINK, GREYMAGENTAI;

return self;
¥
- locadLayerNames : .

JRREREE R R R E R R ERRF RS RN RN RN EREF R ER LR R NN LR R A E R E ¥
* Builds the instance of the OrdCltn class with the names *
¥ of the different layers.:d{its address is placed intoc ths *
* nameCcll instance method. . ¥
EEEREEF AT R AR ERREERRFFLRER R AR R LR RN LEH R RE X RN EFEELRERES

{
nameColl = [0rdCltn with: 3."Physical”."Data","Network",
"Transpart","Session”,"Fresentation®

"application’s CASE”, "Application’s .

return self;
}

- (int)layerContains: (int)x! (int)y
P S T T R I I S R e R R A R T S S T L)
* Checks if the location identified by the two values pacssed #

c
¥ az arguments is inside the bounds of one of the stack’s *
¥ lavers. It retursnss int which has the valueg zero i1f %
* 1 stack? the laysr number *
»> *
I R R R R L e S R A R R T T RN SRR TS 2

{

int i3

EOCOL found:
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*
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%
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Starts the
continuaus

the upward progression of the

{

char curbay
char curiay
char curbtayStrE
int comp
cstatic freebink
1d 1dCurbayer;

static

w

n
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3

mode.
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e
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id destinatian;
int curlnterfaces

= 500)

7
= FALSE)

i
w
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e
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ing.

f (currentlayer = 1)
{
idCurlayer
if (currentlayer <

inat
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¥
e
¥
=slse
{
strc
¥
it
{
¥
&
{
s
>
strc

¥
if(currentLayer == 8)

{

itcai7 , curlayChar);
strcat{curlayStr.curLayChar);

stropy (curbaySterR," entitiess for the user
>

else

{

itoalcurrentliayer, curLayChar);
strecat {curbayStr.curbayChar) s

1f

[rece

t4
i)

ination ashkCurtay
=1 == FALSE

» " Right "ii
;" oLeft )i
ise
f {stackTyps == 3i
{
cebropylcurlay8tr.. " Left ") - e - . -
elze
{
strepy (curbayStr, " Right *);
¥
rcaticurlsyStr. ([nameColl at: (currentla
sylcuriayStr: {inareCall att (currentlaye
{currentlayer == 8) 11 {(currentlLayer ==
trcatfcurblayStri.assaStrl;
lse

treat{curlayStr caonnStr);

at(chLayStr aStr2);

(currentlayer < 7)

{

strcpy {curLayStrE.betwStr) s
itoal (currentlLayer + 1),curlLayChar)
strcat {curbayStrB,curtayChar);
strcat (curLayStrE.entiStr);

{fw
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"

¥

2Lt dourrentiayver ~ 1)1

5o

= znirydodes
=lse
{
destination = deelidtack?

y

{eeld thiink
swi [s21f zuparviewl
ERIWINKLE]D
dihz 11
lors REDD

if ([idCurlay=sr connectionStatel == FALSE)
{
[idCurLlayer flickerl:

if ({currertlLayer == 3) &% (ctackType != 3))

(

{
[fdestiStack ackEntryNadel flickeringls
ks

[idCurlayer inCannesctWith: [destinastion reply

[

strcpyicurlayStr, oStria)s

strcat (curblayStr, ([hameColl at:lcurrentLayer-1)1
r

if {(currentlayer == 8) i (currentiaye
{
strcat{curlayStr-assaStr)
¥
else
{
strecatf{curlayStr,connSir)
¥
strcat(curlayStre
if{currentlayer
{
itoat7 » curiaylharis
+

I~

strcati{curtayStr.cur H
strepy fcurlaySirk: ' the uszer

N

Ea

= 7))



N laver’
S ]
CLIilEwinTextl st
cole
sh
H exitbaysr - 1313
i {{destination a urbtay
x
if {do == FALSE)
{
i warklaysr)
== 0 |l fresiink
{current! =r + 1)1;
erCall ats irrentlayer - 1111
it dfcurrentbayer <= 3}
{
destination = entryNodes
b
else
{
destinaticn = destiStack:
¥
if ({currentlayer == 3) %% (Sklﬁ(:= FALSE) %% (back =
{
[fdestiStack askEntryNodel backi: self1;
cant = [[destiStack askEntryNodel npenFonSLepJ' .
[self etfurLayer- {currentlayer - 1)1 : )
}
eise
{ .
[destination setCurlayer: ([destination askCu
if {[idCurLayer connectionBtatel
{
if (currentlLayer < 3)
{
if {(fself viewteftl) <
< :
if (stackType == 3)
{
strcpy(curlayStr, * Right ")
b
els
{
s rcpy(cur_dyStr "Left ")
¥
elze



"oLeft "l
zlse ?
shrop drbav i " Right ")i
\ .
sercaticurizveisy Tivnzanz Tl att {currentia
» curLayChar);
strocat{curlays curblayChar) s
it {currentiayer < 7)
{
ayStriE.betwitr)?
1) .curtayChar)s
ayChar);
iStrld
else
{
strepy{curbtayStrE," for Application laye
¥
¥
[LElfwinText? stringt curlayStel
colars WHITED
centerl
centerV]
showld
[[llEfwinTextl stringt curbLayStril :
colart WHITED
centerl
centerV]
redrawl
shawls !
[lidCurlaver stopRunl
changeColarls
if_(currenLLayer == 1)
{ RS
if ((Iself viewLeftl) <
{ldestination viewleftl1))
{ . . o .
phyLine = [self createElliLink: (Ise T N
e~ o= . ... ... length:z 176:_41;_ B Fa—
¥
else
{

phyLine = [self createEllLink: ([se ..
length: -176% 517 .

¥ .
¥
if {currentlayer == 3) e
{ . . 2
if (stackType == 3}
{
if (({self viewbeftl) <
(Ildestination viewLeftl)) -
{ W
elliink = f=zelf createEllLink: ([se
tergtiht 70: G513
i3
elss .
{
elitink = [=zelf createEllLink: ([se
ength: 70: 51
¥

o
w
m



replndnnect ;
/**********

if

}

{
if

{back:!

iF

m
—
—
[ (O
- —
vl
m

¥

w
=
1

><
1l
i

w

[idCurlayer createFipel;

if ({{currentblayer )
({stackType == 3) &
e

=7

&

. (

7

if { currentbayer ==

{ curlnterface

H
els

“

(fkchrfenitayer
((stackTyp

(éurrentLaygE >= warklLayer).

"

e
{ curlntarface =

ion viewLeft1))

t 513

(stackType =

currentbayer

8
b3

(currentLaye'

createEllLink:




[linterfaceCall aticurlnterfacel createls o ont
S : B -

- (int)openDizcSte -
/******+*+ LR RS L R R iR 2L E S LR P E LSS SRS EE R E R E L LR EEEE]

*# Starte the sinulation of a disconnectian. If the layers *
# »= 0 the pchnrmed normaly through *
¥ diecSterp have to be asked and it *
e _ % is perfo I .* . .
XEE AR EEEFREEFFEERFTREFEENERE/

if  currentLayer »= 5 )
{
cont = [self discStepUpls

¥

else

{

cont = [self discStepLawOkls

¥

return cont; .
3 .
- (lnt)dlscstepUp "
/i**k****%******f***f***k**t************’********************‘_
‘#. Simulates the disconnection of the three top layers of the¥
% 150 reference model. The first phase cancerns 'the - : »‘#“
:# downwards praogression of the disconnection. The second. *

*. phase concerns the upward progression of the disconnectionx
R EEREE R R R TR EA R RN R R LR RN RN R R R R AR RN R E LR ERRRR RN/

{ .

char curlayCharf21; ' s

char curbayStri{z361; ) -
char curlayStrBL25561;

id idCurbLayer; ]

id destination; . . : )
int curlnterfaces o ’ B

int cont = 1; Lo ’ o R f o
static BOOL freelink = FALSE; ) ‘ :

RUE)

1
1

if (down

B idCurlayer =
dastination =
P (currentLayeF
{ - L :
‘ alink

PO )
strcpy{curkayStes cSLrla)
strcat{curlLayStr: (fnameColl at'(currentLayer~1)
if ({currentlayer == 3) I} {currentlLayer == 7))

{

gtrcat {curbaySir i

} =

else

{

strcat(curiayStr,conn3ir};

} .
strcat{curtay3StrobyELr



center]
centervl
) redraw]
showls -
¥ o
if ( currentlLayer > 5 )
{ : s
[self setCurLayer: {(currentlLayer - 1)1
[destination setCurlayer: ([destination:as
¥ ; . ; o
else i )
{ < B e
down = -FALSE; -},
freeLink -="TRUE;:
} ,"; p . ) o ‘_‘ _‘%-'
3 U LR v : (-‘
elee . st
{ o a
if {(currentLayer < worklLayer)

- -LaLink freels

iF(curPént[é&é; =;l§;-.

{

itoal7 » curtayChar);s

sircat (curiayStr.curbtayChar):

strcpy fcurlayStrB." entities, for the user ");
>

else

{

itoalcurrentblayer, curiayChar)s

strcat (curlayStr,curtayChar);
if (currentlayer < 7)
{
streopy(curlayStek, betwStr)
itoa( (currentlayer + 1),curLayChar);
strcat (curlaySLrB,curiayChar)s
strcat(curbayStrE.entiStr)
>
else
{
strcpy{curLayStrE," for Application layer’s
N } N

¥

[Ilff{winText? string: curLayStrl
calar: WHITE]
centerl
centervl S
chowl: . o

[[lClIfwinText! string: curLayStrEl %

colar: WHITE]

{
if (freeLink)
{
freelink = FALSE: - .
[self setCurlayer: (currentlayer - 1)13 .
[destination setCurbayert ([destination askCu
¥

[self setCurlayer: {currentlayer + 1)1}
idCurLayer = [layerColl att! {currentlLayer - 1)1;
destinaticn = destiStacks B}

[destination setCurlayer: (fdestination askCurlLayer]l

if ([idCurLayer connectionStatel == TRUE)
{
strocpy(curbayStr, {LnameCcoll at: {(currentlLayer-1)
if {({currentLayer == 8) || (currentlLayer == 7))
{ -
strcat{curiayStr.assoStr); )
¥
else
{
strcat (curLayStr,connStr);
}

strcat{curLayStr, cStr2);
if(currentlLayer == 8)

{

itoa(7 , curLayChar):

strcat (curbayStr,curlayChar);
strcpy{curbayStrB," entities, for the user
¥ . ’ -

else

{

itocaicurrentlayer, curlLayChar);

strcat (curlayStr.curiayChar) ;s

if (currentlayer < 7)

{
stropy (curtayStri,betwStr);s
itoal fcurrentiay=r + l),curbkayChar);

strcaticurlayStrEscurlayChar) s
strcat (curLayStrE,entiStr);s



—_—

se

trecpylcurbaySterl," for

o A DY

¥

[LilfwinText: string!
color: WHITED
center]
centery]
showl:

[ETlEEwinTextl ctrin
coalar:
center]
centerV
redraw
showls

[idCurlayer infonnectWdith:
[[idCurLayer stopRunl
changaColorl;
[idCurLayer deleteFipels
if ( currsntlayer '= 7 )
{

- if..{ currentlLayer
{ curlnterface
3 .
else . :
o curlnterface =
-y .

]
1]
- (o

1}
o

[destination replyDisconnectls
3 o '
3 L
if (currentlLayer >=
{ co

udrkLayer)

cont = 25 .
[self setCurLayer: 41; -
[destination 5etCurLayer- 433

down = TRUE;; )

return conts
LS :

- (1nt)d1sc8tepLow0k

account the. choices of the user.
¥ question of type: 'D1sconnectlo
. by® layer 4 ent1t1es, g

reply
reply i

idburLayeﬁ

[layerColl at'

(currenthéYér

.iF ([1dCurLayer connectvonstate] ==:

{ . h SR

- Y (currentLayer ( 3):
S S P S T

urlayStrl

urtayStrEl

NULL 13

Application

laye




if ({lself viewleft1) < ([destinatian!

- { - —~ [P AT S AT
IF (staLkType == 3)
{
strocpy tcurbayStr, " Right "):
¥
else
{
strocpy (curkayStr, " Left ")3j
¥
>
elee
{
if (stackType == 3)
{
stropy {curLayStr, * Left ")3
¥
else
{
strcpy(curbayStr, " Right ")
¥
3.

strcat{curLayStr, ([hameColl at: (currentlLaye
¥

else

{ .
strcpy{curLayStr, ([nameColl at: (currentlaye

strcat (curLayStr, cStrz):
iflcurrentlayer == 8)

{

1tua(7 ’ curLayChar)y
- strcat(curLayStr,curLayChar), : 5
strepy(curlLayStrR," entities, for the users-
else

{

itoal(currentlayer, curLayChar);

strcat (curLayStr,curlayCharl);
Af (currentLayer < 7)

. i ;
strcpy(curLaySLrB.bethtr),
itoat (currentLayer + 1):curLathar),
strcat(curLayStrB,curLayChar),'
strcat(curlayStrBrentiStr); i

ftfcp?(@urLayStrB, " for Application lay.

ndthboiﬁgctﬁ1ﬂh-ﬂ

d NUL
idCurLayer stopRunl
-~ - changeCalorl;
(ﬁurrentLayer == 3)
{
if (ellLink !'= NULL)
{
[self freeEllLink1s
¥
else
{
LentryNode fresEllLinkl:
¥
¥
(currentlLayer == 1)

{
if (phyLine != NULL)
{ .

[self freePhyLinels

A

else

{

[destinaticn fresFhyLinels

\
5

o




fidCurlayer deleteFipels

if (({currentlayer

! (stackType == 8)) |
{({stackTyvpe

!
&% (currentLayer '= 3

{
if ( currentibayer 8 )
{ curlnterface L
b
elee
{ curlnterface = currentlayer - 1j
Y
{finterfaceColl at:curinterfacel delete
}
[destination replyDizcSteplowlkl:
if ( currentlayer == 3 )
{
if ( lskip )
{
[[fdestiStack askEntryNodel setSkip: FA
¥
else
{
skip = FALSE}
¥
¥ ) . _
if ((currentLayer <= 2) %% (worklLayer >= 3))-
< - :
skip =-"TRUE;
Y. .
[self setCurlayer: (currentLayer.- 1)] ) T :
[destination setCurLayer- ([destxnat1on askCurLayer] .
¥ R . ’ . . BTN
else -
{
g ( :
! " IR - cont
o ¥
! skip = FALSE
3 Rciied

return caontjs
¥

\

\

.cont;




- replyDisconnect e > T
e S R L R ) D
* Makes an instance of the Layer class flicker or change its *
¥ color following the sitwation, *
IR R X R RS R S X E S R R RS R RS R R RS R R R R R s T S S SRS RS RS R e

{

id idCurbayer:

int curlntarfaces

idCurLayer = [layerColl at: (currentbayer - 1333
it {lidCurbayer f13ck] == FALSE) .
< o
[idCurlayar flicker]; = T .
}
else
{
[lidCurlayer stopRun)

changeColorl;

[idCurlayer deleteFipel;

if ((lcurrentlayer '= 7) %% (stackType = , LY ,
{{stackType == 3) %% (currentlLayer != 3 - T .

{ . B .

if { currentiayer == 8
{ curinterface = 6
N . e

}

else .
{ curlnterface = currentlayer’
> : . - N

T
E

return idCurlLaversy

¥ el
- askEntryNode
/***+********¥‘**‘*+*1**¢é***L*********************************
* Returns the address of the entry node, cUntalnad in the . = *
*# entryNocde instance variable. : ) *

****t********k********{-*****k*********k********!‘****t*********/

{ . l
return entryNcodes o A
} . S

~ sEntryNode: aStack
/f**%*kt**kf&k*****************************************k********,

* Stores the address passed as argument into the entryNcde *

* irMstance variable. *

L *&*******f*k*****%*******f**********************i**************[

{ ,
entryNode = aStack;

return_sel?f_
3 . S

"~ setCurlLayer: (1nt)aValue.

passed ‘a8’ argumenty
) / ,nstance var1able

¥ numnber into the
FEXREREEXREEEERRRER

- (xnt)askCurlayer
/******%*********************************i*******i**i***********
* Returns‘an integer which--is the number of the initiating layers ..
¥ which is contained into the currentlayer instance variable *
EEE RN L R RN A TR R R LR LA XEFEEF TR LR R E R TR XA R AR FEXE/

{
return currentlayer;
>



'7*frf&f%f*rvv*}*+*¥*§t¥%***t*i****t*kké‘%*{r¥§¥k+-%**t+¥>rf B3
# feturns ihe address of the collection conlaining the addres
* of each 1nstanc: of the Layer claszs compasing ihe stack., I
¥ is contained in the layerColl instance variable.
IR R R e R R S T SR RS R R R LR R R R SR AR R o R

%
sEc¥
t

€
*
*
/

A RN AR AR PR NP RSP L PSR RE X I REREERS
able to the boalean value paszed as¥®
®

AR R E SRR AR N N AR E N R R E R R R F R F R BN FF NS R PR CENE LR X E R/

Wip = aValues

return selfs
1

- back: aView
SRR EFEFE R R R AR N AR RN R R A E R RN R E R RN AN FRERER R FE RN R ERERE RN HE
*# Sete the back instance variable to the addrescs passed as *
* argument. *
B T T T L T T T S S 2 2 7

{
back = aViews

return self;

3 L o o . \
- setDestiStack: aView “af i e X L
/*******k*k*********************i******k****************k***k****
* Sets the the destiStack instance var}able.to.the address *
* passed as argument. - ) *

***************************************************#**********f*/

destiStack = aViews;

return self;
¥

- setTextWin: aView: bView -
/***k***f***?***k*************************f**********************
* Sthre: the addresses passed as- arguments dnta the u1nText1 and#¥
* winText2 instance variable.  Thete arguments’ represe*t the *
* addfesses of the views in which'strings can be d)splayed Lo K
**+§f***+***************************************************k***/J

{ : " - : : - : - B
winText! = aViews
winText2 = tViews:

¥
- setactiont {int)aValueA
P e e At
* Sets the actionType instance variable to the integer passed as *
¥ argument. *
R R RN E LR R RN R RN R AN AR R R ER A E RN A RN R IR R AR N LR LR AR/

{ . .
actionType = aValues v

return self;
¥

- s [ o i

(BO0L)workin
SRR R EF R R N F R EF R L TR R A F AR F R R XA RN AR E RN L FRFE R E PR A E R RE L ER
* Returns the value of the work instance variable. . *
RN R R R R R RN FE RN E RN RN L E R R R L LR LR RER SRR RN R E R AR E RN KB R RERET R/

{
return works;
¥

- setWarking: (EOOL)aKcool
P X T T R S R Ry R R a s R R R RS
* S5ets the work instance variable to the boclean passed as *
¥ argument. *
R R N R R R E R E R R AR R R F R R R P R R FE R F E R F PR F R PR F R I R SRR AR R FF R NN/

re

L

wark = aBools

return selfs
¥



- (BDDL)testCannact .. : .
AR 2 Ly e RS ST T SR R e I . .
* Teste if a connectian is already established at the * R
# current layer. It returns a boolean which is TRUE if the¥ 2
* cannection 3s already established and FALSE otherwiss. #
LR R AR R R T R g R S I s a2 Y

{
EQDL aks

it

M

[layerCall at: (currentlayer - 1)1 connectionStatel == TRUE

elese ok = FALSE:
return oks

N

S

- (ROCL)testCaonUp B . :
/%**%***#*+f+f¥******************************k**}************* . SR
* Tests if a connection is established anyware in the stack. * | B
* It returns TRUE if this is. the case, FALSE otherwise.. A L k
AR RN R R R R R IR E R AR LR R R R R RR KRR RN LR RE/ o

BOOL =k = FALSE:. o : : ; -

Sodinbdy o

For (i=curren£Layer
{ e
if

¥y - e
if { stackType =
) YP

ak = TRUE?S

-

returh.ok
3

- (int)searchNidthLink"aUléw

- (lnL)searchYUrxglnLlnk R - e »
/**i*i*i*****i*************i**i****f**i******i*i*ﬁi}iii*ii*** . R N el




* Calculates the Y coordinate where the red rectangle has to*
* be located.. . - _. *
**+k***k*******tkk*****f***k***************{****************/

{ H
int arigins
if {currentlLayer <= 7)
{
arigin = ([self viewlowl) + ({currentbayer - 1) * (alayerHeig
¥
elee
{
arigin = ([self viewlowl) + (({currentlayer — 2) * (alnterfac

- (BEDOLYask
EREEFFEERRRERKEERNKE

25
kip instance variable*
XXKEEFEFREXKERLLRRRL R/

PR L E e T 2 S R R e T
* Resets the frame of the initiating layer to white *

‘k******"’kt*f*******f**i‘-*i—***-“*******************************/

[layerColl at: (worklayer - 1)1 frameColors: WHITED;
eturn self;

WS e

- (BDOL)cennectiaonDane
/*v+ftr****r*f**f***rf*+******&*****************f*************

¥ Tests if a connection is cpened using every layer in the * v
¥ stack. TRUE s returnsd if this is the case, FALSE .k
¥ ctherwise. ) B . *

B R R R EF R KRR R R AR R R R RN RN RRRNRR S
{
int i;
EQOL conDone = FALSE:

i= 03 .

while ((7 { ([layerColl sizel)) %% (cohDoﬁe\==bFALSE))
{ AR .
, if (([LlayerColl at: il connectionStatel) .
] ‘ ‘ et ;

conDone = TRUE;

* Tests if each layer inside a stack
********************************{*********?*'




- createtink: {int)xt {intly length' (1nt)1X‘ (lnt)lY
/************+**********************************i*********
* Creates a white bar between an entry node stack and the#*
* X-25 ellipse. Its place is identified by the two first#*
* arguments and its width and height by the two last cnes#¥
R e S IR R R AR R 2 R TS L 0]

id tines

line = [[RMGView arigin: x: y extent: 1X: 1Y superview: [self su
showlj

return lines

¥

- freeflilink

SFFEERFEF PR EE XA F R E R AR F R R E P FEEFE R R AR R XU T PR FEFEF RS
*# Hides and frees the link between an entry node stack and *
X A V_T8 ~1135 A *

E : RN
P TS & Rk bk IR o rxErrr e R EE




Al )

¥
kL
R NSTES,

Eg

k

*

- flickering
P R T R e LT
¥ Makes the current laysr flicker and sets various p
¥ concerning thsi instance of the Layer class.
FEEE

*

X E

* * *
arameters ¥
¥

EFEREFFFEXRFEFEEL XN LR LTS FEREHR LRSS EFFFFF PSR AF S FE R F S FH BN FEEXFE/

{
id idCurLayers;

idCurtayer = [ Layer — 1)733
if (LidCuriayer FALSED

[idCurlLayer inCaonnectWitht [entryNode replyConnec

[self setlurlaysr: (currentbayer - 1})1¢
[entryNode setCuriayer: (lentryNode askCurlayer]
¥

return self;

¥



#include “"abjc.h”
#include "rmg.h” - .
#include "envir.h" . .

@requires RMGView., Fipes

R e R E E S N R e I A R AR RIS R RS S
¥ Class created for the 051 on X~25 application L P
# DLyt V ronique Nachtergaele and Dominigue de Paul

# This class implements methods to create and manage the different
* layers tompcsing a stack

AN ***************

Layer: DsiStack(osi,working,RHGVNyPPimitive,Collection)

el

id conWithy /% contains the address of the other
Layer class with which this layer
id aPipe; /¥ cantains the address of the white.
an cpened connection
int closeColor, apenColaori /% contains the pastel and bril
. colors 1dent1f1ers of a’laye
instancex : :
BOOL flickering; /% contains TRUE if the Layer
' FALSE otheru1se-,=;

i

+ new? aView at: {intix: (int)y colorid (int)aCoIohl“ . : i R
colarz: (int)aColor2 height: {int)aHeight width¥ :(int)alidth
/*****k****{-*****************************‘ll’*********l*************
¥ Crgates the instance of Layer in’ the: vnew ‘which? address is
* passed as first argument.: The: second “and ‘third arguments
;% identify the location on the: screen. ourth;and F1Fth
*
*
*

arguments 1dent1fy the ‘past

‘self = [self relative

[[self Frameuldth-n
frameColor

openColor
Fl1cker?ng

return self:

>

- {(BODL) Fflick
FE e R S s R P e S S 2 T 27
¥ Returns the value of the flickering instance variable *
FEEFREERF I P F P PR FF RERF FFRE S IR FE X R F R R EF R F R FRPF P PR F AR RERE T F X/

{
return fiickerings
3



- update
JEREFFFEFFE R PSR A LI AR R A AFER KA R FE R F FH LT b xF ¥R ¥ ¥ X
# This meithod 1s exescuted whern the layver iz in ti
¥ callection. It ables the layer to flicker. *
N R R R R L R R R R T R R R R R R R

-
iy

celf

celf frameCalort WHITEDS

N

1]

i
oy
(&)

i
0;
self kiddenl)

-y
-

B an i | N

[celf showls

[\

ot

[}
-~

-

¥
else 1+=13;

return self; g t?
¥ L

- stopRun } p
JFEREREER LR SRR R RN E LRI FL LR RN EF RN RE R R AR P LR RF LA RN RRRARERRRER Tt
* Removes the Layer instance from the active collection., Thus ¥ ’ :
* stopping the flickering motion. ) *
[ L R T s

{
[self deleteActive: selfld;
flickering = FALSE;

return self;
>

- cthangeColor ‘ : ST -
/**f**********k**k*k*******r*****tfi******************ik********
* Changes the calor of the Layer instance from pastel to 5 *
* brilliant or vice versa depending on the case. . EER 4
******************************************t********************/

{ - b, 4‘,‘;; £
!F([self cannectlonState])

A DUV S —_ e O

[[:elF bkgd'.closeCoIar) shcu],

else i e ‘. .’ o
{ - ’
[Lself bkgd:
} .

openColor] showl;

return selfi
3 ;

Vo (BDOL)connnctronState.

layer to'see 1fji£.f‘_ 5
urns’ TRUE if this iS“th

* in an opened connection-
* FALSE otherwlse.

o e .
BOOL state = FALSE,

1F([self bkgd) ; ¥ {
state = TRUE
¥ e S .

else R R .

{

state = FALSE:

¥

return state:
¥

- inConnectWith: alaver
SEREREEE RN L E T RN R R E KL EFRE S ¥
i

EXFEEREELRFER
¥ Stores into Lthe conWitn r

gss of the *



* Layer instance to which the current one is connescted. This ¥
¥ address is paszed as argunment. *
R R R R R R R R AR R R LN A A AR R R E AR XA EFF PR RN FE AR AR R AR ER A FRRRRRS

Cl

canWith = alaysr;

o

3

B e R R e T Il
Lturns the addreszs contained in the conWith 3
¥ AR F AR S F AN A EE SRR E R R RN AR R AR S S R ER &

FREEEXELFEEREFENK
riztance variablesx
EEEXEEEFIRS

return condith;

w
E;

- createPipe
JE e e S A R RS R 2
* Creates the white bar in the middle of the ltayer when this *
¥ layer is concerned by an opened connection *
LR L S R s s I R R S 2 2 S

-t

nt middie:

middle =

({lself in_widthl)y / 2) -
aPipe = [P

pe new: self R
- at:i middle: 0 . .. AR
color: WHITE '
height: [self viewHeightl
width: 101; :
return self; . :
¥ i

uwn

- deleteFips

IEZ I T2 S S R Ry Y I R S RS RS R R
* Deletes the white bar situated in the middle o«f a layer when * Co
* when it is concernad by an copened connection. * . AN
AR EFFREF R A F AR R RN R LR E R LR R LS LR AR R LR PR AR R IR F RN E R R RN ENE/ '

{
[aPipe freels;
[self redrawl;

return self; :




#include "abjc.h”
#include "rmg.h"
#include "sgnvir.h”

Creaguires EMGView. Fipes

i% :

* Class cor ! cation *
% By: Voo Na TS ! raminigue da Faul *
¥ It mana ! t between two layers of an 08I+
* stack. *
I I R R R R R PR S R P TS ST SRS Y

nterface! O0siStack(csi,working RHGVYW,Primitiva,Collection)

4

id aPipe: /% contains the address of the white bar {the pipe) which- }
is created in the middle of an interface */ ] v

+ new: aView at: {int)x: {int)y celar: (int)aColor height: (int)aHeight width: |
JE R S IR T L S P R Ry S X Y Y AR
* Enables the creation of an instance of Interface in the view *
* which address is passed as first argument. The lecation is *
¥ jdentified by the second and third arguments. It will be * oL S
¥ in the calor identified by the fourth argument and the two * o R
* last arguments are the height and the width of the interface * ’ U
EER R EF R E R R E R R R R L LR R R R TR RN RN AR E RN RN AR E X R RE AR KA KR/

elf = [self relative: 2t vy
extent: aWidth: aHeight .o
superview: aView ST T,
bkgd: aColorl: L '

[self showAllld:

return self;
¥

- crezateFipe :
JEEERRER R EEREF R EF R R R LR R R XL LR F LR FE R RN AR LRI FENF AR R ERRERRERRRE
* Creates the Pipe instance in the middle of the interface when ¥
* it is concerned by a ocpened connsction. ' *
***k‘-‘****}‘***************%*'f#‘i‘*f*f{-%*%’*******************{-******i/

@

0 .
int middles-

o

= {lself in_widthl / 2) -
[Pipe new: self = * - :

att middles 0. . -
. colord WHITE: . - | -
‘heightt [self viewHeightl

[aPipe freels;
[self redrawli : .
return selfs

¥

1}



n

- modifyHeight:

)
&
T
i

y i

t

aView att (imtix: a
JEEEEEEEEELREERER 5
¥ This method a £
¥ in t 3 B!
# The H <
# Itc te Ly
¥ lazt onss repre £ 1
FERRELEFLREERFERNE EEERFE

{

int 13§

self = [self relative: xi y
extent: aWidths: 1
superviewt aView

bkgd: aColord;
[self showAllls;
far €1 = 27 1 <= aHeighti i++4) T
{
[self sizei aWidih: 113
[self shawl;
>
[self showAlll;
return self;
>
(int)aValue
R R Ry e S T R e RS R R L TR L
* Madifies the overall height of the Pige instance and ests it *
¥ to the height passed as argument. *

FEEREEHXEF R EXF X REE R XX FERERZHRNELE

{

[[self size: 10:f aValuel
redrawl;

return self;

>

FARREAREF RSN EE N EFFHERE LS KR rE /]

FedEErarreriFE LNy st ae st rFirFIrFy

Lrotdoa

momo w
T
4 ok ok 4



Appendix 3 : Example of mainClass.m file

In this appendix, we give an example of mainClass.m file.



oA 4

Hiine s\

»Dial.RMCEal 1 RMGE

3

1125\

by

Fattern, AMEStrip, RMGAX
ITconMngr, IconSModel, )\

StringMcdel,DiamondMadel .CircleModel-E11ipHModel,RectMadel \
MTresActine , MTreelctfad . MTreefctGrp . Maenul 1, Menul _2:Menul _3

#define FFI_CLASSES GbjGraph,S5=t.Dictionary.Foint, Dicticnary:SartCltn,Assac,)
Asciifiler,Stack,String,SequencerIdArray.IntArray,RytArray

Mad3trD. RMGModStrI, RMGModStLrE, RMEMoESLrS . RMGSpacStr, \
CFunction,Envir,Rescurce,Filefpp.\
DirBrawser,FileMTree:DirMTres

#define ZOLOR_MAP ClrMapEdit,.ClrMTres
#define IMAGES IconEditsIcanMTree
$#gefine CLIF_BOARD IconClpBErd, ICEMTree

#de=fine MOREIMAGES SunRaster,PatrnEdit

#define DOCVIEW DacEdit.DacViewer, DocVMTree,DocENMTree
#cd=fine CLOCK trizlogllock. ACIUMTres -DigiClack, DCliMTree

#define

T AL FileSBuwsr,FSMTres
#define E

1IN
(QWSER ClsBrowser,CleBSMTrea,\
Msghrawser :MsgESMTree,\
ClsTreeZ,.ClsMTree:InsVitract:InsBrowser,InsESMTree, \
Mese.MecsMTrae,FtrErowser, PLrESMTree

#define VALUES Vaoltmeter, VoliMires
#define DEPENDENTS ScriSiripE:Scrl1SMTree.ScrlStrip,y

LictE LictMTres
JOHN RMGXEar, AMGNumbizb, BarMeter.veriBarMet, BarXMTree

#define VIF Calc warning,pré4.NetPans1.MMEdiL, REMEHpib.RMGGpic:\
FanelMTree, Thumbwheel,ThunbMiree



El
(&3
i
+r
m

il

Circuit.CirgMTree

. PR . .
itne ICDESICGH warlk . lcNetwMTres, lcNode =ct
: . - Ao - :;-"T
ynut IcitMTres . IcMessAs chles i
workAreas ]CSL1LPAPanICLEVUULHF551
gy &
rA rga,jhEImnbAP'L:1:cL 4l rEe,\
FEFEEFEL R AL FFREE R AR EAMEFERRREERRFERERESE
Clacses of CCLO Memur RELGIUM
EEERREBEREERSFEFREF R EEEEERENRRRERRERFERRE
#define 20 Flam.

TEERFFFEEEIERELES

*

L FEFEESEFERE
tra e de Lyan *
R EERREEFFEFEREERFEEEF AR E AR RS S

EclView, Ecllcan: N
clPlat

zgStrl. EclVMTree
ripg, EclButtan,

m ~

#define FONTMOND FPontMonc, PoMoMTree, PoMcCalo. PoMoDes

#define TD TDlines,TDlinesMTree,RMGACtianFar,ThtestMTres, TDwheels,TDspring,TDfun
#define POT Potentiel,PotMTree

#define AMPLI GeneRF,GBFMTree,XGenekF,XGEFMTrea,MaskMTree,Masquer\
: HodSLrD,:Lﬁpﬁ,DerIr9¢,”mplI,PmpMTree,XAmpl!,;nvAmpI, \
! Electron: EGMTres

/************+P****fF++*%**f*+**F*******f***************************

¥ Classes of COLOS Member IPN (Kiel). s *
****************¥*++++******{f********G*********Q******************/
#define LEGS LEGS Dummy, \ ST :
Graphix, Buffer, ModStrD, McdStrl, ModStrS, LegsActlO.
FointDoub, RMGNewbine, LineView, RegionView, \
EBounceBall, BouncPartic, FieldPartic, \
Hella, HelloMTree, Latie, LatteMTree

#define FIXMENU FM_Dummy: CMView, \

ﬂuttﬁﬂVIPW~ ButtanrEnvir, Contraller
£ FixMACL3, Updatelte o
= T zlten. F3 F ity A

O Ll




3

o
Cal

rd

o

B2 X

B
4
i

ze
Cazll

T
Grd

o

=

]

P

#endif

4 Ee3




#endit
#ifdef

#endif
#ifdef

#endif
#ifdef

#endif

#ifdef

#endif
#ifdef

#endif

#ifdef

#endif

#ifdef

#endif

#ifdef

#endif

#ifdef

#endif

#ifdef

#endif
#ifdef

#endif

$ifdef

#endif

@messages ()

STAGELL
USR_FROG,

STAGELLA
FROSGMATRIX

STAGELZ

Simulatian.

STAGELS
NETWORK,

il
-
rn

X2)
-l
N
~ T

STAGELS
TRAINING.

STAGEED
FHAGOR, SMITH.

ST&GEDE
-ICDESIGN, - e — =

STAGELY "~
TROTEK, ECLTOOLS, PONTMOND.

STAGEMU S e .
D, _ RECRRPLE \

STAGEFA
AMFLI,» FOT.,

STAGEKI ' i _ S \
LEGS, FIXMENU, ELSTAT, CELLSYSTEM, ‘ '

STAGEMI
SIMAUTOMI, NDAUTOMI., TURING, AUTOMI,
NLNET, NEURBIN, NEURFROE, NEURCONT, EIO, MODELS,

i
STAGENA
Dco, «



Appendix 4 : Example of individual makefile

In this appendix, we give an example of individual makefile.



cp_[CPJ_* e i
A oruv asi.a %
foindrm —f §7

asi.outis cd W./. /0078 make ceiLout
.SUFFIXES :

To.m . &
o.m L
Lo.m .0 -7

Lmaod FOOOMPILE) &C(OPT)  &(OFTISLY -c  $4 jcp C_%% ../../../CP jcp P_% ../../..

Lmealoj
Lmario 5 FLCOMFILE) $(0OFT) -2 %<
fusr/local/1ib/ink3.3/inkstamp <$*.c > $%].c

cc -c $*l.c o :
my ¥l €,

/binsrm -f $¥l.c

fpindrm —F S%.cC ST

clean 5 /bin/rm ¥.o C_% P_#% CellSystemaAppl

dotRFiles = .r

DCTRFILES ¢ Ocif.r OUsilMTree.r OsiStack.r Layer.r Interface.r Fipe.r § cp [CP];*

CellBystemhAppl ¢ $(doLRFI
1 -

les
d —-dr -N $({doilRF3

)
les) ~o CellSystemAppl



Appendix 5 : Example of the environment's makefile

In this appendix, we give an example of the environment's makefile.



CDMPILE=6b3cc;3”. 3,

.PRECIDUS‘ envir.a osi.out\ - S .
CLRMAP/cltrmap.a CLDCK/clock.a DOCVIEW/docview.a\ ’ L
BROWSER/browser.a ICONS/icon.a ICONS/icont.a SCIENCE/science.a\ . F :
,PANEL/panel a METERS/meters.a USRPRDG/prog.a SEMI/semi.a \
NETS/network.a NETS/netl.a SHAPE/shape.a PTY/pty.a TRAINING/tra1n1ng a \ - . ‘
.CULDS/NAHUR/DSII/051.BA CDLDS/NAHUR/DCD/corbygy Y s ) o A

/JNCLUDE

~17ukr 10cal/l1b/obdc3 e

alRHGModStPD o)
'a(RHGHOdStrE o).

"DJ?Brwaer.o)
,FileApp.o) envir. a(F1leHTree 0)
—cf $(7=.o—.m)

# **i****;i*;*vsiage 2 kxxEXEXXEEXEXX® uses P_colormap
CLRMAP/clrmap.a : CLRMAP/#.m ;( cd CLRMAP; make clrmap.a.)

BOKRERERRENREREX ctage 3 EREEFEERREXXEX  uses P;clock
CLOCK/clack.a! CLOCK/*.m ;5 (cd CLOCK; make clock.a )

# xxxxemexxxexx stage S EEREEERERRERER uses P_ docv1euer,
DOCVIEW/docview.a: DOCVIEW/*.m ; ( cd DUCVIEN, make do:v1e

# xxrexxxrxxrxed stage S5A *******}l{if{*- uses P_ brouser
BERODWSER/browser.a: BROWSER/#*.m 5 (cd BRDHSERy _make brouser a) R

HORKEXEREERERE stage O HEKEEXREXEEXEEKR uses P lcons
ICONS/icon.at ICONS/#.m: (cd ICONS; make icon.a )



OERKAERLEF A RE LA ¥X¥¥EREEREXFEXF uses P_icons

stage
ICONE/icanl.at ICONS/%.m: (cd ICONS: make icomn.a icaonl.a )

# EEEXREEFREFE Sbay
S

FEEXRXEXARER*E¥ uses F_scienc
CIENCE/science.al 3

e/
CIENCE/*.m ; (cd SCIENCE: make

O KEXFEFEEEREE
FANEL/panel.at

#¥% yeces P_di
ANELS make pan

tor and p-Numlab . ol ulnl
)

KRR EREEER stage 1] XEEXEFEXEFLEEE Uces F_userPrag
ROG/prog.at USRPROG/*.m ;{cd USRFROG: nake prog.a )

=
um
=l
'U v

Boxsrskxxxak%% stage 17 ¥EXEXXEXXNXE*% uzes P_diff and P_simul
SEMI/semi.a ¢ SEMI/*.mj{cd SEMI: make semi.a )
BorREFREELx¥Ere cstage 14 *#EEXKXAXEEEX® Uses P_neilwork B

NETS/network,atNETS/*¥.m; {(cd NETS: make network.a )
NETS/netl.a:tMETS/%.mi {(cd NETS: make network.a )

SHAPE/shapez.a!SHAFE/*.m; {(cd.SHAFE; make shape.a )

# REXXEEREXEREXRFE ctage 15;**************»************
PTY/pty.a:PTY/*.m7 {(cd PTY: make pty.a '}

3 ***ﬁ************stage'lslif******** uses P_training C
TRAINING/training.at TRAINING/* my.(cd TRAINING; make Lra1n1n9 a)

# ORREERRRRKELFREAE cstage ED (Herxot watt, Edinburgh) ®%%xx&x .. 70 R
#COLOS/EDINBURGH/FHASOR/phasor.at COLOS/EDINBURGH/FPHASOR/*.m3 (cd COLOS/EDINBURG -
#COLOS/EDINBURGH/SHITH/ smith. a-‘COLO:/EDINEURGH/QMITH/* m; (cd COLOS/EDINBURGH/S -

B OREEEAXEARKXREAXX stage DE (Delft) FREXRRR S
#FDLUS/DELCT’IFDCSIGM/ICdESIQn as LULDS/DELFT/ILDESILN/* m; (cd CDQUS

BORRREREREEREREERE stage LY (Lyon) HHEHKER
#COLOS/LYON/TROTEK/trotek.as COLDS/LYON/TROTEK/#.m; {(cd CDLDS/LYUN/TRDTEK
#COLOS/LYON/ECLTOOLS/ecltoals.a: COLOS/LYON/ECLTOOLS/*.m; .{cd COLDS/LYDN/ECLTDDL?
#CDLDS/LYDN/PONTHDNU/pontmono al CDLOS/LYDN/PUNTMDNO/* m; (cd CDLDS/LYDN/PONTMDN

j# **************** stage MU (Hurcxa) EREE KRR
#CDLDS/MURCIA/TD/td at COLOS/MURCIA/TD/*.m3

(cd CDLDS/MURCIA/TDf

?,***** EEEK ***'Stage PA (Parls) FERERER L o L
».a-.CGLDS/PARISIANPLI/* m; (cd COLOS/PARIS/AMPLL
DLDS/PARI:/PDT/*.m7 (;d COLDS/PARIS/POT:? ma%

LEGS/*.m} (cd COLOS/KIEL/
COLOS/KIEL/FIXENY/ ¥.m: (cd COLOS/
: (cd COLDS/KLE

KEEEENEERERRRLN -:,“ A I
A_/stAUTonlfi.m» 5" (cd .COLOS/MILAN/S .
DAUTOM] .-,(cd COLOS/MILAN/NDAU:

_CDLDS/NAMUR/DQ
. ¥.COLOS/NAM

OFTS = % (NDRMAL) - -

EROWSER/browser.a
ICONS/icon.a
= ICONS/iconi.a
SCIENCE/science.a
PANEL/panel.a

STAGE1 = envir.a

STAGEZ = CLRMAF/zlrmap.a
STAGES = CLOCK/clock.a
STAGES = DOCVIEW/dacview.a

STAGEDA




STAGELQ = LA

STAGELL = 7.4 USBRFROC/FROGMODEL/FProagModel.a

STAGELZ =

STAGELI4 = & SHAFE/shape.a

STAGELS = FTY/pily.a

STAGELE = TRAIMNING/training.a

STAGEED = COLOS/EDINEURGH/FHASOR/phacor.a

STAGEDE = COLOS/DELFT/ICDESIGN/icdesign.a

STAGELY = COLOS/LYON/TROTEK/trotek.a COLOS/LYON/ECLTOOLS/ecltonlcs.a
STAGEMY = COLDSYMURCIA/TD/td.a

STAGEFA = COLOS/FARIS/AMFLI/ampli.a COLDS/FARIS/FOT/pot.a

STAGERI = COLOS/RIEL/LESS/legs.a COLOS/HIEL/FIXMENU/Fivmenu.a COLOS/KIEL/ELSTAT
STAGEMI = COLOS/MILAN/SIMAUTOMI/cimautaomi.a \

COLOB/MILAN/NDAUTOMI /ndautaomi.a \
COLOS/MILAN/TURING/turing.a \
COLOS/HILAN/AUTOMI Jautaomata.a \
COLOS/MILAN/NLNET /naural.a \
COLOS/MILANANEURBIN/naurbin.a \
COLOS/MILAN/NEURFROE/neurprob.a \
COLOS/MILAN/NEURCONT /neurcont.a \
COLOS/MILAN/EIO/bim.a \
COLOS/MILAN/MODELS/madel . a

STAGENAZ = COLOS/NAMUR/OSI1/asi.a

STAGENA = COLOS/NAMUR/DCO/corbugy.a

ALL = $I(STAGE1) \
${STAGEZI\
$(STAGESZ)
$(5TAGES) \
$ (STAGESA) \
${STAGES) \
$ (STAGESLA) N
$(STAGE7) \
$(STAGES®) \
$(S5TAGELQ)
$(STAGEILL)
$(S5TAGEL1Z)
% (STAGE14)
$(STAGELS)
$(STAGELS)
${STAGENAZ) \
$ (STAGENA)

P g

ALLSTAGE = -DSTAGE1 \

~DSTAGEZ \

-DSTAGE3 \

=DSTAGES \

-DSTAGESA \

-DSTAGE& \

-DSTAGE&A \

-DSTAGE7 .\

- -DSTAGES \

-DSTAGELD

~DSTAGE!L \

~DSTAGELZ

~DSTAGE14\

~DSTAGELSA

~DETAGE18 -

-DSTAGENAZ \ -
~DSTAGENA

#ALLSTAGE is used tc switch mainClass.m
ALLLIR = $(ALL) S(LIBRMC) $(LIBISL) $(LIE)

asi.out ¢ ${ALL) CFunction.,o Resource.oc main.c mainClass.o 3
abjce3.3 $(0PT1) $(OFTISL) CFunctimon.o Resource.o main.oc mainClass.o $

env 3
b jcc3.3 $(OPT1) $(OPTISL) CFuncticn.o Reseurce.o main.c mainClass.o $(¢

main.c! main.m ;5 objcc3.3 ${(OPTALLL) -c main.m
mainClass,o! mainClass.m CP/ICPI_+#
objcc3.3 ${OPTALLLI) $({ALLSTAGE) -c -ccOpt:iNts0000 -asDpt:Ns10000 mainC

LSUFFIXES :

.SUFFIXES = .m .a
JSUFFIXES ¢ .m .o
LSUFFIXES L

LRaewt 8 ${COMFILE) £(0OFT) ${(OPTISL) -c %4

SMaat ol

mardo P ${COMPILE) $(OFPTH -C $<
/usr/lccal/lib/ink3.3/inkstamp <$#%.C » $#l.c
cc -c $*¥l.c

my $¥IL0 Fx,p



/bin/rm -f $x¥1.c
/binirm -f $¥%.cC

clean ;7 touch ®*.m #/%.m; /bin/rm [CP]1_% ¥/[CP3I_*
cp 7 touch mainClass.m
oei.outs asi.out

core
/bin/rm ocsi.cuts make osi.out

n
o
- wm
~
o
=
~
3
3

aliCleant; touch *.m ¥/%.m



Appendix 6 : Screen copy of the Video and OSI on X-25 applications

We give in this appendix a screen copy of the Video application and a screen
copy of the OSI on X-25 application.









Appendix 7 : RMG directory structure

We give here the RMG directory structure (from [FAZARINC, 89]). This will
enable the reader to find easily the directories we talk about in this work.






Appendix 8 : Example of A.menu file

We give here an example of the A.menu file.



51 12 10
Analogllack
Automata
BarMeter
Catc

. CellNet
Circuit
ClrMapEdit
ClsEBrowser
CisTreeZ
caucheN
Diffucion
DigiClack
DacEdit
DocViewer

¢ e TN T

InsBroweer
Latte
L1Feﬁ1aq

MaleVieu
MsgBRrowser
NetPanel
NeuralNet
NeurModels
Osil
Panelliay
FartFhysics
FatrrEdit
Fendulum
Fhasor
Pctent1el

thppp

ScriStripE

SunRaster

TDfunction

TDiso

TDlines

TDspring

TDwave

TDwheels

Taolkit

Trotek

VertRarMet

Valtmeter

/% 34 jtems;
maximum 12 characterss? B RO
display 10 items on screen */ ST TR

/¥ note the names above must carrespond to class names ¥/ Lo o




